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A Systolic VLSI Architecture for Complex SVD

Nariankadu D. Hemkumar

Abstract

This thesis presents a systolic algorithm for the SVD of arbitrary complex madtrices,
based on the cyclic Jacobi method with “parallel ordering”. As a basic step in the
algorithm, a two-step, two-sided unitary transformation scheme is employed to di-
agonalize a complex 2 x 2 matrix. The transformations are tailored to the use of
CORDIC (COordinate Rotation Digital Computer) algorithms for high speed arith-
metic. The complex SVD array is modeled on the Brent-Luk-VanLoan array for real
SVD. An array with O(n?) processors is required to compute the SVD of a 1 X  ma-
trix in O(nlog n) time. An architecture for the complex 2 x 2 processor with an area
complexity twice that of a real 2 x 2 processor, is shown to have the best area/time
tradeoff for VLSI implementation. Despite the involved nature of computations on
complex data, the computation time for the complex SVD array is less than three

times that for a real SVD array with a similar CORDIC based implementation.
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Chapter 1
Introduction

Real-time signal processing concerns combined with the advent of parallel algorithms
and architectures, have pushed systolic arrays to the forefront of special-purpose com-
puting. The Singular Value Decomposition (SVD) is a matrix factorization technique
of considerable importance in engineering applications. Most systolic arrays proposed
for the SVD in the literature, assume real input matrices. In this thesis, a systolic
algorithm for the SVD of an arbitrary complex matrix is presented along with a
CORDIC (COordinate Rotation Digital Computer) based VLSI architecture for the

systolic processor element.

1.1 Systolic Array Processors

Contemporary parallel architectures may be grouped into three different classes [8]
based on structure : vector processors, multiprocessor systems, and array proces-
sors. Vector processors and multi-processor systems belong to the domain of general-
purpose computers while most array processors are designed for special-purpose ap-
plications.

Array processors, as a computing paradigm, are capable of ‘meeting ﬁhe real-time
processing requirements of a variety of application domains. Locally interconnected
computing networks such as systolic and wavefront processor arrays, due to their

massive parallelism and regular dataflow, allow efficient implementation of a large



number of algorithms of practical significance; especially in the areas of image pro-
cessing, signal processing, and robotics [51, 55].

Many definitions of systolic arrays exist in the literature [34, 54, 78]. Kung and
Leiserson [52] define a systolic system as a “network of processors which rhythmically
compute and pass data through the system”. Systolic arrays, as a class of pipelined
array architectures, display regular and modular structures locally interconnected to
allow a high degree of pipelining and synchronized multiprocessing capability [53].
The primary reasons for the use of systolic arrays in special-purpose processing are
simple and regular design, concurrency and communication, with balanced computa-

tion and I/0 [51].

1.2 Parallel Architectures for the SVD

While general-purpose computers require the design of complicated control units and
optimized schemes for the allocation of machine resources, the design of array pro-
cessors requires a good understanding of the relationship between parallel computing
algorithms and optimal computing hardware/software structures. As most imple-
mentations of array processors tend to be VLSI/WSI, this optimization is of greater
concern. Special-purpose arithmetic techniques can greatly improve hardware and
performance efficiency.

The Singular Value Decomposition (SVD) is an important matrix factorization
procedure used extensively in signal and image processing algorithms [3] and is very
well suited to analyzing data matrices from sensor arrays [70]. The singular values can
also be used to determine the rank of a matrix in a numerically reliéble manner (36].

Furthermore, they can be used to find a good low-rank approximation to the original



matrix; a feature that has proven especially useful in image and’ signal processing
problems [69].

Complex data matrices are known to occur frequently in engineering practice. In
particular, several adaptive beam-forming algorithms [46, 64] which determine the
direction or bearing of a signal source, require complex matrix factorizations and can
benefit from a complex SVD array.

SVD algorithms require costly arithmetic operations such as division and square
root in the computation of rotation parameters. Increased efficiency may be obtained
through the use of hardware oriented arithmetic techniques that relate better to
the algorithm [1, 71, 73]. Special VLSI structures have been proposed for the SVD
[29, 62]. The COordinate Rotation Digital Computer (CORDIC) [80, 81] algorithms,
which allow easy computation of inverse tangents and vector rotations, have proven
extremely useful in this context [14, 29, 73].

Brent, Luk and VanLoan [6] proposed an expandable array of simple processors
for 2 >< 2 matrices, to compute the SVD of a larger matrix. The array uses the SVD-
Jacobi method [32, 49] combined with a “parallel ordering” [5] scheme to exploit the
parallelism inherent in the Jacobi method. Cavallaro and Luk [14] have demonstrated
the use of CORDIC in a hardware and performance efficient architecture for the 2 x 2
processor.

Most parallel algorithms and architectures proposed for the SVD assume real
input matrices. Deprettere and van der Veen [79] allowed for complex matrix elements
but assumed a specialized matrix structure. Cavallaro and Elster [12] extended the

Deprettere and van der Veen scheme to the SVD of an arbitrary complex 2 x 2 matrix.



1.3 Contributions of the Thesis

This thesis extends the Brent-Luk-VanLoan systolic array for real SVD to han-
dle input matrices with complex elements. The expandable array structure of the
Brent-Luk-VanLoan systolic array with the 2 x 2 proc’elssors is preserved. The SVD-
Jacobi method with the two-angle, two-sided rotat.ion scheme used in the Brent-Luk-
VanLoan systolic array, is modified to a two-step, twelve-angle! two-sided rotation
scheme to account for complex matrix elements.

The two-step SVD scheme is derived from simple two-sided unitary transforma-
tions developed to ensure hardware and performance efficiency. Each unitary trans-
formation step in the diagonalization procedure, is identical in structure to permit
pipelined systolic execution.

The two-sided unitary transformation step developed is shown to be efficiently im-
plementable in hardware using CORDIC. A few modifications to the CORDIC scheme,
necessary to ensure correct application of the unitary transformations at each step, are
detailed. These modifications extend the range of vector rotations possible through
CORDIC.

An architecture for the complex 2 x 2 processor, based on the CORDIC modules
developed by Cavallaro and Luk [14] for the real 2 x 2 processor, is presented. An
analysis of the area/time complexity of the complex 2 x 2 processor is compared with
a similar analysis for the real 2 x 2 processor. Also, a performance comparison of the
real and complex systolic SVD schemes is shown.

Results from the simulation of the algorithm using the Connection Machine?, a

SIMD (Single Instruction Multiple Data) [31] computer with good inter-processor

lthree left and three right rotation angles per step
2Connection Machine™ ig a registered trademark of Thinking Machines Corporation, Cambridge,
MA.



communication capability, are compared with LINPACK/EISPACK [26, 33] routines
for validation. The simulation also shows the convergence behavior of the complex

SVD scheme.

1.4 Overview of the Thesis

The next two chapters review previous work in the context of systolic arrays for SVD,
CORDIC algorithms and Jacobi-type methods. In the following chapter, the serial
and parallel SVD algorithms are presented. Jacobi methods for the eigenvalue and
the singular value decompositions, which are fundamental to parallel SVD algorithms
are also elaborated. The chapter concludes with a brief survey of the various parallel
architectures that have been proposed for the SVD.

Chapter 3 presents the CORDIC algorithms in detail. The capabilities and the
limitations of the CORDIC algorithms are discussed. Also, the use of CORDIC for
the implementation of the real 2 x 2 SVD processor is motivated. The Cavallaro-Luk
CORDIC based architectures for the real 2 x 2 SVD processor are then presented.

Further chapters contain the original contributions of the thesis. Chapter 4
presents the complex SVD problem. Various techniques useful in the development
of a diagonalization scheme for a complex 2 x 2 matrix are developed. A two-step
diagonalization scheme is then proposed for the SVD of a complex 2 x 2 matrix.

Chapter 5 explains the enhancements to the basic CORDIC algorithm necessary
for the hardware implementation of the two-step diagonalization scheme proposed in
Chapter 4. A performance efficient architecture based on CORDIC for the complex
2 x 2 processor is then proposed.

Chapter 6 reviews the systolic algorithm due to Brent-Luk-VanLoan and details

modifications to the Brent-Luk-VanLoan systolic array necessary to efficiently im-



plement the two-step diagonalization scheme proposed in the previous chapter. The
chapter ends with a comparison of the Brent-Luk-VanLoan systolic array with the
proposed complex SVD array.

Chapter 7 discusses the simulation of the systolic array for complex SVD on the
Connection Machine and the experimental validation of the algorithm. The behavior
of the algorithm is observed to predict the number of sweeps required for convergence.

Finally, Chapter 8 presents the conclusions and summarizes the thesis. Extensions

to the thesis and possible future work are also discussed.



Chapter 2

Parallel Architectures for Real SVD

In the introduction to the thesis, the importance of parallel architectures for real-
time signal processing and the utility of the SVD as a matrix factorization technique
was emphasized. In reviewing the fundamental concepts and previous work in this

context, this chapter lays a foundation for the others that follow.

2.1 Singular Value Decomposition
A singular value decomposition (SVD) of a matrix M € C™*" is given by
M = UZVH, (2.1)

where U € C™*™ and V € C™*" are unitary matrices and £ € R™*" is a real non-
negative “diagonal” matrix. Since M¥ = VETUH, we may assume m > n without
loss of generality. The singular values may be arranged in any order, for if P € Rm*m

and ¢} € B™" are permutation matrices such that P£Q remains “diagonal”, then
M = (UPT)(PEQ)QTVH)

is also an SVD. It is customary to choose P and @ so that the singular values are

arranged in non-increasing order:
0‘1>...20-r>0’ a'r+1=...=0’

where r = rank(M).



If the matrices U, ¥ and V are partitioned by columns as
U = [u1,u2,*,um], B = diag[o1,02,'-+,04] and V' = [v1,v5.,++, 4],

then o; is the ¢* singular value of M, and u; and v; are the left and right singular

vectors corresponding to ;. If M is real, then the unitary matrices U and V are real

and hence orthogonal.

2.2 SVD Algorithms

The importance of the SVD as a matrix factorization technique is underscored by
the variety of algorithms available. They range from serial algorithms to parallel
Jacobi-type methods. On a conventional uniprocessor system, thé most commonly
used procedure is the Golub-Kahan-Reinsch [35, 37] SVD algorithm.

The Golub-Kahan-Reinsch algorithm is implemented both in LINPACK [26] and
EISPACK [33]. The first step in the Golub-Kahan-Reinsch SVD algorithm is the bi-
diagonalization of the matrix. This is followed by an iterative diagonalization of the
bi-diagonal matrix to complete the SVD. The time complexity of the Golub-Kahan-
Reinsch algorithm is O(mn?).

An improvement to the Golub-Kahan-Reinsch procedure was suggested by Chan
[15]. The improved algorithm is more efficient for an m x n matrix, unless m = n.
A comparison of the two procedures is detailed in [36]. Serial SVD algorithms that
have been suggested for complex matrices are due to Businger and Golub [10] and
Bunse-Gerstner and Gragg [9].

The advances in parallel architectures and algorithms have given rise to a number
of paralle] SVD schemes [5, 6, 30, 45, 65, 68]. Algorithms for the computation of

the SVD, specific to some parallel architectures are also known [28, 59]. The parallel



architectures and algorithms are indispensable where real-time processing is required
[72].

On linear systolic arrays, the most efficient SVD algorithm is the Jacobi-like algo-
rithm given by Brent and Luk [5] which requires O(mn logn) time and O(n) proces-
sors. Jacobi-type procedures are extremely amenable to parallel computation [66] as
evidenced by the number of such schemes that have been proposed [5, 59, 65]. They
have been applied to the symmetric eigenvalue problem [5], the QR-decomposition

[57] and the Schur decomposition [74].

2.3 The SVD-Jacobi Method

The classical method of Jacobi uses a sequence of plane rotations to diagonalize a
symmetric matrix M € R™", A Jacobi rotation by an angle § in the %, plane is

denoted by the matrix J(¢, 7, §) where,

jPP = 1 V (p # 21.7) ’
jii = COos ¢ ’ jt'j = sin ¢ ’ (22)
jji = ~sin ¢ y jjj = Cos ¢ ’

and all other j,, = 0.

The Jacobi method systematically reduces the quantity

off(M) = |33 a;, (2.3)
=1 j=1
I

the “norm” of the off-diagonal elements. The basic step in a Jacobi procedure involves
choosing an index pair (Z, ) that satisfies 1 < ¢ < j < n, computing a cosine-sine

pair (c,s) such that

? [}
m. m.;. C -8 mi; My cC 8

1 1)

/
mj,- mjj s C mjy; Mj; ~-=S C
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is diagonal, and overwriting M with
M = JTMJ,

where J = J(¢,3,0). The classical Jacobi algorithm maximizes the reduction of
off(M) in (2.4) by choosing (2, 5) so that m; is maximal.

The drawback of the classical Jacobi scheme is that the updates reduire O(n)
time while the search for optimal (¢, j) is O(n?). This problem is overcome by fixing
the sequence of sub-problems to be solved in advance. Common schemes are the
cyclic-by-row and the cyclic-by-column procedures where the pair (2, §) is chosen in
a row-by-row, or column-by-column fashion respectively. For example, if n = 4 the

pair sequence is repeated as:
(,5) = (1,2),(1,8),(1,4),(2,3),(2,4),(3,4),. ..
Formally, the cyclic-by-row ordering for the pair (i, ) may be expressed as

(iO’ .70) = (172)1

(ik,jk-l-l), if ix<n—=1, jr <n,
(Pkt10 Jhg1) = (2 + 1,2 + 2), if ig<n=1, jr=mn,
(1,2), if ig=n—-1, jr=mn,

and the cyclic-by-column ordering as

(t0,J0) = (1,2),
bk + 1, Jx), if 4 < k=1, jk < n,
(ke ditr) = (1,7 +1), if i =jk—1, jk <n,
(1,2), fiv=n—1, j =n.
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A ‘“parallel ordering” described by Brent and Luk [5] is particularly useful in the
context of parallel architectures and illustrated in the n = 8 case by
(rg) = (1,2), (3,4), (56), (7,8),
(1,4), (2,6), (3,8), (5,7),
(1,6), (48), (2,7), (3,5),
(L8 (6,7), (45), (2,9)
(L,7), (8,5), (6,3), (4,2),
(1,8), (7,3), (8,2), (6,4),
(1,3), (5,2), (7,4), (8,6).
For any even n, n — 1 steps are required for the Brent-Luk “parallel ordering” as
shown below
1 3 -5 - v+ = (n=38) = (n-1)
/ ! (2.5)
2 — 4 — 6 — «+ +— (n—-2) « n

The rotation pairs in each column of (2.5) can be calculated concurrently. This
fact was exploited by Brent and Luk [5] and later Brent, Luk and VanLoan [6] in
the development of systolic arrays where a sweep of the “parallel ordering” could be
executed in O(n) time.

Jacobi methods can be readily extended to the SVD of arbitrary matrices. A two-
sided Jacobi-SVD procedure was first suggested by Kogbetliantz [49]. The theoretical
framework for the two-sided Jacobi SVD method for square matrices was provided by
Forsythe and Henrici [32). The proof and conditions for convergence for the two-sided
cyclic-Jacobi-SVD are given in [32] and the asymptotic convergence rate was shown
to be quadratic by Wilkinson [82].

Hansen [39] discusses the convergence properties associated with various orderings

for the serial Jacobi method. He defines a certain “preference factor” for comparing
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different ordering schemes. The “parallel ordering” is quite desirable in that it op-
timizes the “preference factor” as n — oco. The “parallel ordering”, like the cyclic
orderings, is ultimately quadratically convergent. The proof of convergence for the
“parallel ordering” was given by Park and Luk [60].

Theoretically, the SVD of a matrix M may be computed from the eigenvalue
decomposition of MTM. However, the numerical difficulties associated with the
computation of MTM makes the approach impractical. Hestenes [43] suggested a
“one-sided” approach, which applies the Jacobi method implicitly, to overcome the
difficulty in the formation of MTM. A discussion on the relative difficulties and ac-
curacies of the different approaches to computing the SVD, and the justification for

a systolic array can be found in [6].

2.4 SVD of a Real 2 x 2 Matrix

The Jacobi eigenvalue procedure was extended to the SVD of a square matrix M €
Cm™*" by Kogbetliantz [49] and Forsythe and Henrici [32]. The matrix is diagonalized
via a sequence of 2 x 2 SVDs. Corresponding to the two-sided rotation described in
(2.4) for the eigenvalue decomposition of a symmetric 2 x 2 matrix, a similar scheme
can be devised for the SVD of an arbitrary 2 x 2 matrix. Discussion of the SVD
procedure for a complex 2 X 2 matrix is postponed until Chapter 4.

The real 2x2 SVD problem can be expressed as the computation of the cosine-sine

pairs (c;,s1) and (cy,s,) such that

R(0,)" [a b] R(6)) = {d’ 0], (2.6)
cd 0 d;
where cosf sind
RO = [—sin() cos 9} &7)
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is a 2 X 2 rotation matrix and the input 2 x 2 matrix is

ab
L d] . (2.8)

Several approaches to determining the angles 6; and 6, in (2.6) are mentioned in

[6]. The approach suggested in [32] is to first determine @ um and 4i¢; as solutions to

asum = (0,. + 01) - ta,n"l (; i z) y (29)
-b
Hdi.ff = (0,. - 0[) = tan™! (:‘; n a) . (2.10)

The two angles §; and 6,, can then be separated from 8,,,, and faiss. Convergence

for the Jacobi-method with a cyclic ordering is guaranteed if (2.9) and (2.10) hold.
An alternative method is to symmetrize the 2 x 2 matrix by rotation through

01 — 0, followed by diagonalization using (2.4). A real 2 x 2 matrix as defined in (2.8)

can be symmetrized by a one-sided rotation as

ab Pq
R(Osym)” = ) (2.11)
cd qr
where 8,y is defined as
b—c
— -1
Osym = tan (a T d) . (2.12)
After symmetrization, the matrix can be diagonalized by (2.4) as
Pq dy 0
R(bdiag)” R(Odiag) = } ; (2.13)
qr 0 d;
where
L — 1 -1 2q
Odiag = 5 tan (7‘ — P) . (2.14)

2.5 Systolic Architectures for Real SVD

The advent of parallel processing and systolic arrays, combined with real-time sig-

nal processing requirements [72], has given rise to a variety of SVD arrays. The
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architectures that have been proposed range from linear arrays through triangular
configurations and mesh-connected processor structures.

Jacobi-type methods are easily adapted to matrix computations using processor
arrays. Unfortunately, Jacobi-SVD algorithms are applicable only to square matrices.

For an m x n matrix M € R™*™, the obvious strategy is to first compute the QR-

decomposition (QRD)

0
where the matrix @ € R™*™ is orthogonal and the matrix B € R"*" is upper

M=Q [R} , (2.15)

triangular, and then apply an SVD procedure to R. This approach is particularly
suitable for the case where m > n [15].

QRD arrays have been thoroughly studied [2, 4, 34, 41, 47, 58, 65]. However, the
interfacing of QRD and SVD arrays is a difficult problem. The QRD algorithm in [58]
is the only algorithm implementable on the square array of Brent-Luk-VanLoan [6].
Luk [57] has proposed a triangular array that can compute both the QRD and the
SVD of a m x n, m 2> n, matrix. The array uses n? + O(n) processors and requires
O(m + nS) time, where S denotes the number of sweeps. The array is extended
to a rectangular configuration with mn + O(m) processors for the computation of
singular vectors.

"The systolic array of Brent-Luk [5] uses the one-sided orthogonalization method
due to Hestenes [43] on a linearly connected mesh of O(n) processors and requires
O(mn logn) steps to compute a singular value. A two-dimensional array, with O(mn)
processors and a non-planar interconnection structure, that requires O(n logm) time
was also proposed. The method is quadratically convergent and the conjecture is that

6 to 10 iterations provide for sufficient numerical accuracy.
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In [6], Brent-Luk-VanLoan describe a similar architecture of O(n?) processors
that implements a cyclic Jacobi-method for the SVD in O(m + nlogn) steps. With
reference to the arrays of Brent-Luk-VanLoan, Schreiber in [67)], suggested methods
to cope with problems that do not match the array size.

In [68], Schreiber proposed a kn-processor design which reduces a dense matrix
to upper triangular form of bandwidth % 41 in time O(mn/k). A k(k + 1) processor
array from [41] is used to implement a SVD iteration for (k + 1)-diagonal matrices,
analogous to the Golub-Reinsch iteration for bi-diagonal matrices, in 6n+ O(k) time.

Ipsen [45] suggested systolic arrays for the SVD of an m x n, m > n, matrix A
of bandwidth w. After matrix A is reduced to a bi-diagonal form B by means of
Givens plane rotations [36], the singular values of B are computed by the Golub-
Reinsch [37] iteration. O(wn) processors that can compute or apply a plane rotation
accomplish the reduction to bi-diagonal form in O(np) steps, where p is the number
of superdiagonals. A constant number of processors is then needed to determine
each singular value in 6n steps. The singular vectors are computed by rerouting
the rotations through the arrays used for the reduction to bi-diagonal form, or by
employing another array of O(wm) processors.

In a typical SVD algorithm, costly square root and division operations are required
to apply plane rotations. The co-ordinate rotation algorithms, CORDIC, which allow
easy computation of inverse tangents and vector rotations, have proven extremely
useful in this context by effectively mapping the algorithm to hardware. The next
chapter details the essentials of CORDIC algorithms and presents' various hardware
and performance efficient architectures that have been proposed for the implementa-

tion of special-purposé SVD arrays.



Chapter 3

CORDIC Architectures for Real SVD

Special-purpose hardware oriented arithmetic techniques can improve performance of
scientific algorithms. These techniques are indispensable in the context of hardware
design for special-purpose applications. This chapter reviews the CORDIC algorithms

and architectures which have proven extremely useful in the computation of the SVD.

3.1 CORDIC Algorithms

The COordinate Rotation DIgital Computer (CORDIC) algorithms were first pre-
sented in 1959 by Volder [80]. A similar idea, particularly effective in decimal radix
computations, was presented by Meggitt [61] in 1962. Daggett [18] discussed the use
of CORDIC for decimal-binary conversions. Further theoretical work was done by
Walther [81] in 1971 to realize a unified algorithm and demonstrate the applicability
of CORDIC to various transcendental and hyperbolic functions. Cochran [16] bench-
marked various algorithms and found that CORDIC techniques surpass alternative
methods in scientific calculator applications.

The CORDIC algorithms allow fast iterative hardware calculation of sin, cos, arc-
tan, sinh, cosh, arctanh, products, quotients, square roots, and conversion between
binary and mixed radix number systems. The CORDIC algorithrgs have some limi-
tations which are discussed later in this chapter. However, these limitations do not

overshadow the utility of the technique. By exploiting the properties and tailoring

16
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the algorithms suitably, it is possible to design efficient hardware/software structures
that present significant gains over conventional architectures. Real-time signal pro-
cessing concerns (1], combined with the performance and hardware advantage in the
VLSI setting, makes CORDIC an attractive alternative to traditional arithmetic units
for special-purpose hardware design.

Plane rotations and generation of rotation angles through inverse tangent calcu-
lations were shown to be fundamental to SVD algorithms in the previous chapter.
In a conventional sequential computer, the calculation of rotation angles through
costly square root and division operations, or computation of sines/cosines in soft-
ware, proves expensive. Also, matrix-vector products involve costly multiplication
and division operations.

In the context of special-purpose SVD architectures, primitive CORDIC operations
like vector rotations and inverse tangent calculations help increase efficiency by more
effectively mapping the algorithm to hardware [71, 73). Special VLSI structures have
been shown possible for the SVD [14, 29, 62].

Coordinate Systems

The range of the CORDIC algorithms is best expressed through the use of a gen-
eralized polar coordinate system. The CORDIC algorithms of interest relate to a
two-dimensional coordinate system. Higher dimensions were considered by Delosme
in [22, 20].

Let (z,y) be the planar orthogonal coordinates for a point P and introduce a

generalized polar coordinate system (R, A) by

R = /zT7F my?, z = R cos (Aym),

3.1
A= (71;) ta.n“l(&fi), Yy (7%) sin(Ay/m). 1)
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Here m is a fixed constant whose value is one of 1, —1 or 0. When m =1, (3.1)
reduces to the familiar interconversion relations between the orthogonal coordinate
system and the polar coordinate system. We need to impose an interpretation for the

cases when m = 0 and m = —1. Precisely,
A= (%) for m=0, A = tanh™! (%) for m = —1. (3.2)

The resulting radius (R) and angle (A) expressions for the different coordinate systems
characterized by m are tabulated in Table 3.1.
For simplicity, we always assume z > 0, and further z > |y| > 0 for m = —1. It

is easily seen that

S
2R’

where S is the area of the domain surrounded by z axis, the radius vector OP and

A=

the curve of constant radius R passing through P (Figure 3.1).

Fundamental Transformations

Take a linear transformation from a point P; = (z;,y;) to Piy1 = (Tj41,¥;+1) given

by

Tiy1 = z;+mbjy;, (3:3)

Yi+r = Yj — 6,2,

Coordinate Systems |
Mode Radius Angle
General VTT+ my? (;71;) tan~1(£L%)
Circular Vat+y2 tan~1 (%)

Linear z ¥

Hyperbolic | % — 4?2 tanh™! (%)

Table 3.1: Radius and Angle in Coordinate Systems




e

-

Figure 3 .1: Coordinate Systems
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where m is the parameter of the coordinate system (3.1) and §; is an arbitrary con-
stant. The transformation (3.3) gives

Ajr = Aj—

Rj.|.1 = Rj X kj,
in the generalized polar coordinate system (3.1), where

o = () tan~'(v/m6;), (3.4)

b = [T,

Starting from Pp = (xo,Y0), iterate the transformations (3.3) under a suitable

sequence of constants o, 61,...,0n-1 until P, = (z,,y,). Then
An = AO - an,
R, = Rox K,,
where
n—1 n—1
Cn = E aj, K, = H k;. (3.5)
J=0 j=0

Introducing a third variable z and transforming it as
Zigr = zj+a; | (3.6)
simultaneously with (3.3), the final values are given by

z, = K, [mo cos(any/m) + (&";) sin(an\/m) ] ,
yn = K, [yo cos(any/m) — (ﬁl;) sin(an/m) ] ,
Zn = Zog+ oy,

where o, and I, are given by (3.5).

CORDIC Operation Modes

Consider the iteration of the transformations (3.3) and (3.6) under a suitable sequence

of constants {§;} in the following two ways
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CaseI: 1y is forced to zero,

Case IT: zis forced to zero.
The final values of the variables =, y and z are shown in Figure 3.2, where

Ky = ﬁ\/li&? .

j=0
Observing that

ViEteoz=(t-02 = 22 Vi,
e! = cosht +sinht,

and

1 i _1<t+c)
2logc = tanh )

Figure 3.2 contains all elementary standard functions such as square root, log, exp,
sin, cos, and arctan as well as multiplication and division. Iteration of Case I for
m = 0 is essentially the non-restoring division algorithm.

The CORDIC transformations are quite amenable to computer arithmetic. The
key contribution of Volder [80] and Walther [81] was to set &; as a power of the
machine radix. Digital computers use binary arithmetic. It is therefore convenient to
choose

§j =427 (or £27971), j=0,1,2,...,n, (3.7)
where n is the word length or bit-precision of the machine. When m = —1, slight
modification is necessary for convergence [44]. Let

€& = 271, B; = (-\7171—1-) tan~1(27,/m)
§; = =€, o; = sign(6;)B;

(3.8)

The constants B; may be pre-calculated and are necessary only for j up to n/3,

where n is the bit-precision, since
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may be replaced by ¢; , if €} and higher terms are negligible.

The transformations (3.3) and (3.6) are now modified as

for 6; >0 for 6; <0
Tjp1 = T+ my;277 Tip1 = T;—my;277
J+1 J j ' (3.9) j+1 i Yi ' (3.10)
Yier = Yj — 2277 . Yiv1 = Yj+z;277
zips1 = z;+5; Zig1 = 2 —f;

In Case I, select (3.9) if y; > 0, and (3.10) otherwise. In Case II, select (3.9) if
z; < 0, and (3.10) otherwise. The CORDIC operation modes of Cases I and II are
also referred to as y-reduction and z-reduction respectively, for obvious reasons. The
conditions for the choice of transformations (3.9) or (3.10) is tabulated in Table 3.2.

It is remarkable that the transformation (3.9) or (3.10) is possible only by addi-
tion, subtraction, shifting and the use of constants. Thus, CORDIC algorithms greatly
simplify the design of arithmetic units for special-purpose hardware and VLSI imple-

mentation.

Convergence Issues

Walther [81] has shown that the domain of convergence of the CORDIC algorithms is

limited by
n-1
ﬁ] - Z lBk S ﬁn-l (j=071’2,"'), (3.11)

k=j+1

Transformation | CORDIC operation mode
Case I | Case I1

Eqn. (3.9) y; =0 2; <0

Eqn. (3.10) y; <0 z; 20

Table 3.2: Transformations for CORDIC Operation Modes
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where n is the number of iterations of transformations (3.9) or (3.10) used.
When m = 1, it is easy to verify (3.11) for 8; = tan~!(277), since tan~!(z) is
convexin z > 0, i.e.,
tan™! (2‘5) < 2tan™ (2‘“’*‘1)) :
Thus, for the circular mode, the transformations (3.9) and (3.10) always converge,

when

zg < Y tan™! (2‘j) = 1.74... > zzf_, (3.12)

j=0
which covers the closed right half-plane.

When m = —1, the sequence #; = tanh™! (2-9) (j = 1,2,--) does not satisfy the

convergence condition (3.11), since tanh~!(z) is concave in z > 0, i.e.,
tanh™! (2'j) > 2tanh™! (2"(-7"*'1)) .
Walther [81] presented an empirical method to solve the hyperbolic convergence
problem by repeating certain iterations. The method is based on the fact that

n~-1
Pi - (E ﬂk) — Bajr1 < Ba-1 for Bj=tanh™ (279) (>1). (3.13)
k

=j+1
As f3; decreases with j, the convergence condition (3.11) will be satisfied if iterations
at
J = 4, 13, 40, 121,-.-
are repeated. The general formula of the above sequence is given by the recurrence
relation T
Jn = 3Ja1+1, Jo=1
The transformations (3.9) and (3.10) converge if and only if the initial values

(zo, yo) satisfy the condition

tanh™! (y—°> < C = + > ) tanh™? (Z‘j) = 1.118... .
Zo 1 j=4,18,

Jj=
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A discussion on the convergence region for the hyperbolic mode and a proof for (3.13)

can be found in [44].

Circular Mode

In the context of SVD algorithms, application of plane rotations and generation of
rotation angles are of utmost interest. CORDIC in the circular mode (m = 1), allows
easy conversion between orthogonal and polar coordinates. The CORDIC operation

modes of y-reduction and z-reduction have added utility in the circular mode.

Y-Reduction for Inverse Tangent

In the circular mode, the y-reduction can be used to compute inverse tangents.
Consider the results of transformations (3.9) and (3.10) for Case I (y-reduction) and

m = 1 (circular mode) shown in Figure 3.2,

z = I{I\/w%'i'yga

v =0, (3.14)

z = 2o+ tan™! (yo/z0).

If zo is chosen to be zero then (3.14) can be used to compute the quantity

tan=? (yo/zo). The result is available directly without the requirement of re-scaling.

Z-Reduction for Rotations

In the circular mode, the z-reduction can be used to yield a vector rotation or the

sine and cosine of a given angle. Again, consider the results of transformations (3.9)
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and (3.10) for Case II (2reduction) and m = 1 (circular mode) shown in Figure 3.2,

z = I{ (zocos 2o — Yosinzg),
y = K (yocos zo + zgsin zo), (3.15)
z = 0.

The values of z and y in (3.15) represent rotation of the vector (zg,%o) in the
two-dimensional plane by the angle 2. However, unlike y-reduction, the final values
are scaled by K.

As a special case, the z-reduction can be used to calculate the sine and cosine of

the angle zo. Suppose zo = K7 and yo = 0, then (3.15) may be re-written as

z = K1Ki'cos(zp) = cos(zp),
y = K1K{'sin(z) = sin(z), (3.16)

z = 0.

Scale Factor Considerations

The CORDIC formulation is not yet complete since the vector (z¢,yo) is not only
rotated but also scaled at each iteration. This scaling is by a constant k; given by
(3.4). Thus, the final values of the variables  and y need to be adjusted for the
z-reduction (Case II) CORDIC operation mode and the variable z for the y-reduction
(Case I) CORDIC operation mode if desired.

From (3.4), it is clear that scaling is not a concern as far as the linear mode
(m = 0) is concerned. Since the CORDIC mode of interest, as far as computing the
SVD is considered, is the circular mode; further discussion is restricted to the case
when m = 1. The basic ideas, though, easily extend to the hyperbolic mode.

In a digital computer with a finite word length or bit-precision n, only n iterations

of the transformations (3.9) and (3.10) are required. This is due to the fact that n
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iterations guarantee n bits of accuracy and additional iterations prove extraneous.
However, log n bits are necessary to guard against round-off errors.
After n iterations, the values of the variables x and y for the z-reduction (Case

IT) CORDIC operation mode are given by

2n = Ky Zgina

Yn = I(n Yfinal

where 2 finai and Yfinai are the desired final values and K, is given by (3.5).

In many cases, fewer than n iterations are necessary for z to converge to zero. The
storage of K, for all possible values of n is necessary if early termination is permitted.
This limitation of the CORDIC algorithms is presented in the discussion of techniques
for latency reduction by Bridge, Fisher and Reynolds [7].

For the circular mode (m = 1), substituting (3.4) with (3.7) in (3.5) and using

the fact that from (3.8)
tan (8;) = 27

we have

n—-1 n-1 n-1
Ko =]k = J[]V1+2-% = ]] secB; . (3.17)

7=0 7=0 j=0

As a last step in the CORDIC z-reduction operation, a scale factor correction needs

to be performed to yield

Ksretn = KspcKaZfina = Cfinaly (3.18)

Ksrcyn = KsrcKnYfinat & CYfinal,
where the scale factor correction constant Kgpc = CK!. The constant C is either

1 or a power of the machine radix, r, so that it can be easily cleared by a simple shift

to yield z finas and Yyinai-
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Single Scale Factor Correction

The single scale factor correction techniques proposed in the literature fall into two
classes. They include either special scale factor compensation iterations [24, 40] or
modified repetitive angle sequences [1, 21]

The most direct scheme, due to Walther [81], involves a multiplication by K 7!
using the CORDIC hardware in the linear mode. The scheme is costly since it may
require a full CORDIC “cycle” of n shifts and n additions. However, the binary
representation of K1 can be used to determine which shifts and additions truly need
to be performed. The CORDIC processor is modified to perform special iterations for

both the = and y variables of the form
T — T + 2,277, (3.19)

where selected multiples of z,, and y, are accumulated. Approximately (n/2) itera-
tions are required to correct for the scale factor.
Haviland and Tuszynski [40] proposed a method whereby the special scale factor

correction iterations,

T — z — z277 (3.20)

are performed for both the = and y variables. This scheme also causes a multiplication
of z, and yn by K;1. Again, approximately (n/2) iterations are required for this
method.

Ahmed [1], seeks to make the constant, C' (3.18), a power of the machine radix by
repeating certain full CORDIC iterations. A final shift is used to clear the remaining
scale constant. The proposed scheme uses almost n extra CORDIC iterations to
achieve C = 2. As an extra benefit the method extends the domain of convergence

of the CORDIC algorithm. However, as all CORDIC operations can be made to fall
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within the basic CORDIC domain of convergence, the time penalty caused by almost
n extra iterations does not make Ahmed’s method attractive for the SVD.

Delosme [21] combines the methods of Ahmed and Haviland and Tuszynski by
repeating both CORDIC rotation iterations and special scale iterations to produce a
low overhead scale factor correction scheme. In this method, approximately (n/4)
iterations are required and a C = 2 is generated.

Yang and Bohme [83] suggested a scheme for single scale factor correction requiring
ng = [n/4] additional iterations. A computer program was devised to systematically
examine all relevant combinations of the shift sequences S(i) = (: =0,1,...,n - 1)
with differences S(z+1)—5(2) € {0,1,2} for more optimization freedom. For efficient
scaling correction, they proposed an additional sequence n shift-add operations,

2-T(0) f[ [1+9()2 TP Ky = 14+ AK  (T() € Ln(j) = £1).
j=1
These additional scaling iterations are parametrized by the set of signed integers
{T(0),n(1)T(1),...,n(nk)T(ni)} with |AK| < 2-7.

The above schemes require numerical methods to determine the appropriate se-
quence for a given word length. The number of iterations is chosen to reduce the
approximation error to less than 2~". A detailed discussion on the various single
scale factor correction schemes and a systematic approach to the two-sided scale fac-

tor correction as required for the SVD can be found in [11].

Cavallaro-Luk Two-Sided Scale Factor Correction

In the computation of the SVD, two vector rotations are performed for the diagonal-
ization of the real 2 x 2 matrix (2.6). If the correction for the scale factor is postponed

to the end of the second vector rotation, then the new scale factor is a square of the
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single vector rotation scale factor K. From (3.17),
n—1
K = };'[()k;z g m H cos? B; , (3.21)
the observation was made that each term in (3.21) resembles the special scale factor
iterations shown in (3.20). If the CORDIC processor performs special iterations of

the form (3.20), then the scale factor correction constant will be
Kipe = ] (1-27%) ~ 2K;?,

where

C=2 and J = {1,3,5,...,(2r§]_1)} for n > 0. (3.22)

The scale factor as in (3.18) is removed, and a final shift will cancél the above factor
of 2. A total of only [n/4] extra iterations for the complete two-sided rotation is
required since many terms cancel when the products are formed.

The systemaitic calculation of the scale factor correction sequence is possible from
(3.22) for any value of n. The Cavallaro-Luk two-sided rotation scheme greatly im-
proves performance of the CORDIC two-sided vector rotation and results in a factor

of 2 speedup over two applications of Delosme’s single scale factor correction scheme.
P p g

3.2 Architecture for a Basic CORDIC Processor

In § 3.1, CORDIC algorithms were shown to greatly simplify the design of VLSI and
and special-purpose hardware. Efficient architectures, for the hardware implementa-
tion of the CORDIC recurrence relations (3.9) and (3.10), which minimize area/time
complexity are necessary to exploit the performance advantages of the CORDIC al-

gorithms to the fullest.



31

Ahmed [1] has investigated different architectures for a basic CORDIC processor
capable of implementing the CORDIC recurrence relations in hardware. A fully par-
allel fixed-point CORDIC processor architecture due to Ahmed is shown in Figure 3.3.

Three parallel data paths are provided for the z, y and 2 recurrence equations.
The processor is composed of several registers to hold the final and temporary values
of z, y and z. For a fixed-point implementation, shifters are used in the z and y data
paths to produce multiplication by 27,

A read-only memory (ROM) is used to store the angles shown in Table 3.1 for
the three CORDIC modes wviz., the circular (m = 1), the linear (m = 0) and the
hyperbolic (m = —1) modes. Three fixed-point adders provide the additions required
in the CORDIC recurrence relations (3.9) and (3.10).

Finally, a control unit oversees the overall sequencing and angle selection depend-
ing on which of the six CORDIC operational modes is chosen. The control unit is
responsible for choosing between (3.9) and (3.10), based on the values in the y and 2

registers for the y-reduction and z-reduction operation modes respectively (Table 3.2).

3.3 Cavallaro-Luk Architectures for the Real 2x2 Processor

The SVD-Jacobi method (§ 2.3) requires the diagonalization of a 2X2 matrix as a basic
step. The procedures for diagonalization were detailed in § 2.4. Based on the methods
described in § 2.4 and using the basic fixed-point CORDIC processor architecture
shown in § 3.2, Cavallaro and Luk [13] proposed four architectures, each with a
different area/time complexity, for a real 2 x 2 CORDIC SVD processor. CORDIC has
also been applied to the real SVD by Delosme [23]

To recapitulate, two diagonalization procedures for a real 2 x 2 matrix were pre-

sented in § 2.4. The first method is a direct two-angle two-sided rotation (2.6,2.9),
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and the latter is a two-step method which requires symmetrization of the 2 x 2 ma-
trix (2.11,2.12) followed by a one-angle two-sided rotation (2.13,2.14) to complete the
diagonalization.

The first three architectures, viz. the Symmetrization-diagonalization method ar-
chitecture, the Approximation method architecture and the Semi-parallel method ar-
chitecture implement diagonalization using the two-step method while the fourth viz.
the Parallel-diagonalization method implements the direct two angle rotation method.
The fixed-point CORDIC architecture for the Parallel-diagonalization method due to
Cavallaro and Luk is shown in Figure 3.4.

A detailed discussion on the motivations for the different approaches and archi-
tectures can be found in [11]. A area/time complexity analysis of the different archi-
tectures as presented in (11} is tabulated in Table 3.3 where T¢ is the time required
for one CORDIC vector rotation and Ag is the area occupied by a basic fixed-point
CORDIC processor. The extra time of 0.25T¢ is for two-sided scale factor correction.

A VLSI implementation of the real 2 x 2 processor for the Brent-Luk-VanLoan
systolic array which uses CORDIC arithmetic has been reported in the literature [42].
A detailed analysis of the implementation and other issues relating to the use of

fixed-point CORDIC for SVD computations is discussed in [50].

[ Architecture | Area | Time
Symm.-Diag. 3Ac | 4.25T¢
Approx. 3Ac | 3.251¢
Semi-parallel 4Ac | 3.25T¢
Parallel-Diag. | 2A¢ | 3.2671¢

Table 3.3: Area/Time Complexity for Fixed-point SVD Architectures
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The CORDIC algorithms were originally described for fixed-point data. However,
for practical systems, a floating-point format is preferable. Walther [81] has dealt
with the conversion from fixed-point to floating-point formats. Ahmed [1] points out
that the shifting required in the fixed-point algorithm gets converted to exponent
subtraction and mantissa alignment in floating-point.

Muller [63], Johnsson [48] and Ercegovac and Lang [27] have addressed the issue
of floating-point CORDIC. Floating-point architectures were also considered in [11].
Cavallaro and Luk proposed a hybrid architecture that uses fixed-point angle memory
with floating-point data paths (Figure 3.5).

In the next chapter, the SVD of an arbitrary matrix with possibly complex data
elements is discussed. The SVD-Jacobi method when extended -to a matrix with
complex data, requires the diagonalization of a complex 2 x 2 matrix. A methodology
for the diagonalization of a complex 2 x 2 matrix which is efficiently implementable

in hardware, especially using CORDIC, is developed.



Chapter 4

The SVD of a Complex Matrix

Complex arithmetic and matrix transformations require a significantly greater number
of computational steps than the corresponding real operations. Following a review of
techniques known for complex matrix transformations, a hardware and performance

efficient scheme for the diagonalization of complex matrices is proposed.

4.1 Complex Number Representation
Stating Euler’s Formula as:

e? =cos@+isind, , (4.1)
a complex number, 2 = 2, + 7 2; may be written as

z = R,e'% (4.2)

where

R, = 22422, 0, = tan™! (_z_,_) (4.3)

2y
Equation (4.3) is a polar co-ordinate system representation of z in the complex plane

and the range of 4, is

0 < 6, <2r. (4.4)

An alternate polar coordinate representation can be defined where the range of 4, is

37
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restricted to the principal values of arctangent

T T
—_ - <Z < — -
2 -— 0 - 2 Y (4-9)

if (4.3) is modified as

R, = sign(z)\/2,2+ 22, 8,=tan™? (;-) . (4.6)

4.2 Complex Givens Rotation

The Givens rotation [36] is an important technique which is used to selectively intro-
duce a zero into a matrix. Givens rotations can be used in the QR Decomposition
and are similar to the rotations used in the Jacobi [32] method for the symmetric

eigenvalue decomposition (2.4) and the SVD (2.6). A real Givens rotation is given by

[—} H ) [o] ! (47)

f = tan'l(g), ¢ = cosd, s = sinfand r = Va2 + b2,

where
The Givens rotation can be generalized to handle the case of complex arithmetic.

a, + ta; Aefa
b +ib; | | Bet

be an arbitrary complex vector. A complex Givens rotation can be described by two

Let

rotation angles as formulated in Coleman and Van Loan [17] as

Ccos sin 8, (e a, + ta; Ty +oiry
I | FOot L DA B

—siny (e=*%)  cos#d, b, + 15 0

The above rotation matrix is derived by first applying the simple unitary transfor-

e~
U = [ ] (4.9)

mation

0 e~



39

to convert the complex numbers to real values. This is followed by a real Givens
rotation (4.7) to zero out the second component. However, in order to avoid four
complex rotations, the complex conjugate of (4.9) is applied to the left side of the
real Givens rotation, giving the complex Givens rotation in (4.8).
In the expanded form (4.8) may be written as
eifa 0 cosf; sinf,] [e~¥% 0 cosf;  sinby(e?)
[ 0 ewb] [-—sin 61 cosﬂl] [ 0 e"“’b] B [—sinl(e"oﬁ) cos 6, ] '

The angles 6, and 0, can be determined from the input vector as follows

A=1la2+a?, 0,=tan™! (g—‘-) ) (4.10)

B=/t2+b?, 8,=tan"! (-g—'—)

r

Then from the above angles and radii,

6, = tan~! (%) and 0; = 6, — 0. (4.11)

4.3 QRD of a Complex 2 x 2 Matrix

The QR-Decomposition of a real m x n matrix (2.15) was discussed in § 2.5. The

QR-decomposition (QRD) of a m X n matrix M € C™*™, is given by
R
M = Q , (4.12)
0

where the matrix @ € C™*™ is unitary and the matrix R € C™*" is upper triangular.

Let

(4.13)

M2 [ar+z'a,- b,+ib,-} [Ae“’** Be""b] l

cr+ic; dr+1id; Ce®¥ De'ba
be a complex 2 x 2 matrix. Using the complex Givens rotation [17] as described in

§ 4.2, the QR decomposition of a complex 2 x 2 matrix (4.13) can be computed as

Ca 54687 [Ae' Beif Weilv Xeits
. . = 1 (4.14)
—sqe~% ¢, Ce® Deia 0 Ze's
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where

0p = 0,—0. and tana = T

Deprettere and van der Veen [79] define a three angle complex rotation

e 0 c s
R(07¢11¢2) é‘ [ :I [ ] ) (415)

0 e | | —sc

where ¢ = cos 8 and s = sin§. The QR decomposition of a complex 2 X 2 matrix M

(4.13) can also be defined in terms of (4.15) as

Aeia Beits ) Weibe Xeif=
) = 4.1
Cei%: Deia E(6, 61, ¢2) 0 Zeibs |’ (4.16)
from which
8 et Cleibe
tanO = -(; = EDewd. (417)

To ensure that tanf is real, ¢; and ¢, are chosen to make the numerator with respect

to the denominator in (4.17), real. This requires that
¢ = =0, ¢2 = by, (4.18)

and

§ = tan~! (%) (4.19)

in (4.16). Given that (4.18) and (4.19) hold, (4.16) can be rewritten as
Aeifa Beits Weifo Xeifs
[Ceioc Deita A ]
where Z = /C? + D2.

Lotkin [56] and Greenstadt [38] have also suggested transformations for the trian-

R(0,01,62) = [ (4.20)

gularization of a 2 X 2 matrix to be used in the Jacobi [32] method for the Eigenvalue

Decomposition of arbitrary matrices.
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4.4 SVD of a Complex 2 x 2 Matrix

The complex SVD can be approached by using the SVD-Jacobi algorithm [32, 49]
discussed in § 2.3. As a basic step in the complex SVD-Jacobi algorithm, a 2 x 2
matrix, possibly with complex data elements, is transformed into a real diagonal
matrix. v |

Several two-sided unitary transformations have been suggested in the literature
[32, 49] to diagonalize a complex 2 x 2 matrix. The Forsythe and Henrici [32] two-sided

unitary transformation to diagonalize a complex 2 x 2 matrix is

[c¢e‘9° —s¢e“’ﬁ] [Ae“’" Be“’b] [c,pe‘aé s,;,e"""] [We“’“' 0

|

sge'r cyeits Ce% Deitd —syei cyeite 0 Ze¥
where
AC sin(0a - 0,:) + BD Sin(ob - Gd)
tan(f, — 05) = — 9
a1 (6a — 0) AC cos(0, — 0,) + BD cos(f, — 6g) (422)
_ ABsin(6, — 6) + CDsin(0. — 04)
tan(fr~00) = ~ FBcos(@, —8,) T CDcos (0. =8’
Bei(ga"l'ou'*'eb) _I. Cei(ap'l'en'f'ec)
ten(ls = 0y) = — B otmrorey — Aotatonin
and
Bel'(ou+9w+9b) - Cei(9p+9n+0c)
tan(fp + 0y) = — Dep+0u+0a) 1 AgiBatbntia)’
When the matrix M is real, condition (4.22) simplifies to
by = 85 = 0, = 05 = 0, (4.23)
and
B+C
ta.n(0¢, - 0¢) = - (m-) N (4.24)
B-C
tan(9¢,+0,,,) = — (m) .

This result is identical to the direct two-angle, two-sided rotation, diagonalization

scheme (2.6,2.9), described in § 2.4 for the SVD of a real 2 x 2 matrix.
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Another scheme for the diagonalization of an arbitrary 2 x 2 matrix is due to
Kogbetliantz [49]. He defines a two-sided unitary transformation to compute the

SVD of a complex 2 x 2 matrix as
[ yEce ks, } l:Ae“’“ Bewb:l l:'yi'cz —-'ﬁ'sz:} [Wew'“ 0

=

J . (4.25)

—*ﬁs(: 'yi'c‘;: Cee Deibe | | v3s, ~y¥cy 0 Ze
where
2= ptid 2 = p—id
¢ = &+in, (' = {~iy,
and

v = sech 2¢.

The left and right transformation matrices in (4.25) are unitary since
(Il + IsI°) = 1.

There are four real equations in the four real unknowns ¢, ¢, £, and 7 for (4.25) to
hold.

Deprettere and van der Veen [79] considered input matrices with a specialized

A Be'®
S = [ jl (4.26)
0 D

for a CORDIC SVD array based on the SVD-Jacobi method. The diagonalization of

structure as

§ is accomplished in two steps. In the first step, a transition to an all real element

data matrix is made. Formally,
e~ 0 A Be® 7 [es 0 AB

, , = ’ (4.27)
0 e ] |0 D 0 eie 0D

from which 84 = 6,/2. Next, the real 2 X 2 matrix diagonalization scheme discussed

in § 2.4 is used to complete the SVD. Precisely, the transformation

R(H,)T[A BJR(G,) = [a’ 0}
0D 0 o9
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is used, where R(f) is given by (2.7), and
B
tan(ﬁ,. —0{) = (.D_—Z) ) (4.28)

B
tan(o,. + 91) = (m) .

A generalization of the complex CORDIC SVD scheme in van der Veen and
Deprettere [79] is presented in [12]. An input matrix M of the form (4.13) is as-
sumed. Several transformations are performed to diagonalize M.

First a complex Givens rotation (4.8) is applied to introduce a zero into M. This

transforms the matrix as

a1 s1(c2 + 2s2)] [Ae¥s Beis Weibo Xeil= (4.29)
= . 4.29
—s1(ca — i52) c1 Ce'fe Deifa 0 Ze:
A unitary transformation _
et 0
U= [ , J, (4.30)
0 6,06
where 6., = —0, and 5 = —0,, is then applied to make the diagonal elements real.

This transforms the result of (4.29) as
[eio., 0 ] [Weiow Xei&,] [I'V Xei(9,+9-,):l I:W X'e¥

. - (431)
0 Zei 0 Zz 0 Z

0 eiod

Next, a two-sided unitary transformation

10 W X' 7 1 0 w X'
| | = , (4.32)
0 eife 0 Z 0 e'% 0 Z
where . = 0, and 0; = -0, is applied to make the 2 x 2 matrix real. Finally, a real
2 x 2 SVD is performed using (2.13) with
XI
tan(f, — 9)) = (Z — W) ) (4.33)
X’

tan(é, + 6)

(\N]
+
<
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4,5 Two-sided Unitary Transformations

The various methods proposed for the SVD of a complex 2 x 2 matrix in § 4.4 have
shortcomings. They are either, too cumbersome to implement in special-purpose
VLSI using CORDIC or traditional arithmetic units like the Forsythe-Henrici scheme
(4.21) and the scheme due to Kogbetliantz (4.25), or they assume a specialized matrix
structure as in the Deprettere-van der Veen scheme (4.27,4.28). The scheme due to
Cavallaro-Elster (4.29-4.33), though implementable in CORDIC, does not efficiently
adapt to systolic computation.

Two-sided rotations are used in the diagonalization of a real 2 x 2 matrix in the
Brent-Luk-Van Loan systolic array [6]. In the development of a systolic scheme to
diagonalize a complex matrix, it is important to express the methods of the previous
sections as two-sided unitary rotations/transformations. This has' been the primary
motivation for the transformations developed in this section.

Additionally, the two-sided transformations need to be structured in a manner
that is easily amenable to implementation in hardware, preferably using the CORDIC
processor architectures discussed in § 3.2 and § 3.3. The discussion on implementation
using CORDIC is postponed until § 5.2.

Any 2 x 2 unitary matrix may be expressed as

cieifa s, ei0s
’ . ’ R (4.34)
—s4eir cyeits
where 04, 0p,0.,05 and 04 are real numbers with
0 — 03 — 04 + 05 = 0 (mod 27). (4.35)

The transformations described below, each, assume an input data M matrix of

the form (4.13). Also, from (4.34) and (4.35) the equations (4.36-4.40) are, clearly,

unitary transformations. The transformations described below are each identified
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by an alphabetic character to preserve ease of notation and at the same time hint
at the nature of the transformation. The transformations defined below are by no
means special or unique; they are presented mainly to motivate the derivation of more

complicated transformations.

The I Transformation

An 7 transformation, is a simple two-sided unitary transformation that interchanges

the arguments of the elements of M, along a diagonal. It is expressed as

ew., 0 Aeio, Be"ab eiea 0 Aeiod Beifs
: . . : = . . (4.36)
0 e=a CeW De'a 0 e~ Cete Detba
or _ _ , . ' .
es 0 Ae% Beif] [e~s ( Ae'ts Beile
0 e % | [Ce% Dei 0 e | Ceit Deide |’
where
0, = (_GL';L)andgﬁ = &%_0_")_

The R and C Transformations

Given an arbitrary complex 2 X 2 matrix, a two-sided unitary transformation can be
defined to convert any two elements of M to real values. If the elements belong to

the same row then, the transformation R is defined as

[efa 0 Ae Be ] [eis A B
’ , . ‘ = ‘ . (4.37)
| 0 % | | Ce¥ Dei 0 e~ifs Ceifs De':
or 3 13 . . [} ' »
[0+ 0 Ae% Bei ] [eifs AeWw Beils
| 0 e | [Ce® Deita| | 0 %] | ¢ D |
where
—(0y + 0, 0y — 0, —(04 +0.) 04 — 0.)
90, = (—2————2', 0,@ = L—é—-—_)—, 0», = —2——-—— and 05 = '(——2———'
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If the elements belong to the same column then, the transformation C is defined

el 0 Aei%a Bei®] [e% 0 A Be'=
' . . _ = ; (4.38)

0 e~ia| | Ce¥ Deib 0 eifs C De'x

et 0 Ae'%s Beifv] e 0 Ae®v B

0 e | | Ce¥ De'a 0 e%| |ceD|

where
0c—0a) _9c+0a 04—95 _0d+0
oo Bt g O0) 00 Ly, 040

The D Transformation

If the elements are on the diagonal (main or off) then, the transformation D is defined

as
[eifa Ae®%s Beit ] [eils 0 A  Bei
. . . . = . (4.39)
i 0 eifa Cech Deita 0 e s Ce D
or . . . ' .
e’g’i 0 Aeigu Beieb 8‘66 0 Ae,gw B
| 0 e | | Ce% De¥s 0 e-its | C Dei |’
where
0“ = M) Hﬁ = (od — 90)’ 0’1 = —(002+ ob) and 05 = (ad ; 06)

2 2

Unlike the transformations R (4.37) and C (4.38), the angles 8, and 8, in D (4.39)

can be interchanged with 85 and 85 respectively, to yield the same effect 2.

The @ Transformation

Any combination of the Z, R, C and D transformations can be used with a real two-

sided rotation to yield a useful two-sided unitary transformation. The transformation

3However, the subsidiary angles 6, and 6;, or 8, and 6, will be different.
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Q is defined as
coeida —syei®s ] [ Aeifs Beits cye®r syeir
[S¢eiaa cpei%h } [Ceioc De‘OdJ [_SWM C¢eiao]’ (440)
where 04, 03, 6,, and 05 are chosen according to the combination of (4.36), (4.37),
(4.38) and (4.39) desired.

If either 84 or 6y is zero, and the other angle is chosen as in (4.7), a zero can be
introduced into the 2 x 2 matrix at a desired position by choosing an appropriate
combination of the sub-transformations Z, R, C and D to transform M. Also, if
the sub-transformations chosen render the matrix real, then angles 84 and 6, may be
chosen as in (4.24) to diagonalize M.

The transformations Z, C, D, R and Q can be implemented easily in CORDIC as
will be explained in § 5.2. The Q transformation is used as a basis for the two-step

diagonalization scheme presented in § 4.6.

4.6 Two-step SVD of a Complex 2 x 2 Matrix

The transformations developed in § 4.5 can be used to derive a diagonalization pro-
cedure for an arbitrary complex 2 x 2 matrix M as defined in (4.13). The conditions
for (4.21) as expressed by (4.22) were shown to be necessary and sufficient for the
diagonalization of an arbitrary complex 2 x 2 matrix M. It is clear from the nature
of the transformations developed in § 4.5, that an arbitrary complex 2 x 2 matrix
cannot always be diagonalized by just one @ transformation.

However, two Q transformations are sufficient to compute the SVD. The first Q
transformation essentially performs a QR decomposition of M. The second com-
pletes the diagonalizatién. To illustrate the steps in the diagonalization, each Q

transformation is presented as a combination of sub-transformations used.
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The first sub-transformation is an R transformation which renders the bottom
row of M real. It is followed by a real Givens rotation which zeros the lower-left

(2,1) element. This completes the first @ transformation which is defined as

cges —sye ] [ Ae¥s Be' cye®r syeilr Weile Xeifs
. . = R 4.41
sees cyeils Ce'% De®a | | —syei cye®s 0 (t41)
where
0(: = 03 = ___—(ng+ OC) 3
0, = —0; = Qi;_&). ;
and

6, = 0, 8y = tan™! (-D-) .
Next, a D and an I transformation are combined with a two-sided rotation
(2.6,2.9) to generate the Q transformation for the second step. The D transfor-
mation converts the main diagonal elements to real values and the T transformation
takes advantage of the fact that the lower-left (2,1) element is zero, to convert the
upper-right (1,2) element to a real value. After the D and T transformations are
applied, the 2 x 2 matrix is real. Equation (2.6) with (2.9) is then used to diagonalize
the real matrix. Thus, the second Q transformation can be written as

cre'¥t —syen] [Weite Xeids coetlc s, et PO
- L 42)

sye' cyeifn 0 Z —spei ¢ et 0Q

Unlike the first Q transformation?, there are two possible sets of values for the
unitary transformation angles. This is due to the fact that the left and right unitary

angles in a D transformation are interchangeable. The choice is between

0.+ 0, 0z — 0,
0 = —( > ), 6, = ( 5 ), (4.43)

a—

*The QRD can be accomplished with a @ transformation which uses a C sub-transformation along
with a suitable choice of 84 and 8. It is immaterial how the first Q transformation is structured as
far as CORDIC implementation is concerned.
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and

8 = _(”2—’) 9, = (%’i) (4.44)

However, the rotation angles for the second @ transformation are given by

X
tan(6y = 0,) = - (z—w)’
and
X
tan(fs +6,) = - (z+w)’

no matter which of (4.43) or (4.44) is chosen for the unitary angles.
The reasons for the choice of (4.43) over (4.44) relates to the implementation of

the @ transformation using CORDIC (§ 5.2). However, it is easy to see that

T

6 < T, Il < I, ‘ (4.45)

E

1bc| <

o3

T
< =
, and |0, £ 5

if the arguments 8,, and 8, are computed using (4.6) from the corresponding orthogo-
nal representations; a fact of considerable importance as far as CORDIC implementa-
tion of the @ transformation is concerned, since the convergence limits of the CORDIC
algorithms (in the circular mode) extend only to the right half-plane.

In the next chapter, the issue of implementing the Q transformation using CORDIC
is examined. Some modifications to the basic CORDIC scheme are necessitated by the
limitation in the convergence range. An architecture for the complex 2 x 2 processor

is also proposed.



Chapter 5

CORDIC for Complex SVD

In Chapter 4, a two-step diagonalization scheme for the SVD of an arbitrary matrix
was presented. The scheme was tailored towards easy implementation using the
CORDIC primitives of vector rotations and inverse tangent calculations, introduced
in § 3.1. However, a few modifications to the basic CORDIC procedure are necessary

to handle complex data.

5.1 Modified CORDIC for Complex Arithmetic

Use of CORDIC algorithms for complex arithmetic has been discussed by Hitotumatu
[44]. He described CORDIC based procedures for the multiplication and division of
two arbitrary complex numbers and a procedure to compute the square root of a
complex number.

From (3.12), it can be seen that the convergence region of the CORDIC trans-
formations in the circular mode, covers the closed right half plane. Therefore, it is
convenient to restrict the argument of a complex number to the interval [— % +§],
and allow negative moduli (4.6).

Restating (4.6), a complex number, z = 2, + i z; may be written as z = R,e'% |

R, = sign(z;)\/z;2+ 22, and 0, = tan™! (-E-'—) ,

r

where

with —7/2 < 6, <=/2.

50
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Let a +ib and c + ¢d, be two arbitrary complex numbers and the product of a + b
and ¢ + id be p 4 iq. Formally,
p+ig = (a+ib) x (c+1id)
= (ac— bd)+ i (ad + bc)
The CORDIC based algorithm for computing the product of two complex numbers,

(5.1)

due to Hitotumatu [44], is shown in Table 5.1. The CORDIC multiplication scheme
requires the use of traditional multiplication hardware or CORDIC in the linear mode
(m =0). It is less efficient than the direct method that involves the formation of four
products of real numbers (5.1), as it requires 3 product calculations and 2 CORDIC
operations (including scale factor correction).

From the discussion on CORDIC in § 3.1, it is clear that CORDIC operations re-
quire O(n) additions, where n is the word-length or bit-precision of the hardware, as
do multiplications. The area/time complexity of CORDIC operations and multiplica-
tions is thus, similar when multiplications are computed through a series of shift and
add operations; although this may not always be the case.

Architectures based on CORDIC for operations on complex data have also been
proposed in the literature. A CORDIC architecture for the application of the complex
Givens rotation (4.8), is described in [12]. Figure 5.1 shows the generation of the
angles for the complex Givens rotation using CORDIC arctan modules (y-reduction
in the circular mode), and Figure 5.2 shows the application of complex Givens rotation
using CORDIC vector rotation modules (zreduction in the circular mode).

Another CORDIC architecture for complex arithmetic is due to van der Veen and
Deprettere [79]. The architecture as shown in Figure 5.3 applies the 3-angle complex
rotation described by (4.15). It is composed of three vector rotation modules. In
both architectures, operations are performed on complex data with the number being

represented by a real vector composed of the real and imaginary parts.
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T'ransformation to Polar Coordinates.

Take initial values as

.’L‘o=lcl,
Yo=xd (+ifc>0, and — ifc<0),

20 = 0.
Perform CORDIC Y — Reduction (circular mode). Then,
zy = I1v/c? + d2,

Yn =0,
Zp = 0cg = tan™? (i:-) where (—g < b4 <

[y

Replace
ZTn by —a,if p<O.

Do anticipatory scale factor correction
R, = K{%z,,.

Rotation

Initialize
To=a X Rp,
Yo = b x Rp,
20 = 0cd.

Perform CORDIC Z — Reduction (circular mode). Then,

Ky K KA/ + d2 (acosb.y — bsinb.y) ac—bd ,

xn =
{ Yn = KGKTPK\/c? + d2 (asinf.q + bsin 0ca) ad + be.

Table 5.1: Complex Multiplication with CORDIC
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The complex CORDIC architectures in [12] and [79] do not explicitly address the

Arctan
e!
b, + b:
e en' eb
eb
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issue of scale factor correction. From earlier discussion in § 3.1, it is apparent that

this can be crucial to the performance and accuracy of the architecture, especially if

single scale factor correction is necessitated.

5.2 CORDIC for the @ Transformation

In § 4.5, the @ transformation (4.40) was presented. A two-step diagonalization
scheme for the SVD of a complex 2 x 2 matrix was then derived, with each step as a

@ transformation. The structuring of the @ transformation is designed for efficient

implementation in CORDIC.
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Figure 5.3: Deprettere and van der Veen Complex Rotation in CORDIC

The Q transformation was motivated primarily by two considerations. Firstly, the
multiplication of two arbitrary complex numbers, as demonstrated by Hitotumatu’s
algorithm (Table 5.1) is more efficiently done using traditional arithmetic units.

If the multiplication algorithm in Table 5.1 is examined, the need for multipli-
cation hardware arises at two points, viz., first at the scale factor correction step,
and secondly, at the initialization of data for the rotation step. If the two steps
could somehow be circumvented, through suitably structuring a transformation, then
Hitotumatu’s algorithm can be adapted to efficiently compute complex vector rota-
tions.

The scale factor correction may be handled using any of the schemes discussed in

§ 3.1. And, the multiplication required at the initialization of data for the rotation
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step, could be avoided if the modulus of one of the two complex numbers involved, is
known to be unity. However, for numerical reasons the computation of the modulus
is to be avoided altogether.

Secondly, the CORDIC primitives of use are vector rotations and inverse tangent
calculations. From § 3.1, we know that vector rotations are not complete until the
results are corrected for the scale factor introduced by the CORDIC iterations. In the
discussion on scale factor considerations in § 3.1, it was mentioned that a two-sided
scale factor correction [14] is preferable over a single scale factor correction, both for
the systematic approach and the performance advantage of the scheme.

Therefore, any transformation used must be amenable to two-sided scale factor
corrections; i.e. only an even number of rotational transformations should be used
at each step. If at any step in the diagonalization procedure a one-sided rotation is
employed, then a more costly single scale factor correction is necessitated.

The @ transformation
) (5.2)

sgeifa cyets CeWe Deibe | | —sye®® cyeids
is recalled to present a scheme for the implementation using CORDIC. The Q trans-

formation may be rewritten as
cs —s4] [e% 0 Ae'a Bei® ] e Cy Sy 5.3
5.3
86 C4 0 e¥ | [Cei% Deia 0 &% | | —sy cy ’
to hint at a procedure for the use of CORDIC in the application of the @ transforma-
tion.
As indicated by (5.3), the @ transformation can be performed in two steps. First,
the inner two-sided unitary transformation is completed, followed by the two-sided
rotational transformation. The inner unitary transformation, essentially affects only

the arguments of the complex data elements. Precisely,

ea 0 Aei®s Be ] e 0 Aei Bei
. , , , = - ! (5.4)
0 e | | Cei Deiba 0 e% Ce¥ De'
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where

0, = 0a+0a+0y 6 = 05+0s+0s,

and

0, = 0.4+05+0,, 0, = 04+05+0;.

We assume that the input matrix has the complex data elements represented in
orthogonal coordinates. Since the inner transformation affects only the arguments of
the complex data, it is convenient to compute the polar coordinate representations
of the data elements. The unitary transformation angles can then be used to modify
the arguments appropriately. A transformation back to the orthogonal coordinate
system completes the unitary transformation.

Let

m = m,+im; = Me

be representative of a data element in the 2 x 2 complex matrix and 8, be the shift
in the argument necessitated by the unitary transformation®. The exact procedure in
CORDIC to implement the inner unitary transformation, is given in Table 5.2.

Once the inner rotation of the Q transformation has been completed, the outer
two-sided rotation needs to be computed. From the arithmetic of complex numbers,
it is easy to observe that the two-sided rotation may be applied independently to the

real and imaginary parts of the data elements. Thus, the outer transformation may
Cy Sy
S¢ C¢ —Sy Cy

cs —s4 [a. b, Cy Sy o [ee —s6] [ai b; Cy Sy
= ' + ( ’y )’
S¢ Cg ¢, d, —Sy Cy S¢ Co c; d; | L—sycy

5The quantities M and 8, are computed as per the modified polar coordinates (4.6)

be computed as
co —sy| [a,+ia; b, +ib;
c.+ic; d.+1id;
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Transformation to Polar Coordinates.

Take initial values as

mo:lmrl’
Yo =% m; (+if m, 20, and - if m, < 0),

20 = 0.
Perform CORDIC Y — Reduction (circular mode). Then,
Ty = K14/ m2 + m?,
yn =0,
—"l'-) where (=% < 0, <3).

Zp = 0y = tan™1 (m’_

Replace
Zy by — 2z, if m, < 0.

Rotation

Update
20 = 2y + 0.

Perform CORDIC Z — Reduction (circular mode). Then,

zn = Kfy/m2 4+ m? [cos(0n +8y) —sin (O + 0,)],
Yn = KE\/m2 4+ m? [sin(Om + 6,) + sin (8, + 6,)].

Two — Sided Scale Factor Correction
Perform scale factor iterations

T — g - g2 n
Y~y — y2i } forJ = {1,3,5,...,(2[-4-]—1)}

followed by a final right shift (C = 2).

The final values are

Tn = (fm2+m? [cos(Opm + 0y) — sin (6, + 6,)]
Yn = /mi+ m? [sin(m + 6,) + sin (0 + 8y)] =

Table 5.2: CORDIC Application of the Unitary Transformation

= Re {Me(o"""o")} ,
Im {Me(""'+"")} .




where

¢, +ic; d,+id;

is the result of the inner two-sided unitary transformation. The application of the

[a;+ia:- b +ib; ]

outer transformation, for the real or imaginary parts, involves two vector rotations.
The vectors are given by the rows for the left rotation and by the columns for the right
rotation. Scale factor correction is postponed until both the left and right rotations
are applied to employ two-sided scale factor correction.

The update of the z register by @, at the beginning of the rotation step in Table 5.2,
is not a straight-forward addition. The problem arises because the update could
possibly rotate the data element into a different quadrant of the complex plane.
Figure 5.4 illustrates the problem for the case when the data element m lies in the
first quadrant (right half-plane) and the update causes the argument to increase
beyond 7/2, rotating m into the second quadrant (left half-plane).

In the modified polar coordinate representation (4.6) of a complex number, the
range of the argument is restricted to the principal values of arctangent. For purposes
of mathematical correctness, information about the half-plane of the complex data
element must be stored along with the value of the argument. This information may
be encoded by an additional bit representing the half-plane of the argument.

A set of pre-processing rules can then be derived, to handle the addition of complex
arguments, at the beginning of the rotation step in Table 5.2. The rules are tabulated
in Table 5.3, where H is the bit-value representing the half-plane of the argument, R
the sign of modulus, and 4 the value of the argument restricted to the closed right
half-plane (Figure 5.5).
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Im
m
M
m'
-M eu
T- (0,+0,) < 8 .
— (-
LY
m= Me
K- (0py+0y)
m = -Me =

Figure 5.4: Rotation in the Complex Plane

To handle subtraction of arguments, a unary negation is also defined in Table 5.3.
The update affects not only the z variable, but also the z variable, because the
modified polar coordinate representation (4.6) allows for negative moduli.

In addition to applying the @ transformation, a scheme for generating the rotation
and unitary angles is also required. From the discussion in § 4.5, it can be seen that
any unitary angle that may be required, can be obtained at the end of the transfor-
mation step in Table 5.2. Rotation angles, can be computed using the CORDIC in

the inverse tangent (circular mode y-reduction).
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Unary Negation

(H/R [E-/R" [Arg [Arg"
[E[ & [0 [ -9

Addition

if [044+0: < w/2

osum = 01 + 02

| Hl/Rl l H2/R2 | Hsum/Rsum I
h h h
h h 1

else

aaum = -sz'_qn (01 + 02) (1!' - Iol + 02')

| HI/RI I H2/R2 | Hsum/Rsum l
h h 1

h h 0

Table 5.3: Pre-Processing Rules for Argument Addition

5.3 An Architecture for the Complex 2 x 2 Processor

In § 4.6 a two-step diagonalization scheme was presented. The scheme is composed of
two Q transformations. § 5.2 discussed the use of CORDIC in generating angles for and

applying the Q transformation. Based on these previous discussions an architecture

for a complex 2 x 2 processor can be derived.
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\

Figure 5.5: Angle and Modulus in Modified Polar Coordinates

Figures 5.6 and 5.7 show the various stages of computation and the respective
CORDIC modules involved in each of the two @ transformations of the two-step
diagonalization scheme presented in § 4.6. The CORDIC polar transformation module
essentially performs the transformation step in Table 5.2 and the CORDIC complex
rotation module performs the rotation step in Table 5.2, The CORDIC complex
rotation module uses the pre-processing rules described in Table 5.3 to compute the
argument and sign of the modulus for the result.

In the application of the @ transformation using CORDIC, a basic CORDIC proces-
sor like those presented in § 3.2, is required for each complex data element. However,
additional complexity in control is required to handle extra computations required for

complex data manipulations (Tables 5.2 & 5.3). To achieve maximum parallelism in
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the application of the @ transformation for the complex 2 x 2 problem, four CORDIC
modules are needed.

The choice of floating-point (Figure 3.3) vs. fixed-point data path (Figure 3.5)
CORDIC modules is not obvious. An argument for the floating-point data path
CORDIC module may be made, considering that the negation of variables is necessi-
tated in the application of the @ transformation using CORDIC (Tables 5.2 & 5.3).

The reason lies in the fact that, unary negation of floating-point data requires
only the inversion of the sign bit, which can be done by the control unit implicitly;
while a similar operation for fixed-point data requires the use of arithmetic hardware
to compute the two’s complement. However, floating-point operations have greater
latency compared to fixed-point data manipulations.

Figures 5.6 and 5.7, indicate an adjacency in the pattern of communication of
data and results of CORDIC iterations between the CORDIC modules. Therefore,
it is more efficient to have register banks shared by neighboring CORDIC modules
rather than a centralized register bank.

Furthermore, the results of some CORDIC operations, like the rotation angles are
needed by all the CORDIC modules. A data bus linking the four register banks is
also required. An architecture for the complex 2 x 2 processor is shf)wn in Figure 5.8.
Tables 5.4 and 5.5 detail the computation sequence and CORDIC module assignments

to execute the two-step diagonalization scheme on the architecture in Figure 5.8.

5.4 Area/Time Analysis for the Complex 2 x 2 Processor

The CORDIC complex 2 x 2 processor as shown in Figure 5.8, is composed of four

CORDIC modules and a central control unit. The CORDIC modules are similar to
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Step -1 (First @ transformation)

Compute in Parallel

CORDIC Module | Computation | Inputs | Result(s) |
[ CM #0 Polar Lransformation | ar, a; Ay Ga
CM #1 Polar Transformation byp, bg B, 8,
CM #2 Polar Transformation Cry Ci C, 6
CM #3 Polar Transformation | d,, d; D, 84
CM#2 8 CM#3 exchange C, 8., and D, 4.
Compute in Parallel
CORDIC Module Computation Inputs Result(s) |
OM #2 Add, Subtract, Shift | 6c, 64 | (24ho%), (4525 |
CM #3 Inverse Tangent C, D tan—! (%)

Broadeast results of CM #2 and CM #9 to other CORDIC modules

Gompute in Parallel

CORDIC Module Computation Inputs | Result(s)
CM #0 Complex Rotation, 2-sided SFC | a,, a; Gy, G:
CM #1 Complex Rotation, 2-sided SFC | by, b; by, b;
CM #2 Complex Rotation, 2-sided SFC Cpy Ci c:.. c:-
CM #3 Complex Rotation, 2-sided SFC | d,, d; d,, d;
Compule in Parallel
CORDIC Module | Computation | Inputs | Result(s)
CM #0 Vector Rotation | ay, b, Gy, by
CM #1 Vector Rotation a:-, b:- :’, b:’
CM ##2 Vector Rotation | ¢, d, ¢p, dyp
CM #3 Vector Rotation | ¢;, d; e, dy
Compule in Parallel
CORDIC Module Computation Inputs | Result(s)
CM #0 Vector Rotation, 2-sided SFC | a,, c, Wr, Ypr
CM #1 Vector Rotation, 2-sided SFC | a., ¢ wi, ¥
CM #2 Vector Rotation, 2-sided SEC | b, d, Tr, zr
CM #3 Vector Rotation, 2-sided SFC b:-’, d;’ TR

Table 5.4: CORDIC SVD Processor Algorithm - Step I
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Step - 11

Compute in Parallel

(Second @ transformation)

CORDIC Module | Computation | Inputs | Result(s) |
CM #0 | Polar Transformation | wr, W W, 6w
CM #1 Polar Transformation Yr, T§ X, 6z
CM #2 Polar Transformation Yry Ui Y, 6y
CM #3 Polar Transformation Zr, 3 Z, 95

Compute in Parallel
[ CORDIC Module |~ Computation [ Inputs | Result(s) |

CM #0 Subtract, Shift Bu, 0 | (Se5ow), (Buzie)
CM #1 Add, Shift bw, 02 ("-lﬁ#&)
CM #2 Add, Subtract, Shilt W, Z Z+W, Z2-W
CM #3 Add, Subtract, Shift X, Y Y+ X, Y- X

Broadcast results to CORDIC modules that require them

Compute in Parailel

| CORDIC Module |

Computation | Inputs |

Result(s) |

CM #2 Inverse Tangent { W, Z | tan~! (35¢7)
CM #3 Inverse Tangent | X, ¥ | tan™! (237)

Broadcast results of CM #2 and CM #38 to other CORDIC modules

Compute in Parallel

| CORDIC Module [ Computation

| Inputs | Resuit(s) |

CM #0 Complex Rotation, 2-sided SFC | wy, w; w,, W,
CM #1 Complex Rotation, 2-sided SFC Tr, Ty z::.. :rz
CM #2 Complex Rotation, 2-sided SFC Yry Vi y:.. y;
CM #3 Complex Rotation, 2-sided SFC Zry 2 2., 2

Compute in Parallel

[ CORDIC Module | Computation | Inputs | Result(s)
CM #0 Vector Rotation W, Tp Wy, Tp
CM ##1 Vector Rotation | w,, z. w.,
CM 2 Vector Rotation | v,, =, Yo+ Zp
CM #3 Vector Rotation | y;, 2 vi , 3

Compute in Parallel

| CORDIC Module |

Computation

| Inputs | Result(s) |

CM #0 Vector Rotation, 2-sided SFC W, Y We, Yr
CM #1 Vector Rotation, 2-sided SFC | w; , y;' Wi, Yi
CM #2 Vector Rotation, 2-5ided SFC | =z, z,. Ty, 2r
CM #3 Vector Rotation, 2-sided SFC z:-', ::' Tiy 2

Table 5.5: CORDIC SVD Processor Algorithm - Step II
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those described in § 3.2 and § 3.3, with modifications in the control units to implement
the schemes in Tables 5.2 & 5.3 for complex arithmetic using CORDIC.

The total execution time for the two-step diagonalization method can be com-
puted from Tables 5.4 & 5.5. Let Ty and Tgz, be the time required to compute
the first and second @ transformations in the computation of the SVD. The time
complexity anélysis presented below .is indicative of the maximum parallelism that
can be exploited in the CORDIC SVD algorithm using the architecture of Figure 5.8.

From Table 5.4 we have,

Tor = Tpr+Tir+ Ter+ 2Tvr + 2Trsre,

where T'pr, Tr7, Tor, Tvr and Trspe, are the times to compute the polar transfor-
mation of a complex number represented in orthogonal coordinates using CORDIC,
the inverse tangent, the complex rotation, the vector rotation and the two-sided scale
factor correction, respectively.

All of the times, except for T'rsrc, mentioned above are about the same as the
time required to compute one CORDIC vector rotation. As in [11], we define this
time for a vector rotation using CORDIC to be T¢. Tc is based on the time required
to compute an addition (T'4pp), the basic operation in CORDIC. T4pp depends on
whether floating-point or fixed-point data paths are used and the technology of the
implementation. |

All further analysis assumes fixed-point data paths. For fixed-point data paths
Tz = n Tapp where n is the word length and from [14], we know that T'rspc = 0.257%.
Thus,

Tor =~ 5.5T¢.
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A similar analysis for Tg, from Table 5.5, yields

Tqe = Tpr+Tir+Tor+2Tva+ 2Trsro,
~ 5.5Ta.

The total time complexity of the two-step diagonalization method is therefore

Tesvp = Tga+ Tqo,
~ 117c.

The area complexity of the architecture of Figure 5.8 can be expressed in terms of
the area of a basic CORDIC processor, Ac. Assuming that the area complexity of the
central control unit and the register banks is negligible compared to that of a CORDIC
module, Acsvp, the area complexity of the complex CORDIC SVD processor, can be
derived as

Acsvp ~ 4Ac.

The above assumption is reasonable in that each CORDIC module requires a barrel
shifter of O(n?) area complexity with three adders, angle ROM, storage, control and
moderately complex interconnection buses (Figure 3.3).

In the next chapter, the two-step diagonalization scheme proposed in § 4.6, is used
along with the SVD-Jacobi method in deriving a systolic architecture for the SVD
of a complex n x n matrix. The systolic array is based on the Brent-Luk-VanLoan
array for the SVD of a real matrix. Some performance advantage is gained from the

identity of the steps in the diagonalization scheme.



Chapter 6

A Systolic Array for Complex SVD

The two-step diagonalization scheme for the SVD of an arbitrary complex 2 x 2
matrix (§ 4.6) may used as a basic step in the Jacobi-SVD method described in § 2.3
to compute the SVD of larger square matrices. The most effective systolic array
known to implement the Jacobi-SVD method for real matrices is due to Brent, Luk
and VanLoan. This chapter proposes an enhancement of the B;'ent-Luk-VanLoan

systolic array for computing the SVD of arbitrary complex square matrices.

6.1 The Brent-Luk-VanLoan Systolic Array

On linear systolic arrays, the most efficient SVD algorithm is the Jacobi-like algorithm
given by Brent and Luk [5]. The array implements a one-sided orthogonalization
method due to Hestenes [43] and requires O(mnlogn) time and O(n) processors to
compute the SVD of a real m x n matrix.

The Brent-Luk “parallel ordering” [5] described in § 2.3, was extended to a square
systolic array architecture with O(n?) processors by Brent, Luk and VanLoan [6].
The array implements the SVD-Jacobi method discussed in § 2.3. It is capable of
executing a sweep of the SVD-Jacobi method in O(n) time and is conjectured to
require O(logn) sweeps for convergence. The proof of convergence for the Jacobi-
SVD procedure with “parallel ordering” is due to Park and Luk [60).

The Brent-Luk-VanLoan systolic array is prirﬁarily intended to compute the SVD

71
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of a real n x n matrix, although the SVD of an m x n matrix can be computed in
m + O(n logn) time. The array as described in [6] is similar to the array proposed in
[5] for the eigenvalue decomposition of a symmetric matrix.

The Brent-Luk-VanLoan systolic array is an expandable, mesh-connected array
of processors, where each processor contains a 2 X 2 sub-matrix of the input matrix
M € R™*", Assuming that n is even, the Brent-Luk-VanLoan systolic array is a
square array of n/2 x n/2 processors. Before the computation begins, processor P;

contains
[mzi—l,zj—l Mai-1,25 J

Maj2i-1 124,25

where (z',j =1,..., 3)

Each processor P;; is connected to its “diagonally” nearest neighbors Py, 41,
(1 <ty < -}) The Brent-Luk-VanLoan systolic array, with 16 processors for n =
8, is shown in Figure 6.1. The interconnections between the processors facilitate
data exchange to implement the “parallel ordering” of Brent-Luk. The processor
communication links for data interchange are shown in Figure 6.2.

The Brent-Luk “parallel ordering” permits Jacobi rotations (2.2) to be applied,
in parallel, in groups of n/2. The angles for the n/2 Jacobi rotations are generated
by the n/2 processors on the main diagonal of the array. The diagonal processors
Py (z =1,..., %) in the array have a more important role in the computation of the
SVD when compared to the off-diagonal processors P;; (z' #7,1<4,5 < %)

The application of a two-sided Jacobi rotation affects only the row and column of
the diagonal processor generating the angles. In an idealized situation, the diagonal
processors may broadcast the rotation angles, along the row and the column corre-

sponding to their position in the array, in constant time. Each off-diagonal processor
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Figure 6.2: Interprocessor Communication Links for Processors

applies a two-sided rotation using the angles generated by the diagonal processors, in
the same row and column with respect to its location in the array.
In general, a processor P;; contains four real data elements
[%‘ ﬂijJ
i 8]
At each time step, the diagonal processors P;; compute the rotation pairs (cf,s?)
and (C,R, sﬁ) to annihilate their off-diagonal elements B;; and ~;;. This is essentially
the SVD of the real 2 x 2 matrix stored at the diagonal processors and can be done

using the methods discussed in § 2.4.

The annihilation of the off-diagonal elements at the diagonal processors may be

cf —sf'] [aiBi] [ P s @ 0
- . (6.1)
st cf ] Ly 6] [—sfcf 0 &y

The two-sided Jacobi rotations represented by (6.1), which annihilate 8;; and -;

expressed as

for (z =1,..., %), are completed when the off-diagonal processors P;; (i # j), each
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perform the transformation
[ai; Bi;] ai; B
= )
L5 6ij ]
[C{' —S?} [ aij Bij] I: Cf S?} [a:'j ﬂ;jjl (6.2)
st o ] L 651 L—sfcf Yii 6i;

It is clear from (6.1) and (6.2) that, for the completion of the n/2 parallel two-

] ']
Vij 5;;‘

where

sided Jacobi rotations in constant time, the rotation angles 8F and 67 generated by
a diagonal processor P, must be broadcast along the i** row and the i** column
respectively, in constant time. The broadcast would permit an off-diagonal processor
P;; to have access to the rotation angles 67 and ! when required.

A step in the “parallel ordering” (2.5) is complete when columns and correspond-
ing rows are interchanged between adjacent processors so that a new set of n off-
diagonal elements is ready to be annihilated by the diagonal processors during the
next computational step. The communication links at each processor (Figure 6.2) are
interconnected as shown in Figure 6.1 to facilitate the data exchange as required by
the “parallel ordering”.

Formally, the interconnections may be specified as

inay,; fi=1,j=1 in o, 41 fi=1,j<%
infijo1  ifim=1,7>1 in f; ; fi=1,j=2
out aj; & ) i oo , out fB;; & . i o LR (6.3)
invyi-,; ifi>l,j=1 invi-,41 fi>Li<y
infiag,jm1 fi>1,i>1 infi-1,j ifi>1,j=4%
and
inaip,; Hi<Pi=1 inaigigp i< P i<P
inficyj41 i< Bji>1 inBig,j fi< g ji=3%
out v;; & . = . 2’_ , out éj; & ) . f" f
in v, fi=%,j=1 in 7,41 fi=4,j<%
indijp Mfi=3i>1 in 8, i=8,j=%

Since a processor in the array stores a 2 X 2 sub-matrix, each processor must per-

form some diagonal data interchange to ensure that the “parallel 6rdering” is properly
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implemented. This interchange depends on the location index of the processor P;; in

the array. The algorithm is shown in Table 6.1.

' . o fout @ «— a; out B « f]
lf Z—la‘nd]—l then .out,), e 7; Out(s'(— 6-‘
et et then [out @ « B; out B « a]
lout v «~ 4; outd + ]

. fout @ — v4; out B « §]
elseif j=1 then lout ¥ — o outéd « B
fout @ « §; out B « 4]

else then out v — B; outé ~ o

{wait for outputs to propogate to inputs of adjacent processors}

na « a; inf « B

then [in'y — 7 inéd «~ ¢

Table 6.1: Algorithm Interchange

It cannot realistically be expected that the rotation angles can be broadcast in
constant time for any array size. However, by assuming that the rotation parameters
can be transmitted between adjacent processors in constant time, Brent-Luk-VanLoan
specify a scheme to stagger computations that precludes the need for broadcast of
rotation parameters, but still completes a sweep of the “parallel ordering” in O(n)
time.

Let A;; = |¢ — j| denote the distance of processor P from the diagonal. The

operation of processor P;; is then delayed by A;; time units relative to the operation
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of the diagonal processors. This is to allow sufficient time for the rotation parameters
to be propagated at unit speed along each row and column of the processor array.
Also, a processor cannot commence a rotation until data from earlier rotations
are available on all its input lines. Processor P;; needs data from its four neighbors
Pig1,j1 (1 <1,5< %) . Dependencies for other processors can be seen from Figure 6.1.

Since

[Aiy; — A ja] £ 2,

it is sufficient for processor P;; to be idle for two time steps while waiting for processors
P;i1,5+1 to complete their possibly delayed steps. Figure 6.3 illustrates the staggering
of computations to avoid broadcast of rotation parameters. The communication links
for the processors have to be augmented to handle the systolic flow of the rotation
angles. The processors are modified, depending on their position relative to the
diagonal, as shown in Figure 6.4.

The algorithm, due to Brent-Luk-VanLoan, for the computation at each processor
of the array, assuming that computation begins at time step T' = 0, is given in
Table 6.2. Also, it is assumed that each time step has non-overlapping read and write
phases. The result of a write step T is available at the read phase of step T+1, T +2,
and T + 3 in a neighboring processor, but does not interfere with a read step at T in
a neighboring processor.

Figure 6.5 shows the timing of the systolic data and rotation angle exchange on
the Brent-Luk-VanLoan systolic array with staggered computations. The numbers on
the communication links correspond to the first time steps at which data is available

on various processor input lines.
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if (T > A) and (T'—A = 0(mod 3)) then
begin
. af
if T # A then [’75] — [

in inﬂ]
'

iny iné
if A =0 then {Diagonal Processor} ,
Use (2.13) to determine 8, g and [f; g] — [C(!) g,]

else {Off — Diagonal Processor}

begin
0 —1in h; Or —in v;
$ 15 - [24
st cf I Ly 60 L—sf % i
end;

out h «— 0r; out v « Op;
if 2 > j then set out § as in Algorithm Interchange;
if ¢ < j then set out v as in Algorithm Interchange;
end
elseif (T 2 A) and (T'-A = 1(mod 3)) then
begin
if (i=1) or (j =1) then set out « as in Algorithm Interchange;

if (i = %) or (j = -'21) then set out « as in Algorithm Interchange;

end
elseif (' > A) and (' ~A = 2(mod 3)) then
begin
if (¢>1) or (j > 1) then set out « as in Algorithm Interchange;
if (¢ <j) then set out B as in Algorithm Interchange;
if (¢ 2 j) then set out 7 as in Algorithm Interchange;

if (z < -.}) or (j < g) then set out 6 as in Algorithm Interchange;
end

else
Do nothing this time step.

Table 6.2: BLV Array : Processor Algorithm
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Figure 6.4: Processors for the BLV Array

6.2 A Systolic Array for Complex SVD

Although the Brent-Luk-VanLoan systolic array can be adapted in a straightforward
manner to compute the SVD of a square, arbitrary complex matrix and each proces-
sor, now diagonalizes a complex 2 X 2 matrix as opposed to a real 2 x 2 matrix, there
are some fundamental differences.

With the use of the two-step diagonalization scheme proposed in this thesis in
§ 4.6, and the CORDIC implementation of the scheme as presented in § 5.2, it is
clear that the number of rotational parameters that are generated at each step of the

Jacobi-SVD method is significantly greater than the real SVD case.
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The two-step diagonalization scheme was shown to be composed of two Q trans-
formations. Each Q transformation requires the generation and application of six
angles, four unitary angles and two rotational angles. Thus, the total count of the
angles amounts to twelve in all; eight unitary and four rotational angles.

In a direct adaptation of the Brent-Luk-VanLoan systolic array for systolic com-
putation of the SVD of a complex matrix, six angles must be propagated along both
the rows and columns of processors on the main diagonal. These processors are
responsible for the generation of the angles, in addition to applying them to diag-
onalize the 2 X 2 matrices stored on them. Also, while the diagonal processors are
computing the second Q transformation, the immediately off-diagonal processors are
idle; even though the rotational parameters needed for the application of the first Q
transformation are available at the diagonal processors.

The realization that a single step computation of the SVD (of complex 2 x 2 ma-
trices) using (4.21 or 4.25) would be infeasible for practical computation on special-
purpose hardware motivated the repeated use of a powerful but implementable trans-
formation (the Q transformation) and the two-step diagonalization scheme (§ 4.6).
Also, the identity of the steps in the two-step diagonalization scheme was intended
to prompt an overlapping of computation across the array.

The novel scheme proposed then, is to chase the first and second Q transformations
down the diagonals, one behind the other as shown in Figure 6.6. Thus, while the
processors on the main diagonal are still computing the parameters for the second Q
transformation step, the immediately off-diagonal processors are applying the first Q
transformation.

The pipelining of Q transformations as shown in Figure 6.6, imposes a problem

in that now data can only be exchanged a computation step later than in the Brent-
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Figure 6.8: Processors for the Complex SVD Array

Luk-VanLoan systolic array. The availability of data to implement the data exchange
as per the “parallel ordering” of Brent-Luk, is shown in Figure 6.7.

The change in the timing of data exchange also affects the processor algorithm
(Table 6.2). The algorithm that governs the behavior of a processor in the complex
SVD array is shown in Table 6.3.

The added systolicity and pipelining due to the staggering of computations, im-
proves performance and reduces the communication load per step for the propagation
of rotational parameters through the array. The processor utilization increases to 50%

from 33% for the Brent-Luk-VanLoan systolic array due to the fact that processors
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if (T 2 A) and (T—- A = 0(mod 4)) then
begin
. af ina inf|,
if T # A then [7 6] — [in'y in&]’
if A = 0 then {Diagonal Processor}
Compute first Q transformation using (4.41)
Generate 04, 6p, 0y, 05, 84 and 6y.
else {Off — Diagonal Processor}
begin
0o = in ulh; O «in u2h; 04 «— in rh;
0y «—in ulv; 05 — in u2v; @y — in rv;
Apply Q transformation.
out ulh «—0y; out u2h —0p; out rh « 0y;
out ulv «—0,; out u2v «— 05; out rv — fy;
end;
end
elseif (T > A) and (T'— A = 1(mod 4)) then
begin
if A = 0 then {Diagonal Processor}
Compute second Q transformation using (4.42)
Generate 0, 0y, 0¢, 0u, 0x and 6,.
else {Off — Diagonal Processor}
begin
O¢ «—in ulh; 0, «—in u2h; 605 — inrh;
B¢ —in ulv; Oy —in u2v; 60, — in rv;
Apply @ transformation.
out ulh — f¢; out u2h «—40,; out rh — ,;
oul ulv «—0¢; out u2v —40,; outrv— f,;
end;
if > j then set out B as in Algorithm Interchange;
if # < j then set out v as in Algorithm Interchange;
end
elseif (T > A) and (T— A = 2(mod 4)) then
begin
if ({=1) or (j=1) then set out « as in Algorithm Interchange;
if (i=%) or (j=2) then set out « as in Algorithm Interchange;
end
else if (' > A) and (T'- A = 3(mod 4)) then
begin
if ({>1) or (> 1) then set out « as in Algorithm Interchange;
if (i < j) then set out B as in Algorithm Interchange;
if (i > j) then set out v as in Algorithm Interchange;
if (i< %) or (j< %) then set out & as in Algorithm Interchange;
end
else
Do nothing this time step.

Table 6.3: Complex SVD : Processor Algorithm
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along any diagonal are now active twice very four computation steps as opposed to
once every three computation steps in the Brent-Luk-VanLoan systolic array.

The communication links for the processors in the complex SVD array need addi-
tional links to handle the increase in the number of rotational parameters exchanged.
The processors for the Brent-Luk-VanLoan systolic array (Figure 6.4) are modified

for the complex SVD array as shown in Figure 6.8.

6.3 Q Transformations for the EVD of Hermitian Matrices

Cavallaro and Elster [12] discuss the extension of the Brent-Luk-VanLoan systolic
array [5] for the eigenvalue decomposition (EVD) of a Hermitian matrix. The ba-
sic step in the algorithm for computation of the eigenvalues involves the symmetric

diagonalization of a complex 2 x 2 matrix. Precisely,

effa A Be®] [e~¥a
0 e-iba Beite D 0 efa -

0s
-

AB

.t (6:4)

where

x =

“~

followed by a real 2 x 2 SVD (2.13) to complete the diagonalization of the 2 x 2
Hermitian matrix.
The eigenvalue decomposition of a 2 X 2 Hermitian matrix can be computed

through the use of a Q transformation (4.40), where

b, =0 b _ 6,
a—-é-’ﬁ— 2’7_ 2 and&—z’
B
tan(0y=04) = = (5=7).

and

tan(fy + 0y) = - (%{),



88

since (6.4) can be expressed as a combination of an R and a C transformation.
The scheme for the computation of the EVD on the architecture of Figure 5.8 is
similar to the computation of the Q transformation for Step - II of the SVD scheme

(Table 5.5). A data exchange timing similar to Figure 6.5 is then required.

6.4 Performance of the Systolic SVD Arrays

In comparing the relative performance of the Brent-Luk-VanLoan systolic array and
the complex SVD array, the convergence of the SVD-Jacobi method and the time to
compute a sweep of the “parallel ordering” are the determining factors. For reasons
that will be made clear in the next chapter, it may be assumed that the convergence
behavior of the SVD-Jacobi method on the Brent-Luk-VanLoan systolic array with
real data elements and the complex SVD array with complex data elements is similar.

A measure of the computational speed of the two arrays is the time required
for processors on the main diagonal to start processing new data after completing a
diagonalization. These times for the different SVD arrays are tabulated in Table 6.4,
where A,ep, tefers to the number of computation steps before the main diagonal

starts processing data again.

| Array | Agteps | # CORDIC Cycles (T¢) | Rel. Speed
Real SVD 3 9.75 T 1.0 Trsvp
Complex SVD (Direct) 3 33.0 T 3.38 Thrsvp
Complex SVD (Staggered) 4 22.0 Tc 2.26 Trsvp
Herm. EVD (Direct) 3 16.5 T¢ 1.69 Trsvp

Table 6.4: Relative Performance of Matrix Decomposition Arrays

The data in Table 6.4 needs explanation. Systolic arrays are characterized by

synchronized multiprocessing. All processors active during a computation step must
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synchronize at completion before initiating the next step. This implies that processors
that finish early idle until the slowest active processor finishes computation. Balanced

computation and I/O is thus important.

| A | RealSVD | Com. SVD (D) | Com. SVD (S) [ Herm. EVD (D) |

1| 3.25 T¢ 11.0 T 5.5 1g 5.5 1¢
2 | 3.25 Te 11.0 To 5.5 To 5.5 T
3 | 3.25 Tg 11.0 T 5.5 Tc 5.5 Tc
4 - - 5.5 Tg R

Table 6.5: Step-wise Execution Times of the Matrix Decomposition Arrays

The fastest computation of the SVD for a real 2 x 2 matrix using CORDIC was
shown to require 3.25 T (Table 3.3). From the discussion of the area/time complexity
of the complex CORDIC SVD processor in § 5.4, we know that a Q transformation
requires 5.5 T¢. Again, both the times mentioned above include the time to generate
the respective rotation parameters involved.

In all of the systolic arrays listed in Table 6.4, generation of the rotational pa-
rameters is done only along the main diagonal. For the direct scheme, the processors
along any diagonal are active once every three computation steps while in the stag-
gered schemes the same processors are active twice every four steps. Table 6.5 shows
the stepwise split-up of the times shown in Table 6.4.

The last column of Table 6.4 shows the time to complete a sweep of the “parallel
ordering” relative to the real SVD array. The staggering of computations in the

complex SVD array allows

i.e., a 50% speedup over the direct scheme. Also, despite the involved nature of com-
putations needed by the complex SVD scheme, with the staggering of computations,

it requires less than three times the computation time for the real SVD array.
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6.5 Wavefront vs. Systolic Computation

A drawback of systolic arrays is that data movement is governed by global timing.
Synchronization is achieved by inserting extra delays to ensure correct timing. This
problem is compounded in the case of large arrays, where the burden of synchronizing
the whole array becomes infeasible.

A solution is to exploit the locality of control-flow in addition to the data-flow
locality inherent in most systolic algorithms. In doing so, array processing becomes
self-timed and data-driven. The central idea is to trade correct timing for correct
sequencing. Systolic array processors which exhibit the data-driven property are
termed wavefront array processors. The principal advantage of wavefront arrays over
systolic arrays is speed.

In the context of the SVD arrays, wavefront type processing can improve speed up
by allowing further overlap of the computation steps. Since the rotation parameters
are obtained at the main diagonal processors before they are applied to the data,
they may be transmitted to the immediately off-diagonal processors as soon as they
become available.

The time to apply a real two-sided rotation is 2.25 T¢ while the time to generate
and/or apply the inner unitary transformation of the Q transformation is 2.25 T
with additional time to perform some pre-processing (Table 5.3). The latter result is
due to the fact that the arguments of the complex data elements are obtained as a
by-product of the polar transformation sub-step (Table 5.2) in the application of the
unitary transformation. It is therefore possible to reduce the off-diagonal processing
times by up to 1.0 T¢.

Also, by overlapping the application of the Q@ transformation across diagonal pro-

cessors, the additional pipelining effect will improve processor utilization and reduce
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idle time. Thus, there is definitely some performance advantage to be gained by trans-
mitting the rotation parameters sooner than in the systolic scheme and adopting a
wavefront type of scheduling. However, extra synchronization is necessary to ensure
proper sequencing of computations.

In estimating the relative speed of the real and complex SVD arrays, it was as-
sumed that the rate of convergence for the SVD-Jacobi scheme does not depend on
the nature of the matrix data (real or complex). The next chapter discusses the com-
puter simulation of the systolic algorithms. The simulation is then used to study the
convergence behavior of the SVD-Jacobi method and to verify the correctness of the

systolic algorithms.



Chapter 7
Simulation of the Complex SVD Array

In the previous chapters, a systolic scheme for the SVD of an arbitrary complex ma-
trix was developed. The iterative nature requires simulation of the algorithm on a
computer so that the convergence behavior may be studied for various matrix/array
sizes. Since a parallel algorithm is to be simulated, a computer with suitable multi-

processing capability should prove to be advantageous.

7.1 The Connection Machine

The distinguishing features of systolic arrays map well onto the SIMD [31] paradigm
of computation. Although there are significant differences between systolic arrays
and SIMD computers [25] the architectural similarities provide excellent hardware
support for the simulation of systolic arrays. The Connection Machine, a SIMD
computer which supports the data parallel model of computation with good inter-
processor communication capability, was chosen for the simulation of these arrays.
The Connection Machine employs the data parallel model (SIMD) of computa-
tion. Each instruction is executed by all processors in parallel. However, each pro-
cessor may be selectively activated or deactivated. Variations in computations across
the processor elements (PEs) is accommodated by selective activation of processors.
Memory on the Connection Machine is distributed with each prbcmsor possessing

local memory. The Connection Machine communication primitives allow transfer of

92
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data from one processor’s memory to another. Parallel transfer of data in regular
patterns is a very useful feature of the Connection Machine hardware.

The programming environment of the Connection Machine supports parallel ver-
sions of several common high level languages. The operations on the Connection
Machine hardware are specified using Paris (PARallel Instruction Set). The
Connection Machine hardware essexitially operates as a co-processor to a host or front-
end computer. Currently VAX and Sun architectures can serve as front-ends to the
Connection Machine. For Lisp programming, a Symbolics Lisp machine can serve as
a front-end [76].

Most of the simulation was written in C/Paris [75], a front-end C compiler with
a Paris interface to control the Connection Machine hardware. The use of C/Paris
for most of the simulation improved code efficiency and performance due to the low
level control of the Connection Machine hardware possible through Paris. The control
code is written in C* (version 6.0) [77], a parallel C language compiler. The syntax
of C* is quite powerful while preserving ease of notation.

In [19], a simulation of the Brent-Luk-VanLoan real SVD array using the RPPT
(Rice Parallel Processing Testbed) is described. Each PE in the array was modeled
both as a simple instruction set processor and as an MC68020 processor. Processor
arrays up to matrix dimensions of 30 x 30 were simulated using 4-way and 8-way

meshes.

7.2 Simulation Model

The logical unit of simulation is the PE. Each PE is represented in hardware by a
processor on the Connection Machine (Figure 7.1). All PEs in a systolic array are

identical. They perform similar computations with minor variations depending on
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the location in the index set of processors. In the simulation of the complex SVD
array, each processor is modeled as a set of registers. The simulation code allows the

specification of the array configuration and register allocation per PE.

™
Connection Machine Model 2

l | N
I
C 1
| I | I
Systolic Array

Figure 7.1: Mapping of the Systolic Array onto the CM2

Registers may store fixed or floating point data of user defined bit precision. This
is possible due to the special bit-addressable memory and bit-serial math capabil-
ity of the Connection Machine processor. Interaction of processors is through the
exchange of data stored in these registers. As most systolic designs tend to have lo-
cal interconnections, near-neighbor communication is predominant in systolic arrays.
Random communication patterns are rare. However, both forms of communication

are supported in the simulation model.
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The state of a processor at any time during computation is characterized by the
data in its registers. A snapshot is the cumulative state of all the processors in the
array at any time during simulation. Snapshots capture significant details of array

activity and are extremely useful in the verification of the design and the correctness

of the algorithms.

| Array @ t = 00

1.000 + 2.000 i | 3.000 + 4.000 i || 5.000 + 6.000 i | 7.000 + 8.000 1
2.000 4 4.000 i { 6.000 +- 8.000 i || 6.000 + 4.000 i | 2.000 + 4.000 i
8.000 + 7.000 i { 6.000 + 5.000 i || 4.000 + 3.000 i | 2.000 + 1.000 i
4.000 + 2.000 i | 4.000 + 6.000 i || 8.000 + 6.000 i | 4.000 -+ 2.000 i

| Array @ t = 1 sweep |
2.726 + 0.0001i | 0.000 + 0.000 1 || 1.796 + 0.272 1| -2.634 - 0.399 1
-0.000 - 0.0001 | 8.036-0.0001 |f -1.865-1.903 1| -1.271 - 1.298 i

-1.653 4 1.288 1| 0.766 - 0.635 i || 4.877 + 0.000 i | 0.000 + 0.000 i
0.925 - 0.368 i | 1.875-0.746i | 0.000 + 0.000 i | 25.792 + 0.000 i

L Array @ t = 2 sweeps
[ 1.302 - 0.000 1 | -0.000 - 0.000 1 ]| 0.008 - 0.0001 | -0.367 + 0.000 1
-0.000 + 0.000 i | 8.896 + 0.000 1 || 0.322 - 0.0001 | 0.007 - 0.000 1

0.027 -'{1- 0.000 i | -0.438 - 0.000 i || 5.722 + 0.000 i | 0.000 + 0.000 i
-0.376 - 0.000 i | -0.023 - 0.000 1 || -0.000 - 0.000 i | 26.035 - 0.000 i

| Array @ t = 3 sweeps |

1.307 + 0.000 i | -0.000 +- 0.000 i | 0.000 + 0.000 i | -0.030 + 0.000 i

0.000 + 0.000i | 8.941 4 0.000 i || 0.000 +4 0.000 i I 0.000 + 0.000 i
0.000 + 0.000i | -0.000 + 0.000 i {f 5.678 + 0.000 i [ 0.000 4 0.000 i

-0.027 4 0.000 i | -0.000 + 0.000 i || 0.000 + 0.000 i | 26.040 -+ 0.000 1

Table 7.1: Time-Stamped Snapshots of a 2 x 2 Processor Array

Table 7.1 shows the state of a complex SVD 2x 2 processor array at the completion

of each of three sweeps required during computation of the SVD. The contents of the
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array show the diagonal elements in the processors along the main diagonal converging
to the singular values while the data elements in the off-diagonal processors converge

to zero. The numbers beside the title in each snapshot indicates the time-stamp.

7.3 Simulation Experiments and Results

The principal aims for simulating the complex SVD array are verification of the data
interchange timing and observance of the convergence behavior in terms of the number
of sweeps required for a given matrix (array) size. A similar study was also performed
by Brent, Luk and VanLoan [6] to observe the convergence rate for the real SVD using
“parallel ordering” and the two-sided rotation scheme for diagonalizing a real 2 x 2
matrix (2.6).

In their study, Brent, Luk and VanLoan used random n X n matrices M, whose
elements were uniformly and independently distributed in [—1,1]. The stopping cri-
terion used was that of f(M) as computed in (2.3) was reduced to 10~12 times its
original value. A similar experiment was performed for the two-step diagonalization
scheme (§ 4.6) with the systolic scheme described in § 6.2.

Table 7.2 shows the average and maximum number of sweeps required for the
convergence of the two-step diagonalization scheme. A comparison of the number of
sweeps required for convergence of the real SVD scheme with similar matrix (array)
sizes is shown in Figure 7.2. The singular values obtained from the simulation runs
for a few sample cases per matrix size, were validated using LINPACK routines.

The convergence behavior of the SVD-Jacobi method with “parallel ordering” for
real data matrices is given in [6]. Figure 7.2 includes a plot of logarithms to the base

2, to validate the conjecture that O(logn) sweeps are required for convergence.
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| n | Trials | Avg. # Sweeps [ Max. # Sweeps |

4 100 4.650833 5.250000

6 100 9.484500 5.950000

8 100 6.118214 7.035714
10 100 6.381667 7.361111
12 100 6.681818 7.454545
14 100 6.904231 7.826923
16 100 7.065500 8.033334
18 100 7.078970 7.897059
20 100 7.218553 8.263158
40 10 8.115385 8.459784
60 10 8.411017 8.786517
80 10 9.006330 9.173082
100 1 9.128788 -

Table 7.2: Complex CORDIC SVD Convergence Behavior

The number of sweeps required for the convergence of the complex SVD scheme
is greater than that for the real SVD, but the convergence behavior is identical. Also,
since the time required to complete a sweep in the complex SVD array is 2.26 times
greater than the real SVD array (Table 6.4), the overall time for computation is less

than three times that for the real SVD array.

7.4 Terminating Computations on the Complex SVD Array

In the previous chapter, the issue of terminating computations on the complex SVD
array was not addressed. However, from the simulation results it is clear that for
most matrix dimensions in practice, we may assume a constant number of sweeps to
guarantee convergence. In doing so, the need for global communication of results is
not required to ensure the satisfaction of suitable threshold criteria.

The simplest scheme for termination then, is to perform a pre-determined number

of sweeps S (from Figure 7.2, S = 10 seems reasonable). This implies that processor
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Comparative Convergence for Real and Complex SVD
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Figure 7.2: Comparative Convergence of Real and Complex SVD Schemes

P;; ceases computation at time step T;; where
Tij = Aatepas (n - 1) + Ac‘j + Astcpaa

since a sweep takes Ayeps (n — 1) time steps. The value of A,eps is either 3 or 4
depending on the staggering of computations (Table 6.4) and A;; = |i — j| represents
the distance of the processor from the main diagonal.

A more sophisticated criterion for termination is suggested in [6] for the real SVD
array. Termination is made contingent on the performance of no non-trivial rotations

during the previous sweep. A similar criterion can be extended to the complex SVD
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array where non-trivial @ transformations are detected. However, the scheme requires
communication along the diagonal, that can be done in n/2 time steps.
This completes the discussion on the various aspects of the complex SVD array.

In the next chapter, a summary of the thesis is presented along with directions for

future work.



Chapter 8
Conclusions

The principal contribution of this thesis is the development of a systolic algorithm
and, a hardware and performance efficient architecture implementable in VLSI, for
computing the Singular Value Decomposition of an arbitrary complex matrix. In

concluding the thesis, the discussion in the previous chapters is recapitulated in brief.

8.1 Summary

The Singular Value Decomposition is an important matrix factorization used exten-
sively in engineering applications. It is particularly useful in the context of signal
processing, image processing and robotics applications. Real-time data processing
necessitates the use of special-purpose hardware to sustain the computational speed
required.

Systolic array architectures with inherent parallelism and synchronized multipro-
cessing capabilities are well suited to meet the challenge of real-time data processing.
A variety of systolic arrays have been proposed in the literature for computing the
SVD of a matrix. Most of the systolic algorithms proposed in this context concern
matrices with real data elements. However, complex matrices do oc'cur in engineering
practice; especially adaptive beam-forming algorithms in signal processing applica-
tions are known to require the SVD factorization.

The Jacobi-type methods, which form the basis for most of the systolic algorithms

100
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are especially amenable to parallel processing. Several methods have been suggested
in the literature to compute the SVD of an arbitrary complex matrix using Jacobi-type
methods. The methods are either limited in their applicability or implementation in
special-purpose hardware, or do not efficiently adapt to systolic processing.

In this thesis, a novel hardware oriented two-step diagonalization scheme for the
SVD of a complex 2 x 2 matrix, the basic step in a Jacobi-type procedure for the
computation of the SVD, was presented. Each step in the scheme was a two-sided
unitary transformation (Q transformation), designed to be efficiently implementable
in hardware using CORDIC. A review of the CORDIC algorithms was also presented
to illustrate the applicability, efficiency of hardware and the perfofma.nce advantage
possible.

An expandable array of 2 x 2 processors due to Brent, Luk and VanLoan is the
best known systolic array for the SVD of real matrices. The array uses a Jacobi-type
method with a “parallel ordering” and requires O(n?) processors tb compute the SVD
of an n x n matrix. A systolic array similar in structure to the Brent-Luk-VanLoan
systolic array, with an enhanced scheduling and data exchange algorithm designed
to efficiently implement the two-step diagonalization scheme was proposed for the
solution of the complex SVD problem. Also, the @ transformation was shown to be
applicable to the symmetric eigenvalue decomposition of a Hermitian matrix using
an array similar to the complex SVD array.

The behavior of a processor in the complex SVD array, illustrating the systolic
computation, was detailed. An architecture for the complex 2 x 2 processor, exploit-
ing the parallelism in the CORDIC implementation of the two-step diagonalization
scheme, was presented. A hardware scheduling algorithm for the architecture, demon-

strating this parallelism was also described.
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The systolic algorithm was simulated on the Connection Machine to verify cor-
rectness and observe the convergence behavior of the algorithm. The complex SVD
algorithm required more sweeps than the real SVD scheme but the convergence be-
havior was identical in that O(logn) sweeps are required for convergence given an
n X n input matrix. Termination criteria and schemes based on the simulaticn results
were also suggested.

In spite of the involved nature of computations in diagonalizing a complex 2 x 2
matrix, the time for completing a sweep in the complex CORDIC SVD array is less

than three times that for a CORDIC based implementation of the real SVD array.

8.2 Future Work

There are several issues regarding the complex SVD array which were not addressed
in this thesis. The accumulation of the right and left singular vectors can be easily
accommodated during the idle time of the processors. The handling of undersized
and oversized matrix dimensions was not discussed in the thesis. However, several
schemes for the real case as presented in [6] can be extended to the complex SVD
array.

VLSI implementation of the architecture proposed for the complex 2 x 2 processor
and integration of both the real and complex SVD schemes on the same processor
without additional hardware are achievable goals. Also, of particular interest are
fault-tolerance issues and reconfiguration algorithms for load sharing and rerouting

of data around faulty processors.
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