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Abstract Agile processes are gaining popularity in the software engineering com-

munity. We investigate how selected design practices and the mind-set they are

based on can be integrated into Agile software development processes to make

them even stronger. In a first step, we compared Agile methodologies with inter-

action and product design methodologies and discovered that both fields have much

in common with respect to their underlying principles and values. Based on our

findings and by applying both methodologies, we improved collaboration support

for geographically-dispersed software development teams. We designed and imple-

mented ProjectTalk and CodeTalk as part of our XP-Forums platform. Indepen-

dently of their geographical location, team members can create and maintain user

stories with ProjectTalk. CodeTalk enables team members to efficiently communi-

cate their concerns regarding development artifacts in an informal manner.

1 Introduction

Agile software development processes are increasingly followed in software devel-

opment projects that deal with complex domains and require continuous interaction

among developers and with customers and prospective users. Agile approaches such

as Extreme Programming [3] or Scrum [13] are people- and code-centric. Based on

a high-quality code base throughout the entire project, developers can respond al-

most instantly to customer needs and requests. Teams can quickly make progress in

providing the desired technical solution due to short development cycles and incre-

mental explorations.

Design Thinking [12, 6] as a process has interesting aspects to offer—not only

to designers, but also to software engineers. In our project, we will extend agile
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development processes with elements from the Design Thinking approach to make

them even stronger. Our enhancements will explicitly support both developers and

customers to explore divergent alternatives and to converge on a decision or solution

whenever necessary and possible.

There is also the trend that project teams tend to disperse around the world. Dis-

tributed development is getting more common, requiring team members to resort to

means other than face-to-face communication to organize themselves, to collabo-

rate, and to keep in touch regardless of geographical location.

Teams following agile software development processes or employing Design

Thinking methodologies are usually small compared to the ones adhering to more

traditional approaches. Team members collaborate closely via continuous and in-

formal interactions rather than via large formal documents and schedules planned

far ahead. This kind of collaboration is difficult to achieve in distributed settings,

for example, when trying to gather expertise from team members. We will use and

improve our extended agile software development process to design and implement

better ways of communication for efficient and effective information exchange in

distributed teams regardless of their geographical distribution, allowing them to col-

laboratively immerse in their tasks.

We both improve the tools we have developed so far, such as ProjectTalk for

managing user stories and planning activities collaboratively, and expand our tool

suite as necessary and desirable for improved interaction. We aim for a solution that

allows a seamless transition between asynchronous and synchronous collaboration

styles and which provides support for user-specific views at different levels of de-

tail. We will focus on communication that is essential for keeping distributed teams

in sync and for allowing a high degree of transparency on their core development

activities.
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Our approach is twofold (Fig. 1): First, we extend state-of-the-art agile devel-

opment processes with elements of Design Thinking to allow software developers

to benefit from the mind-set of design. Second, we employ our extended software

development process to design and implement tools supporting this process keeping

everyone collaboratively involved.

In the following, we outline our motivation to extend agile development pro-

cesses and to provide appropriate tool support within a virtual collaboration envi-

ronment. We then describe current findings regarding desired extensions to agile

methodology. Thereafter we present our results gained with respect to tool support

for distributed development teams—an application and an extension to a program-

ming environment have been developed.

2 Motivation and State of the Art

Agile software development processes are iterative and incremental, embracing

change and evolution, and promoting design simplicity and high software quality.

In this section, we first describe important aspects of agile methodologies and then

discuss our objectives to enrich these methodologies with elements from industrial

and interaction design methodologies. After that, we discuss the increased need for

collaboration support as design and development teams tend to disperse around the

world.

2.1 Design Thinking for Agile Software Development

Most agile software development processes [1] are people- and code-centric in that

they foster interaction between project participants, grounded on short and many

iterations, each of which resembling a full development cycle including planning,

analyzing and prioritizing requirements, designing, and testing. Risk is minimized

by producing a running system in every such iteration in a short period of time.

The most popular representatives of such processes are Scrum [13] and Extreme

Programming (XP) [3]. Scrum is a high-level process framework that defines roles

and practices. The Scrum process skeleton (Fig. 2a) has two main cycles: The long

cycle (30 days) represents a development activity that leads to an increment of the

product to be built, based on the requirements and the budget allocated for their

implementation. It groups several short cycles (24 hours each) that cluster daily

activities of the team members inspecting each other’s activities, proposing next

steps, and suggesting corrective actions if necessary.

Compared to Scrum, XP is a more disciplined method. It focuses on the strict

application of programming techniques representing best practices, on clear com-

munication, and on teamwork. XP assumes short development cycles that allow for
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early feedback based on actual code. Automated test suites represent an executable

specification of the system to be built, which is co-evolved with the system itself.

We regard agile processes as solution-oriented since they encourage developers

to advance only in small increments that are all based on sound technical decisions

only, without enough opportunities to approach the same problem from different

perspectives. Unfortunately, this does not leave much room for exploring both prob-

lem and design space.

In our project, we investigate how elements from Design Thinking such as diver-

gent and convergent thinking (Fig. 2b), need-finding, brainstorming and sketching,

and the preservation of ambiguity can be integrated into agile processes like Scrum

and XP.

2.2 Collaboration Support for Distributed Development Teams

Both Design Thinking and agile software development projects rely on small teams

working closely together. Informal direct communication and physical tools and

artifacts such as whiteboards, sticky notes, and story cards are preferred means of

expression and interaction. For that to work, team members need to be co-located to

take full advantage of the benefits offered by these tools and artifacts.

Due to organizational structures and economical concerns of modern organiza-

tions, distributed development is getting more popular, requiring geographically

dispersed project teams to collaborate across space and time. Geographically dis-

tributed teams have difficulties to apply the tools and artifacts preferred or required

when following Design Thinking and agile development methods. This requires

teams to resort to means other than face-to-face communication to organize them-

selves, to collaborate, and to keep in touch and sync.

We argue that there is a need for virtual collaboration environments as a shared

place for project participants to meet, to work, and to collaborate as informal as

they are used to. One key challenge addressed in our project is the computerization

of these informal but important tools and artifacts without either loosing their advan-

Fig. 2 (a) Scrum backlog and process skeleton (a); (b) Divergent and convergent thinking
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tageous properties, or by compensation for their potential loss. We will compensate

for such losses with advantages offered by the new media of virtual environments,

using their power and nearly unlimited space to go beyond the possibilities and

constraints of the physical world.

Examples of tool support to be provided by our virtual collaboration environment

include whiteboards that are unbound in screen estate, persistent, and searchable

even after some of the design phases are finished. This way, early design decisions

are available to the program maintainers when needed. Furthermore, we want im-

portant relationships between design and development artifacts to be made explicit

and preserved for continuing efforts and future reference. Code editors, for example,

can be annotated with the alternatives considered in previous convergent/divergent

design phases.

3 Design Thinking for Agile Software Development

Relying on a natural approach to learning, that is comparing the new with facts and

knowledge already understood and internalized, we examined design-related top-

ics on innovation, need finding, interaction design, and creativity techniques from

a software engineering perspective, allowing us to better understand and integrate

new interesting elements into agile development processes. First results of this com-

parison between design methodologies and agile software engineering topics reveal

many commonalities.

In this section, we describe these commonalities concerning the underlying val-

ues. We then present two different approaches to combine design activities with

development activities and discuss pros and cons with respect to the principles of

both fields.

3.1 Common Values

Recognizing similarities between agile and design methodologies has been our mo-

tivation for investigating the combination of XP and elements from Design Think-

ing. We studied literature on Design Thinking and interaction design from a soft-

ware engineering perspective, and identified many commonalities with respect to

the values of respective methodologies; values referring to underlying principles of

the methodologies, the principles upon which concrete techniques are based.

• Wicked Problems. Software development projects are confronted with Wicked

Problems [5]. Originally described in [21], the term Wicked Problems refers to

problems that are not well understood and thus difficult to describe. The problem

becomes, however, clearer as one moves ahead to the solution of the problem.

The closer one gets to the solution, the more one can understand and describe

what the actual problem is. In the field of design, it is reported that design teams
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usually face this kind of problem [4]. Moreover, solving a problem that is under-

stood well may not be referred to as a design activity.

• Close Interaction. People interacting closely with each other exchange a lot of

knowledge and opinions, which in turn supports making progress. For this par-

ticular and other reasons, agile processes such as XP strongly suggests a close

interaction amongst all team members as well as with the customer. The value of

close interaction results in recommendations of concrete practices such as on-site

boards, pair programming, collective planning sessions, collective code owner-

ship, or small but regular releases [3, 13]. Close interaction is also a key aspect

of design activities. Many designers work with their customers using different

methods to elaborate their understanding of the domain from multiple perspec-

tives. As another example, the collaboration of team members having different

areas of expertise and experience further supports the exploration of the problem

and solution space; it eases the creation of a multitude of divergent ideas and

supports their connection and composition.

• Go for Feedback. Iterative and incremental development is the foundation of all

agile methodologies [14]. In each iteration a next running version of the system is

created and delivered, bringing value to the customer and allowing for feedback

on this running, executable prototype that is used in real work settings. Being

close to design processes in this respect, XP recommends to have actual users

on-site; this enables early and direct feedback during the workout and implemen-

tation of all details of the higher-level concepts and ideas. Programming is also

an activity resulting in feedback. Developers get feedback on their understand-

ing of the program domain and about the quality of their implementation [3]. For

similar reasons, designers are encouraged to create many prototypes and to work

with them, getting feedback on the forms and materials, for example, or feasi-

bility constraints. Early prototypes should further be tried out by users of the

target group in target scenarios, striving for valuable feedback on aspects such as

usability.

3.2 Approaches to Combine Design and Development Activities

The development of a software product involves a multitude of different activities.

While some activities may assigned more to design than to development and vice

versa, they cannot be clearly separated. This would require precise definitions of

both design and software engineering methodologies that are not available. More-

over, design in the broadest sense can be considered as the entire process of creating

a new product from understanding the needs over multiple prototypes to the final

product; software development usually refers also to the entire process including

aspects such as requirements engineering and user interface concepts [20, 23]. For

that reason, we also examine interaction design as one specific candidate of design

methodologies that deals with understanding user needs and elaborating interaction

concepts to meet these needs. Interaction Design involves activities of the following
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categories: inquiry (the study of the existing), exploration (the study of the possible),

composition of the existing and the potential, assessment, and coordination [15].

While agile methodologies value user feedback, they are usually not very spe-

cific about useful techniques for understanding the users’ needs and developing re-

spective user interface concepts. However, the design of the interface to the users

gets more important and software vendors have started to attache more value to

it [17, 19] This was a main reason for researchers to conduct case studies investigat-

ing how companies integrate design activities into the overall software development

process [9, 27, 7]. Basically, there are two different approaches to combining the

work of interaction designers with the work of software engineers; both are depicted

in Fig. 3.

Design Software Development

t t

Fig. 3 Approaches to combine design and development activities; a waterfall-like approach, and

an iterative and incremental approach.

The left side of Fig. 3 shows a waterfall-like approach: conducting design activ-

ities first and handing over the resulting concept to a development phase. It is the

task of the designers to understand the problem domain of the users. Based on that,

they develop several concepts addressing the users’ needs, work the concepts out,

and align them to each other. The overall and finalized design represents the require-

ments on the system that is to be realized by the software developers in a subsequent

stage.

The right side of Fig. 3 depicts an alternative approach that is based on the notion

of iterative and incremental development. Over multiple iterations, designers and

software developers simultaneously work on the design concepts and the code base

respectively. This approach is built on the observations that getting all requirements

right first is rarely possible, that requirements can and will change during the project

lifecycle, and that the understanding of the problems evolves as we get closer to their

solution.

The iterative and incremental approach implicates that the overall design is nei-

ther final nor complete until the end of the project and can be changed at any time

during the course of the project. The problem domain and the corresponding set of

requirements has to be separated early in the project so that designers and develop-

ers can work on a prioritized subset of requirements and problems in each iteration.

On the one hand, changes to the design result in additional development effort. On

the other hand, the iterative approach allows for taking advantage of new insights

gained during the ongoing project development. With that, this approach allows both

designers and developers to embrace change in most if not all all different aspects
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relevant to the project. It is based on the notion that learning is a natural consequence

of making progress and reflecting on it.

The executable or running systems delivered after each iteration bring value to

the customer and thus form trust based on their early return of investment. Fur-

thermore they provide the opportunity to obtain and incorporate feedback from real

work usage settings. Getting feedback early and often is an important aspect of both

Design Thinking and agile development methodologies, and prototyping techniques

such as sketching and paper prototyping support the exploration of alternatives and

eases getting insights and making progress. The main goal of a prototype is to re-

veal misconceptions and to improve the understanding of the problem domain. In

this sense, each version of the software system delivered after an iteration can be

considered as another kind of prototype. In contrast to a sketch, for example, it has

a higher resolution, but it allows for getting different aspects of feedback, in partic-

ular the adequateness of the current solution in the target settings, when real users

work with the application in real work situations.

4 Virtual Collaboration

Close collaboration and communication is vital in XP projects—amongst team

members and also with customers. Development teams tend, however, to disperse

around the globe and thus have to resist to means other than face-to-face communi-

cation. In our project, we integrate and develop tool support for distributed develop-

ment teams to allow for informal communication and efficient collaboration despite

geographical dispersion. We describe the results of our efforts during the last year

in this section. Amongst others we have developed ProjectTalk an application that

supports collaborative planning activities in distributed teams. ProjectTalk’s design

allows for working with story cards in a similar way as it is possible with physical ar-

tifacts, by still providing the advantages of a digital solution (4.1). Co-present users

can interact with ProjectTalk simultaneously without synchronizing on an input de-

vice, for example. All users are further enabled to act on their own behalf (described

in 4.2). This functionality represents a contribution to the collaboration community

and is described in detail in [24]. We also have developed CodeTalk [25], an ex-

tension to an development environment that enables distributed developers to have

conversations about source in an informal and efficient manner (described in 4.3).

Along with other tools, such as ProjectTalk, CodeTalk was used in several develop-

ment projects and showed its usefulness. We have written and submitted a research

paper on the approach of CodeTalk to informal conversations about source code.
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4.1 Bringing Physical Artifacts to Digital Environments

XP similar to design processes heavily relies on co-location of all teams members

and on physical tools for communication and organization such as index cards and

whiteboards. User Stories are the central artifacts in XP teams. They form a concise

description of the customer’s requirements written in everyday language. User Sto-

ries are elaborated in concerted planning session with the customer and persisted

on index cards. These cards are usually managed by pinning and moving them on a

whiteboard, being visible for the team and indicating progress of the project.

Bringing all these information from the physical whiteboard into the digital world

promises a multitude of new possibilities, such as having unbounded space or sup-

port for full text search. In addition, having these artifacts digitalized provides a

good basis for supporting and encouraging close collaboration in teams working

geographically dispersed. Prospective collaboration software should thereby incor-

porate as many strengths of physical setups as possible.

Learning from others about the flaws and strengths in this and other respects, we

extensively benchmarked existing software solutions supporting agile processes. As

one important result, it turns out that a main challenge is the design for interac-

tion with huge amounts of information within limited dimensions of a computer

screen. Many solutions have decided for tabular representation of User Stories ac-

tually causing a feeling of information overload. All solutions distinguish between

viewing and editing information and usually offer a number of forms to alter con-

tents of User Stories. This design does not harmonize well with the card metaphor

and requires a decent number of clicks for simple usage scenario.

By trying out available solutions and actively working with them, we became

aware of that the design of the tools influenced the project team in working with

user stories; depending on available space, team members cut descriptions down to

single bullet-points or fill out many different fields of the forms making stories too

formal and complex.

Getting closer to a solution candidate meeting the needs, we continuously de-

signed user interface concepts, created various prototypes, implemented the proto-

type concepts, and used the implemented version during our daily work. The left

column of Fig. 4 depicts prototypes of different concepts developed in the course

of our project. The right column shows corresponding versions of implementation

called ProjectTalk. The last picture at the bottom left shows a new prototype for

ProjectTalk that is currently implemented. This current version includes some inno-

vative user interface concepts for easily browsing large amounts of project artifacts.

We argued in Section 3 that the early use of the application, which is to be en-

hanced over the project time, is important for getting feedback from actual users

already working with the application during their regular activities. Applying this

theory, we used ProjectTalk from early on for planning the next version. This con-

tinuous work with ProjectTalk help us to understand important aspects regarding its

collaborative use.
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Fig. 4 User interface concepts (left column) and screenshots of corresponding applications.
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Fig. 5 Screenshot of the application: Multiple users, represented on the screen by colored mouse

cursors, interact with a virtual whiteboard. Every user may open its own context menu.

4.2 Multi-user Multi-account Single-screen Interaction

Integrating Single Display Groupware (SDG) concepts [26] with more traditional

groupware, such as Wikis or project management software, requires re-considering

the way of interacting with and designing for users. ProjectTalk integrates SDG con-

cepts, enabling co-present team members to collaborate using the same application

instance. Users are provided with separate input channels allowing them to con-

tribute with the need to synchronize. While users often have an account and interact

with the application in a way specific to their account, traditional SDG concepts do

not allow users to act on their on behalf. In this subsection, we describe the issues

resulting from this limitation and present our approach to handle them, which was

implemented in ProjectTalk.

4.2.1 Merging Characteristics of Asynchronous Groupware and Single

Display Groupware

By employing SDG concepts, we provide XP teams with interaction characteris-

tics similar to working with physical tools (Fig. 5). XP teams traditionally rely on

these physical tools such as index cards and whiteboards for communication and

organization purposes. Bringing all these information from the physical whiteboard

into the digital world would enable a multitude of new possibilities, such as hav-

ing unbounded space or support for full text search. Additionally it enables remote

collaboration, because virtual whiteboards, unlike physical ones, can be shared over

computer networks.

Using physical tools such as whiteboards and index cards, team members are

able to act independently of one another without the need to synchronize on pens,

for example. Traditional applications, however, only support interaction with one

user at a time. The need to synchronize on application control impedes spontaneous
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interaction and reduces social dynamic in comparison to a physical whiteboard.

Therefore we enable multiple users to interact with the application independently.

To further increase the dynamic of a session, users are able to join or leave a session

at any time. We also incorporated screen sharing technology to support distributed

XP teams. Remote team members can share planning sessions, for example, and

interact with the same shared screen.

When multiple users interact with a single screen, traditional applications are

unable to distinguish acting users. These restrictions of current concepts lead to is-

sues concerning authorization and traceability. Fig. 6 depicts a typical multi-user

single-screen scenario. In this scenario, the application is unable to make a reason-

able decision whether the user is privileged to perform the desired action as the

application does not know who the the currently acting user is. By using current

approaches, all users actually act on behalf of a host user, the one who logged in

before. This gives all acting users the same privileges in the described scenario. The

inability to distinguish multiple acting users does not only lead to undesired modifi-

cations, but also to unintended restrictions of users. When, for example, users want

access to previous projects for analysis purposes, they might be unable to open the

projects as the host user is not privileged for accessing this information. As another

consequence of application actions not being linked to the acting user, tracing data

of user action become unreliable. It is impossible to find out who modified certain

important information.

The examples described above show that it is necessary to distinguish users con-

cerning their security context and to execute every action users want to perform in

their respective context. In particular, the following questions come up:

• How might an application be designed to allow multiple interacting users logging

in and logging out?

• How should the user credentials be managed?

• How might UI events be distinguished by acting users?

• How might the application make use of this distinction and link application ac-

tions to users?

• How should applications be designed to deal with multiple interacting users hav-

ing different privileges?

4.2.2 Platform Support for Multi-user Multi-Account Interaction

An application featuring multi-user single-screen interaction requires special sup-

port in the application’s platform such as handling the events from multiple, similar

input devices independently from each other. In addition, if multiple remote users

should be able to work in same way as local users, and if UI actions should be linked

to the users, an adequate concept representing the users and their actions is needed.

The concept of Hands has shown as a meaningful approach to represent and

manage user interactions. HandMorphs, or Hands for short, are part of the object-

oriented GUI framework Morphic [16]. Hand objects obtain their event data from
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Fig. 6 A participant moves a user story from one iteration to another. Due to the missing user

context, the application cannot determine the user who initiated the action, and is unable to check

whether the acting user is privileged to perform the desired action.

the corresponding input stream autonomously. By using this concept, additional in-

put streams can be integrated; multiple hands, that is, mouse pointers and cursors,

can be controlled by different input sources. Current operating systems, however,

support only one system cursor and input events from different devices are merged

into one input event stream. To bypass the operation system’s behavior [30, 28],

we developed special support for Squeak’s virtual machine (VM). The design of our

VM extensions allows attaching and detaching input devices during the application’s

run-time. Hand objects further abstract from concrete input sources and provide a

defined interface to applications. Thus, it is transparent to the application, whether

the hands are controlled from a local device or via a VNC connection.

Finally enabling applications to link users to actions, we extended the concept

of HandMorphs and allow for impersonation. Our extensions to HandMorphs man-

ages required user information and provide an interface to applications. Application

objects have access to the currently active HandMorph and can ask this HandMorph

for credentials of the currently acting users. If the HandMorph is not yet associated

with an user, it opens a dialog asking the user to provide username and password.

Based on that information, the HandMorph is then associated with the correspond-

ing user.

4.2.3 Application Support for Multi-user Multi-account Interaction

Our extensions to the application platform, described above, enable applications to

link users to actions. This in turn allows all users for acting on their on behalf. We

describe how ProjectTalk makes use of this functionality here. The integration of

SDG concepts further requires application developers to handle the upcoming ad-

ditional issues regarding authorization. Additionally, content and functionality that

is specific to certain users or roles must be offered in new ways as the users in-

teracting with the shared display may have different privileges. Both kinds of user,

user-specific content and authorization, have been addressed in the design of Pro-

jectTalk, and is presented in this subsection.
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ProjectTalk realizes multi-user multi-account single-display interaction by ac-

cessing the information of the user that triggered the current event processing and

links this user to HTTP actions. It consists of a client and server component that

synchronize on shared data using the HTTP protocol. A user interface action that

involves modification of data in the client results in one or more HTTP request to

the server. The application platform provides access to that particular HandMorph

object that represent the input the channel of the user that initiated the current event

processing. This HandMorph object is also called ActiveHand. The ActiveHand is

accessed by the client HTTP-communication layer, retrieving the associated user

and using corresponding credentials for the HTTP requests to the server. With that,

ProjectTalk links HTTP request, which form the primary action of the client, to

users enabling them to perform all actions on their own behalf.

Supporting our approach to multi-user multi-account single-display interaction,

application developers have to consider additional authorization issues. A group-

ware that provide role-specific behavior is often designed in a way that users see

only the functionality they have access to. In a project management software, for

example, only administrative users are able to create new projects; users without

these privileges cannot see this functionality. If multiple users interact with a single

screen at the same time, the different users might have different privileges. It has

to be respected that some amongst all co-present users sharing one display are not

allowed to perform actions that are offered.

This mismatch can be handled in three different ways. One way is displaying the

collective set of functionality all users have access to. Unfortunately, users would

be limited and could not use all features they are allowed to. Another approach is

presenting every feature available to at least one user. As a result, users can activate

actions they are not allowed to perform. Applications have to handle denied access

explicitly and be able to recover from this error. The last possibility is to (re-)design

the application so that, for instance, users are provided with menus specific to their

privileges.

The application design of ProjectTalk combines the second and the last option.

For example, some users will not be allowed to modify user stories or move them

between iterations. Still, all users have read access to these user interface compo-

nents; users unprivileged to perform a modification will experience a failure and

receive a corresponding message. The menu for opening projects exemplifies the

last option. For each user accessing the menu, it provides specific content—only

projects the user is a member of.

The handling of denied access gained special attention in ProjectTalk, so that

this concern is not scattered over the entire application code. A typical user inter-

face action results in one or more HTTP request to the server. If the acting user is

not authorized to read or write specified resources, the server will return with an

unauthorized error. An HTTP error is responded and converted into an application

specific NotAuthorized exception. The exception is handled in the implementation

of the model proxy objects. The proxy objects provide application specific interfaces

that are implemented generically. The proxy objects store object properties and syn-

chronize modifications with the server. If the server processes the request success-
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Fig. 7 Right: Code with markup (A), inline morphs (B) and the chat (C); Left: marked methods

fully, the modification will be applied to the corresponding description property of

the user story’s proxy object, and bound views will get notified about the change.

Otherwise, the modifications are discarded, the stories will show the old description,

and the user will receive an error message.

The implementation of both handling denied access and linking actions to users

is integrated well in the design of ProjectTalk. Both concerns are well-separated

from application specifics and the extensions can be integrated easily into other

applications.

4.3 CodeTalk—Conversations About Code

This subsection describes CodeTalk, our approach to enable efficient informal

communication about source code. CodeTalk, which was implemented in Squeak

Smalltalk [11]. CodeTalk allows developers to mark and annotate single expres-

sions, whole lines, or entire methods in the source code. It works similar to text

processing applications and tools that are capable of adding comments to PDF files.

The markup and annotations are shared along with the source code using regular

source code management support.

4.3.1 The Need for Communicating About Code

Developers often talk about the source code of the system to be developed and ex-

tended. The source code itself is the most important artifact during the development

process, in particular in agile development processes. Developers usually care much

about it and prefer, for example, simple and elegant solutions over complex ones

that are more difficult to understand and maintain [3]. The system naturally evolves

and is extended; so, software developers spend much time reading code.
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However, parts of the system may be difficult to comprehend raising the need

to request support from the originators; an algorithm might be very complex or the

intended run-time behavior might be difficult to infer [29]. Programs can also be

written in different styles making them more or less easy to understand [18]. This

leads to another kind of communication amongst developers having the source code

itself as the topic. During code reading developers also often discover source code

that needs to be revisited and improved; for example, variable or selector names

can be too general and thus not very meaningful [18]. Developers might further

have ideas to simplify the system’s design [3, 8] or even detect potential failures in

algorithms. While these issues are often discovered during regular coding activities,

developers may not have enough time or background knowledge [22] to refactor

the respective parts of the system or to validate their theory of a failure and fix it if

necessary. Also, developers rather might to continue working on their primary task

at hand [10]. So, an efficient mechanism is needed to make the discovered issues

explicit and share their insight with peers.

4.3.2 Informal Communication via Markups

Current approaches to communicate about source code include source code com-

ments and external communication tools and protocols such as email and instant

messaging. However, both have limitations and do not provide adequate means to

support informal spontaneous communication about source code. But this kind of

communication is important; it helps to ensure a high code quality and helps devel-

opers to become better in their profession. This has been our motivation to design

and develop a new approach to support this informal ad-hoc communication.

Developers might, for example, discover a message send calling an expensive

operation. Fig. 7 shows an example method in a typical code browser in Squeak.

The statement selected in the figure enforces a full redraw of the entire scene graph,

which can be a quite time-consuming operation. Developers might be skeptic about

the necessity and mark the selected code as critical using a context menu or a key-

board shortcut. This will highlight the statement with a red background color. To

additionally describe their opinion and thoughts, developers add then a note in the

dialog that will be displayed next to the marked section, as shown in Fig. 7.

This new annotation functionality CodeTalk was integrated into the standard de-

velopment environment, in particular into the tools for browsing and editing the

code. So, developers can informally annotate a piece code whenever necessary dur-

ing their regular code activities. The region of interest in the source code can directly

be marked and annotated with an explanation.

Annotations are an integral part of the source code and as thus they are exchanged

along with the source code itself. When developers commit modifications applied to

their working copy, they will also submit all annotations currently in the code base

to the source code repository, as depicted in Fig 8. The critical question about the

statement that force a complete redraw is now part of the newly created source code

revision.
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When team members update their working later, they will retrieve the newly

added annotation along with source code modifications. They will notice the ques-

tion regarding the redraw statement, and the authors of that code might either re-

member a reason for forcing the redraw or they might not. In the latter case, they

might consider removing the statement, test the application to validate the assump-

tion, and commit the modification. As the annotations are connected to the source

code they reference, the annotations would be removed together with the referenced

statement in the described scenario.

If in the other case, enforcing the redraw is well-founded, developers can change

the type of annotation, from critical to normal, and answer the previous question.

Our extensions to the code browser enables developers to directly reply to questions

or remarks in annotations so that a chat can evolve (Fig. 9).

Talking about source code often involves other sources located outside the cur-

rently discussed context: Sometimes developers come across methods that seem to

be very similar, but they do not have the time or knowledge to perform the necessary

refactoring. CodeTalk allows developers to mark that issue and to reference the other

method in their comment. For example, the chat in Fig. 10 replaces the occurrence

of “String >> #findTokens:” automatically with a hyperlink that browses

to the method “findToken:” in the class “String”. The link below points to a

method “split” that does not exist and is therefore drawn in red.

The primary concept of CodeTalk is to separate the discussions about the source

code from the source code itself, while keeping the connection to each other. This

separation allows for individual support for the different concerns; specially de-

signed tools can ease the creation and exchange of annotations and can provide a

better awareness of these issues. The direct connection between source code and

annotations indicates that they belong together and, thus, encourages developers to

...

SCM

Fig. 8 CodeTalk’s markups (gray) are shared through the SCM
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[OBCodeBrowser defaultBrowserClass

    openOnClass: self theClass

    selector: self selector.

    World displayWorldSafely]

    on: Error

    do: [...]

Fig. 9 A new conversation about code evolves

Fig. 10 Method links enable convenient source code navigation

keep both in sync. This may prevent the problem, that occurs when the code gets

updated with accidentally ignoring the corresponding comment.

4.3.3 Case Study

CodeTalk has been used by several development during a case studies that was car-

ried with 80 students in our Software Engineering I lecture. Students formed 16 dif-

ferent teams, ˜5 each, that were asked to develop applications in Squeak. The teams

used an agile software development process such as Extreme Programming [2]. The

project’s time frame was about three months. After the end of the projects, we ana-

lyzed the source code of all revisions of all groups for markups. As shown in Fig. 11,

the analyzed projects are of similar size consisting of about 600 to 800 methods.

While one team created 20 annotations, other teams created up to 100 annotations.
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Team 1 Team 2 Team 3 Team 4

745 605 700 828

178 174 246 335

All Over Time 103 25 82 43

Maximum 50 9 22 17

At Project End 0 1 2 3

33 18 27 63Average Lifetime
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Fig. 11 Summary of markup usage from selected teams
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Fig. 12 Absolute number of markups in the source code over whole project development time

Fig. 12 and Fig. 13 indicate a continuous use of CodeTalk during the course of

the project. At the end of the projects development teams cleaned up all markups,

hopefully handling the described issues before. Note that the source was inspected

by teachers at the end of the project. The average lifetime of annotations was 20 to

60 revisions, approximately a fifth of all revisions created during the project time.

Annotations created during the projects include the following examples:

• “That is somehow totally crap. The instance variable separatorMap seemed to be

good for defining the place of these separating things for each category ...” (from

German: “Das ist irgendwie total Mist. Die Instanzvariable separatorMap dacht

ich wär gut, um für jede Rubrik festzulegen, wie die Trenndinger stehen müssen

...”)

• “Looks paradoxical! ...” (from German: “Irgendwie paradox! ...”)

• “Where should the layout code be included, this seems not to be a good place?”

(from German: “Wo soll das Layout stehen? Hier ist vielleicht nicht der beste

Platz.”)

• “onClick + callback =>nonsense”
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Fig. 13 Number of new markups in several development parts

• “Yes, there is a better way to do this :-)”

Developers started to use CodeTalk occasionally in the beginning of the projects

and used it more often later on (Fig. 13). It seems that the need for conversations in-

creases with the size of the code base. We further think that developers regard anno-

tations as part of the source code and understand critical annotations as an indicator

for insufficient code quality. All remaining annotations were addressed to the end of

a project, to make it ready for release. The example annotations listed above show

that developers like to use a colloquial style for communicating about source code

related issues. While we have no evidence whether the teams would have discussed

a similar amount of issues without CodeTalk or not, we think CodeTalk actually

encourages this kind of conversations, which is important to bring all flaws to light.

Gathering additional personal opinions, we also conducted interviews with two

teams. The teams reported that markups were used to write down tasks. This in-

cluded planned refactorings of bad source code and new features that needed to be

implemented. Additionally, the critical markup was occasionally used to point out

bad coding style. Markups were also used for personal notes, especially as ToDo-

items. Those teams that made heavy use of CodeTalk actually had a strong need for

asynchronous communication, as many team members contributed from many dif-

ferent location and at different times for several reasons. The students argued that

they used CodeTalk mainly due to convenience; it allows for staying in the current

environment and context instead of switching tools.

5 Summary and Outlook

In this report, we present the objectives and first results of our project Agile De-

velopment in Virtual Collaborative Environments. We first describe and argue for

our twofold research approach, investigating both design and agile software de-
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velopment processes and accompanying tools to support geographically dispersed

teams in applying these processes. We then present commonalities between De-

sign Thinking and agile development methodologies with respect to their underlying

principles. Two different approaches to integrate design activities in agile develop-

ment processes are discussed. Thereupon we describe efforts and findings regarding

the technological support for distributed development teams; the application Pro-

jectTalk and the development environment extension CodeTalk are presented. Pro-

jectTalk has been designed and developed for collaboratively managing user stories

and planning activities; it particularly supports co-present team members by allow-

ing them to act on their own behalf when simultaneously interacting with shared

tools. CodeTalk realizes an informal yet efficient approach to communicate about

source code collaboratively and over time.

With our first insights being very encouraging as they support our original hy-

pothesis that agile software development will benefit from elements of Design

Thinking, our next involve introducing other elements and values of Design Think-

ing and balancing them with respect to the elements and values of the original agile

software development practices are still very challenging. Therefore, we will reflect

on our experiences, revisit our design decisions, redefine our theory and then apply it

in subsequent projects in several iterations. Design Thinking and agile development

seem to have much in common, also because both rely on skilled, motivated, and

professional individuals and teams working creatively together. We will elaborate

models of both methodologies to improve our understanding of both their similari-

ties and their differences.

We plan to use and improve our extended software development process to de-

sign and implement new ways of communication support that enable distributed

teams to collaboratively immerse in their tasks and that encourages efficient and

effective information exchange regardless of the team members’ geographical loca-

tion. We will both improve and extend the tools we have developed so far aiming for

a solution that allows a seamless transition between asynchronous and synchronous

collaboration styles and which provides support for user-specific views at different

levels of detail. We will focus on communication that is essential for keeping dis-

tributed teams in sync and for allowing a high degree of transparency on their core

development activities.
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