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#### Abstract

This paper describes a simple digital temperature control system where the popular LM35DZ sensor is used to sense the temperature of a resistive heating element and to provide a feedback to an Arduino microcontroller board. By subtracting the measured temperature from the desired temperature, a value of error is then processed by a conventional PID controller which provides an adjustment signal and drives a bipolar junction transistor in order to minimize or remove that error by a simple ON/OFF switching of the power to the heating element. The control is also done using logic controllers such as ON/OFF and hysteresis controllers. The evaluation of each controller performance is based on rise time, overshoot, steady state error and the most common performance criterion which is the integral of the absolute value of the error. Besides that, the arduino integrated development environment (IDE) software is used to write the program code. Moreover, other languages are used to program the Arduino such as Matlab support package for Arduino hardware, Flowcode IDE and mBlock.
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## 1 Introduction

The subject of automatic control or automation has always played an important role in advancement of modern science and improvement of engineering skills. The applications are found in several fields of engineering and technology, ranging from home appliances to industrial processes control with practical applications such as engines, production machines, transportation systems, power systems, robotics, temperature limiting systems and many more.

Process controller is a key element of any control loop in the process industry. The conventional PID controller remains by far the most employed in automatic process control applications in industry due to its simplicity and ease of implementation. Furthermore, $90 \%$ control systems use PID or any of its improved versions as feedback controller [1] to regulate flow, pressure, level, acidity, moisture, temperature, and many other industrial process variables. Thus, temperature control represents a typical application that uses the PID control.

Several methods have been reported in the literature for the control education experiments. A teaching/learning PID control experiment for undergraduate students based on the temperature control is developed in [13]. References
[11][14][17] provide fundamental control laboratories based on Arduino tool, which is utilized as a digital controller for the undergraduate control system course. Reference [12] presents a system of wireless temperature and humidity monitoring based on Arduino Uno platform, which has the capability of collecting environmental factors such as temperature and humidity data real-timely and remotely. In order to improve the accuracy of temperature control and reduce overshoot, more advanced approaches have been proposed in [15][16][18][19].

Today, most controllers are implemented digitally or with microcontroller like Arduino which constitutes the brain of thousands of projects. Arduino is an open-source platform, which over the years has become a very popular choice due to its flexibility and low cost. In this scope, an inexpensive Arduino-based PID controller is designed and implemented with different programming environments in order to control the temperature of a resistor as a heating element with an analog temperature sensor.

The research paper is organized as follows. Section 2 presents a brief description of the different conventional control techniques. Section 3 is dedicated to the software description. In section 4,
the hardware architecture of a simple thermostat is introduced. The results of the tests are given in section 5 , followed by a conclusion in section 6 .

## 2 Control Techniques

In control theory, there are several control laws used, most of them being ON/OFF control method, hysteresis control method, and PID control method and its derivates. Advanced process control strategies include fuzzy control, neuro-fuzzy control, sliding mode control, etc.

### 2.1 ON/OFF and Hysteresis Control

## Techniques

The ON/OFF control technique is the simplest form of a feedback mechanism and can be described as follows:
$\mathrm{u}=\left\{\begin{array}{l}\mathrm{u}_{\text {max }}, \text { if error } \geq 0 \\ \mathrm{u}_{\mathrm{min}}, \text { if error }<0\end{array}\right.$
where $u$ is the actuation command and error is the difference between the set-point (the reference signal) and the output of the process (Fig.1). The ON/OFF control uses only a single reference when input is below the set-point, the output is turned ON, and then it is turned OFF when above the reference.
The ON/OFF control technique is simple, inexpensive and there are no parameters to choose. However, it typically results in a process where the output oscillates around the set-point. In this case, the output of the process will continuously switch around the reference and if the hysteresis band is not correctly set, the deviation from the reference could be quite significant.
ON/OFF and hysteresis controllers are from the logic controller family. The hysteresis controller is common for thermostats, where high and low thresholds are set. If the output of the process is below the lower threshold, the controller turns ON the output and vice versa for the higher threshold, creating a band that output must be kept within. Thus, setting the hysteresis controller is very easy with no need to have a detailed model of the process.

### 2.2 PID Control Technique

Traditional PID control technique is a conventional control strategy. Because of its simplicity, strong adaptability, robustness over wide range, and ease of implementation, it is still widely used in industrial control. The discrete form of the conventional PID control algorithm is as follows [2][4][8]:
$\mathrm{u}(\mathrm{k})=\mathrm{K}_{\mathrm{P}} \mathrm{e}(\mathrm{k})+\mathrm{K}_{\mathrm{I}} \sum_{\mathrm{i}=0}^{\mathrm{k}} \mathrm{e}(\mathrm{i})+\mathrm{K}_{\mathrm{D}}[\mathrm{e}(\mathrm{k})-\mathrm{e}(\mathrm{k}-$ 1)]
where $u(k)$ is the output from the controller, $e(k)$ is the error value in kth sampling and k is the sampling number ( $\mathrm{k}=0,1,2,3, ., \mathrm{n}$ ). $\mathrm{K}_{\mathrm{P}}, \mathrm{K}_{\mathrm{l}}$, and $\mathrm{K}_{\mathrm{D}}$ represent the gains of the three controllers ( P : proportional controller, I: integral controller, D: derivative controller). As shown in Fig. 1 the PID output consists of the sum of the outputs of the three types of controllers.
The performance of the PID controller greatly depends on the tuning of the $\mathrm{K}_{\mathrm{P}}, \mathrm{K}_{\mathrm{I}}$, and $\mathrm{K}_{\mathrm{D}}$ gains, which represents a substantial limitation. In general, the design procedure for finding suitable values for the gains of the PID controller is a trial and error. There is, however, a wide variety of PID tuning methods that have been proposed in the literature, such as Ziegler-Nichols and others. The ZieglerNichols' closed-loop method is a PID tuning method which sets $K_{I}$ and $K_{D}$ to zero. After that, $K_{P}$ is increased from zero continuously until there are sustained oscillations in the process measurement. The gains of the PID are then calculated by measuring the period of the oscillation ( $T_{u}$ ) and setting $K_{P}, K_{I}$ and $K_{D}$ to $0.6 \mathrm{~K}_{P \mathrm{u}}, 1.2 \mathrm{~K}_{\mathrm{Pu}} / \mathrm{T}_{\mathrm{u}}$ and $3 \mathrm{~K}_{\mathrm{Pu}} \mathrm{T}_{\mathrm{w}} / 40$, respectively. In this case $\mathrm{K}_{\mathrm{Pu}}$ represents the ultimate gain value of $k_{p}$ at the stability limit of the system.
In the case of a thermostat, a temperature sensor is used to measure the actual temperature and to provide feedback to the control loop. Based on this feedback, the PID controller calculates the difference between the reference and the actual temperature and uses this value of error to determine how much power to supply to the heater, in order to keep constant the value of the measured temperature.
In this study, Integral of Absolute Error (IAE) criterion is used to measure the increased error in the system. IAE is defined as [8]:
IAE $=\int_{0}^{\infty}|e(t)| d t$
where e is the error of the system and t is the time period.


Fig.1: Block diagram of the PID controller

## 3 Software Description

In the following, a brief description of the main characteristics of the various types of programming tools examined in this study is provided.

### 3.1 Matrix Flowcode

Flowcode is a perfect flowchart language based on graphical programming IDE. This novel programming software is designed to allow those new to microcontroller programming to design programs quickly with little or no knowledge of any higher level languages. Moreover, programs written in C and Assembly code can be easily embedded in Flowcode using the code icon. The C code is not checked by Flowcode, but is passed on to the microcontroller during compilation [10]. Assembly code can be added into the code field in a C assembly code wrapper. Therefore it is possible to take complex and sophisticated programs written in C or assembly and embed them into our designs.

### 3.2 Arduino IDE

The Arduino IDE is cross-platform application which supports the languages C and $\mathrm{C}++$. It is principally used for coding, compiling and uploading the binary code in the Arduino boards. Program written using Arduino IDE is called sketch. It is based on two main functions: setup() and loop(). The setup function is a sort of pre-setting function which runs only once we run code every time and the loop function is the one which runs continuously throughout the running of the code.

## 3.3 mBlock

Arduino is designed to be programmed in its own Arduino language, which consists of functions pulled from $\mathrm{C} / \mathrm{C}++$. However, other languages can also be used to program an Arduino such as Snap4Arduino, ArduBlock, mBlock, and others. mBlock is a graphical programming language that is used to program the Arduino boards in an easy and interactive way. In mBlock, labeled blocks can be joined to write a complete program, which turns coding into a more visually interesting process.

### 3.4 MATLAB-Arduino

Arduino I/O package from Mathworks, enables MATLAB to communicate with Arduino hardware over USB cable. This package is mainly based on a server program running on the Arduino board which executes commands from a PC over the bidirectional serial communication (UART).

## 4. Hardware Architecture

The proposed system includes an Arduino Uno board, a resistor as a heating element, and low-cost analog temperature sensor to implement temperature control techniques based on simple thermostat architecture. The Arduino Uno board is designed around an 8-bit AVR RISC-based microcontroller (ATMEGA328P) with a clock speed of 16 MHz provided by a precise crystal oscillator. This board has 32 KB flash program memory, 14 digital input/output pins which provide PWM outputs, 06 built-in analog-to-digital channels which convert analog signals in the range of $0-5 \mathrm{~V}$ with the resolution of 10 bits, a UART serial port, an ICSP header, and a USB serial communication module [2]. Furthermore, the Arduino Uno is a user friendly open-source hardware platform.

The LM35 temperature sensor provides a linear output voltage of $10 \mathrm{mV} /{ }^{\circ} \mathrm{C}$ and covers the range of $0^{\circ} \mathrm{C}$ to $100^{\circ} \mathrm{C}$ with a typical accuracy of $0.5^{\circ} \mathrm{C}$ at $+25^{\circ} \mathrm{C}$. The temperature sensor is connected to analog pin A0 which is used to measure the temperature of the heating resistor [3][5][6]. The error signal is then obtained by calculating the difference between the set point and the measured value received from LM35. This error is processed by the temperature controller and accordingly, the output signal is generated by pin D9 and applied between anode and cathode pins of an opto-isolator (4N25) (Fig.2). The latter drives a bipolar junction transistor (BD137) and hence switches ON or OFF the transistor in order to achieve the desired range of temperature.

A 230 V AC to 9 V AC center-tap transformer steps down the main voltage. Then, the bridge rectifies it and capacitor filters it. The output across the $1000 \mu \mathrm{~F}$ capacitor is given as input to the 7808 voltage regulator IC which produces a regulated 8 V DC.

The LM35 temperature reading can be displayed on serial monitor (baud rate: 115200 bps , 8 data bits, no parity, and 1 stop bit) and recorded every second. Also, a $2 \times 16$ character LCD module was used to display the sensed temperature (Fig.3). As can be seen from Fig.4, the Arduino IDE serial data plotter is used to visualize data as waveforms.


Fig.2: Temperature control circuit schematic.


Fig.3: Experimental setup.


Fig.4: The Arduibo IDE serial data plotter.

## 5. Results and Discussion

In this section, basic process control techniques will be implemented on Arduino Uno board for testing purposes in order to validate the proposed control system. An analog sensor detects temperature of resistance heater and provides feedback to the Arduino hardware which runs a control program developed with the Arduino IDE. Fig. 5 shows ON/OFF control, hysteresis control, and PID control system responses with the set points of $35^{\circ} \mathrm{C}, 33^{\circ} \mathrm{C}$, and $38^{\circ} \mathrm{C}$. From the previous figure, the values of rise time, overshoot and IAE of ON/OFF and PID controllers for set point of $35^{\circ} \mathrm{C}$ can be seen in Table 1. In these tests, there is a slightly larger overshoot produced by on/off control algorithm with oscillations around set point of $35^{\circ} \mathrm{C}$. Hysteresis control algorithm produces oscillations of about $1^{\circ} \mathrm{C}$ higher than that of its final values of $35.5^{\circ} \mathrm{C}$ and $34.5^{\circ} \mathrm{C}$.

LM35 is used to read temperature with voltage output of about 10 mV for every ${ }^{\circ} \mathrm{C}$. For default analog reference of 5 V , we can only get half ${ }^{\circ} \mathrm{C}$ reading accuracy. Arduino Uno has a built-in internal reference with voltage value equal to 1.1 V which provides more accurate temperature readings. Therefore, ADC reference is changed in setup function with the command "analogReference()," with the argument "INTERNAL". Moreover, the function "analogWrite()" is used in order to regulate the PWM duty cycle ratio quickly with the default switching frequency of about 490 Hz (Fig.6). This function is called by the PID algorithm to write an analog value to pin D9 and its input argument is an integer between 0 and 255 [7][9]. However, for on/off and hysteresis algorithms, the control signals are based on the function "digitalWrite()" which writes a high or a low value to a digital pin D9 (Fig. 7 and Fig.8).

Based on the results given in Fig. 9 and Table 1, it can be seen that in terms of both rise time and steady state error performances, PID can have the smallest steady state error values, while both on/off and hysteresis controllers seem to be the fastest and have almost oscillations around the above mentioned set points. In addition, on/off and hysteresis sketches use $13 \%$ of program storage space, whereas global variables use $11 \%$ and $12 \%$ respectively of dynamic memory. While PID sketch uses $15 \%$ of program storage space and global variables use $13 \%$ of dynamic memory.


Fig.5: Comparison result at different temperature set points.


Fig.6: Duty cycle of the PWM signal with PID control method.


Fig.7: Digital control signal with on/off control method.


Fig.8: Digital control signal with hysteresis control method.


Fig.9: Curves of the tracking errors.

Table 1: Performance comparison of different controllers in the case of Arduino IDE.

|  | Rise Time <br> (S) | Overshoot <br> $(\%)$ | IAE |
| :---: | :---: | :---: | :---: |
| on/off <br> control | 17.1 | 0.71 | 173.86 |
| PID <br> control | 17.8 | 1.85 | 101.79 |

From the experimental results in figures 10 and 13, it is easy to see which control technique is the most effective on the basis of rise time, overshoot and steady state error. Furthermore, it can be seen from figures 11 and 14 that the PID controller can successfully reach the set points and have the smallest steady state error values. As shown in figures 12 and 15 , the best controller is indicated by the lowest IAE.


Fig.10: Comparison result at different temperature set points.


Fig.11: Curves of the tracking errors.


Fig.12: The integral curves of the absolute value of the error.


Fig.13: Multistep responses obtained with ON/OFF, hysteresis and PID controllers.


Fig.14: Curves of the tracking errors.


Fig.15: Curves of the integral of the absolute error.

The second tool discussed in this paper comes from the Matrix Technology Solutions Limited. It is based on visual programming language that can facilitate learning by manipulating program elements graphically on a flowchart as it is depicted in Fig. 18, Fig. 19 and Fig.20. From the output waveforms in Fig.16, it can be seen that PID controller has emerged to be best in terms of performance with very small steady state errors as it is reported in Fig. 17 and Table 2. Control
signals and PWM duty cycle
ratio are illustrated in Fig.21, Fig. 22 and Fig. 23, respectively. In terms of memory size, on/off and hysteresis sketches use $15 \%$ of program storage space. PID sketch uses $17 \%$ of program storage space.


Fig.16: Multistep responses obtained with ON/OFF, hysteresis and PID controllers.


Fig.17: Curves of the tracking errors.

Table 2: Performance comparison proposed control methods controllers in the case of flowcode IDE.

|  | Rise Time <br> $\mathbf{( S )}$ | Overshoot <br> $(\%)$ | IAE |
| :---: | :---: | :---: | :---: |
| on/off <br> control | 11.2 | 1.71 | 161.79 |
| PID <br> control | 11.7 | 0.46 | 82.33 |



Fig.18: Flowchart of the ON/OFF control method.


Fig.19: Flowchart of the hysteresis control method.


Fig.20: Flowchart of the PID control method.


Fig.21: Digital control signal with on/off control method.


Fig.22: Digital control signal with hysteresis control method.


Fig.23: Duty cycle of the PWM signal with PID control method.

The third tool presented in this paper is the mBlock 3, developed by Makeblock Co., Limited. Thus, the Arduino Uno board is programmed using the mBlock software through block-based coding oplatferontrobhich turns coding into a visually scratch programming language. As shown in Fig.24, Fig.25, and Fig.26, the proposed control techniques are represented in the form of blocks using the scratch programming tool. From Fig. 27 and Fig.28, the results show that the PID controller can guarantee good performance with small steady-state errors and a good tracking capability (Table 3). Duty cycle ratio and control signals are given in Fig.29, Fig. 30 and Fig. 31 respectively. In terms of memory size, PID sketch uses $21 \%$ of program storage space and global variables use $26 \%$ of dynamic memory. While on/off and hysteresis sketches use $19 \%$ of program storage space, whereas global variables use $24 \%$ and $25 \%$ respectively of dynamic memory.


Fig.24: Block-based coding of the ON/OFF control method.


Fig.25: Block-based coding of the hysteresis control method.


Fig.26: Block-based coding of the PID control method.


Fig.27: Comparison result at different temperature set points.


Fig.28: Curves of the tracking errors.


Fig.29: Duty cycle of the PWM signal with PID control method.


Fig.30: Digital control signal with ON/OFF control method.


Fig.31: Digital control signal with hysteresis control method.
Table 3: Performance comparison between PID and ON/OFF controllers in the case of mBlock

|  | Rise Time <br> $(\mathbf{S})$ | Overshoot <br> $(\boldsymbol{\%})$ | IAE |
| :---: | :---: | :---: | :---: |
| on/off <br> control | 8.5 | 2.96 | 152.74 |
| PID <br> control | 9.1 | 0.1 | 37.63 |

The last tool tackled in this paper is the Matlab, developed by Mathworks. Matlab is an advanced programming environment and a high level interpreted language. In this study, Matlab support package for Arduino hardware is used to perform the following tasks: acquire analog sensor data from Arduino board, generate digital or analog (PWM form) output for a temperaturecontrolled heating element, and plot live data collected from analog sensor connected to Arduino board. Fig. 32 represents multistep responses obtained with on/off, hysteresis and PID controllers. The main advantage of logic controllers is fast
dynamic responses, but they are usually associated with oscillations around set points. Therefore, as can be seen from Fig.33, the PID controller can achieve very good tracking performance with small steadystate tracking errors (Table 4). Fig. 34 represents the duty cycle ratio of the PWM signal which is generated by PID controller. Furthermore, with Matlab support package for Arduino hardware, it is only possible to see results from input/output instructions immediately, without having to compile.


Fig.32: Comparison result at different temperature set points.


Fig.33: Curves of the tracking errors.


Fig.34: Duty cycle of the PWM signal with PID control method.

Table 4: Performance comparison between PID and ON/OFF controllers

|  | Rise Time <br> $(\mathbf{S})$ | Overshoot <br> $(\boldsymbol{\%})$ | IAE |
| :---: | :---: | :---: | :---: |
| on/off <br> control | 13.4 | 0.8 | 191.47 |
| PID <br> control | 13.8 | 0.21 | 110.91 |

## 6. Conclusion

In this study a simple thermostat system based on Arduino Uno board has been described. A serial monitor has been used to display the measured temperature value, the set point, the tracking error, and the IAE index. Also, LCD display has been used in order to display the desired and the actual temperature. Four coding environments have been described and used to implement the conventional control techniques and validate the proposed system. PID controller has resulted a good performance with very less percentage of overshoot than other two control techniques.
In comparison with other popular similar coding tools, Arduino IDE offers advantages of ease of coding, code optimization, has a lot of peripheral support (including many third-party libraries), and operates on any operating system. Graphical programming is superior to the conventional programming software in error free results, easy to understand, fast and user-friendliness. Hence, novice designers can perform simple practical experiments anytime and anywhere. In addition, the implementation of conventional control techniques offers to beginners a platform for learning the main concepts of control system and embedded system.

The proposed system is an inexpensive alternative oriented to control education. The future work will focus on the implementation of fuzzy control with a graphical programming tool.
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