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Abstract

This thesis investigates the problems of the Active Queue Management
(AQM) techniques for congestion control in TCP networks. Random Early
Detection (RED) and the RED-based stratgies, which adopt the AQM ap-
proach, are evaluated through simulation. Two main problems of RED, and
its variants, are considered. The first problem is the mismach between the
average and actual queue sizes. The second problem is the parameter config-
uration. This thesis proposes three new RED-based strategies and simulates
them using the NS-2 simulator. These novel strategies are evaluated and com-
pared with current RED based strategies. The proposed strategies are: Queue
Sectors RED (QSRED), Risk Threshold RED (RTRED) and Weighted RED
(WTRED). The performance of these strategies is evaluated using performance
indicators such as: throughput, link utilization, packet loss and delay.

QSRED divides the router buffer into equal subsectors and monitors the
queue dynamics. The actual drop probability p, and maximum drop proba-
bility max, are adjusted depending on the position of the actual and average
queue sizes; ¢ and avg respectively.

Currently, RED maintains a maximum threshold maz;, and minimum
threshold minyg,. The second RED modification, RTRED, adds a third drop-
ping level. This new dropping level is the risk threshold risk;, which works
with the actual and average queue sizes to detect the immediate congestion in
gateways. Congestion reaction by RTRED is on time. The reaction to con-
gestion is neither too early, to avoid unfair packet losses, nor too late to avoid
packet dropping from time-outs.

The third proposed RED modification, WTRED, adjusts the weight pa-

rameter w, dynamically, to reduce the mismatch between the average and ac-
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ABSTRACT i
tual queue size. WTRED also adjusts the maximum and minimum thresholds,
to increase network throughput and link utilization.

The simulation results demonstrate the shortcomings of RED and RED-
based strategies. The results also show that QSRED, RTRED and WTRED

achieve greater network performance over other strategies.
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CHAPTER 1

Introduction

Transmission Control Protocol (TCP) is the transport layer protocol that
governs 90% of data transfer in the Internet [10] [81] [32]. As the Internet has
evolved and the number of users have dramatically increased, new techniques
should be developed to grant fair resource allocation between users.

Congestion is created when demand exceeds the available capacity. Due
to uncoordinated resource sharing, the Internet has suffered from the problems
of long delays in data delivery, wasted resources due to lost or dropped packets,
and even possible congestion collapse, which appears when the entire network
stalls [38].

Congestion can be solved by numerous approaches. Traditionally, In-
ternet routers used the First In First Out (FIFO) system, dropping from the
tail of queues to control congestion. Queue management has evolved over the
years and become an active area of research. This thesis proposes new queue

management strategies.

1.1. Overview of the congestion problem

The main data streaming unit in TCP is the byte. TCP assigns a se-
quence number to each byte transmitted; this is then used for flow control
and data acknowledgment. In the Internet, however, data transferred in seg-
ments (packets). Upon data segment arrival, the destination acknowledges the
receipt of the segment by sending an acknowledgment (ACK) with the next
expected data segment number. If the ACK is not received within a time-
out interval, the data is retransmitted. The receiver advertises the number
of bytes it can receive beyond the last received TCP segment. This prevents

overflows in the receiver’s internal buffer. The advertised number of bytes is

1



1.1. OVERVIEW OF THE CONGESTION PROBLEM 2
called the advertised window and is included in the header of each ACK sent
to the source.

The Round Trip Time (RTT) is the time spent between sending a seg-
ment and its ACK received by the sender. This includes the propagation,
transmission, queuing, and processing delays over all intermediate routers.

In TCP networks, segments traverse the queues of routers. A character-
istic of TCP traffic is that segments may arrive in bursts from one or more
sources. Buffers help routers absorb bursts until they can recover. In the
case of excessive traffic, buffers are overloaded, and new incoming packets are
dropped. Statistical solutions such as: increasing the buffers size or adding
more buffers are ineffective [64] because excessive bufferring can cause lengthy
delays [65]. Thus, the congestion window cwnd is used to prevent the gateway
buffer being overwhelmed.

Network congestion is indicated by two events: the first is the packet loss
which is detected by a time out [38|; while the second is the duplicated ac-
knowledgment [67]. In case of congestion, TCP reduces the window size (cwnd)
which represents the data sending rate. This adjustment depends on the rate
of acknowledgments arriving at the source. The TCP source node adjusts
the congestion window based on congestion signals. It decreases it when the
level of congestion goes up and increases it when the level of congestion goes
down. This mechanism is commonly called Additive-Increase/Multiplicative-
Decrease (AIMD) [12]. It is clear that the increment/decrement of the ACK
arrival depends on the state of intermediate routers. In other words, the ACK’s
arriving and data sending rates will be matched, unless there is a congested
router. This automated TCP congestion detection exists according to three

main modes:

e Slow start and congestion avoidance: TCP-Tahoe [38|.
e Fast Retransmit and Fast Recovery: TCP-Reno [67] [2].
o TCP-Vegas [8].
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These TCP modes and other implementations are further investigated in sec-

tion 2.6 on page 16.

1.2. Queue management and congestion control

The Internet is a packet delivery system. Congestion can cause high
packet losses and increase delays; which reduce network performance. Hence,
congestion control is the most essential element of TCP. Any discussion of con-
gestion would naturally involve queuing. A variety of queuing techniques are
used for network buffer management. Proper queue management minimizes the
number of dropped packets and network congestion, as well as improving net-
work performance. TCP sources detect congestion through duplicate ACKs.
Intermediate routers use Active Queue Management (AQM) approaches to de-
tect network congestion. These techniques operate directly on the router buffer
by measuring and monitoring the average queue size.

Current internet congestion handling strategies are used to improve per-
formance, generally indicated by high throughput, high link utilization, low
loss rate and low end-to-end average delay. Accordingly, many congestion
control approaches have been proposed. Congestion can be controlled using
strategies applied by the TCP sender. These strategies are source algorithms,
for example, Vegas [8] and Tahoe [38]. Another type of strategy applied by in-
termediate routers is called the network algorithm, such as, Tail Drop [7] and
RED [29]. Source algorithms and network algorithms are required to work

together to control congestion.

1.2.1. Congestion recovery

Classic network routers manage congestion by setting a maximum queue
length (threshold). When the queue size exceeds the allowed threshold, all in-
coming packets are subsequently dropped until buffer space becomes available.
This technique is called Tail Drop (TD) as packets are dropped from the tail of

the queue. TD was considered an effective congestion control technique until
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the detection of two serious drawbacks. These shortcomings are the full queue
and lockout; which are described in chapter 5. Tail drop controls congestion
reactively in which congestion is detected after the buffer is overloaded. Tt
can also cause global synchronization when all network sources reduce their
sending rate simultaneously. This can lead to low link utilization or lockout
problem where a few sources monopolize the whole link bandwidth [27].

Global synchronization and lockout problems can be solved by apply-
ing a random drop technique in the intermediate router. Whenever a new
packet arrives at a congested gateway, a packet is randomly dropped from the
queue. Therefore, the probability of dropping a packet from a particular flow
is proportional to the bandwidth share of that flow. This technique informs
aggressive users that their traffic contributes to congestion more than other
users in the network. Random Drop (RD) provides fair resource allocation be-

tween connections and improves the network throughput for connections with

longer RTTs [33].

1.2.2. Congestion avoidance

The congestion recovery techniques react slowly to congestion. These
techniques often detect congestion after the buffer has overflowed. They do
not solve the full queue problem, and for this reason, the congestion avoidance
approach has been proposed.

The full queue phenomenon can be avoided by predicting congestion in
its early stages. Thus, a proactive approach must be implemented in the
intermediate router to detect the initial stages of congestion. This approach is
often referred to as Active Queue Management (AQM). Instead of the actual
packet drops, AQM marks packets at the congested router and informs the
sources to slow down. The marking technique can be implemented by a bit
set in the packet header.

AQM achieves the following goals:
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e Prevents global synchronization.
e Determines an average queue size and reduces delays.
e Removes bias against bursty traffic.
e Determines and penalizes aggressive users causing congestion.

e Reduces the packet drop rate using the marking technique.

Random drop was originally proposed as a congestion recovery approach. How-
ever, with the Early Random Drop (ERD) enhancement, it can be used as a
congestion avoidance technique. The drop rate in ERD is bounded by the
level of congestion in the gateway. The basic design of the ERD is to set a
fixed threshold. Whenever the queue size exceeds this threshold, packets are
dropped randomly from the queue. More sophisticated forms of ERD drop
packets based on an Exponentially Weighted Moving Average (EWMA) in-
stead of the actual queue size. ERD outperforms the traditional TD technique
in terms of flow segregation, however, the ERD technique does not provide fair
resource allocation or restrain aggressive users. ERD does have bias against
sudden bursts of traffic [33].

Random Early Detection (RED) was proposed by Floyd and Jacobson
[29] to overcome the drawbacks of ERD. The main goal of RED is to pro-
vide an efficient mark/drop rate to control the average queue size and avoid
biases against bursty traffic. Initial stages of congestion are detected by the
average queue size. If the average queue size exceeds a preset threshold, RED
drops/marks arriving packets with a drop probability; this is a function of the
average queue size. RED gateways maintain low average queue size whereas
occasional bursts are allowed to pass through.

RED has been a hugely influential strategy in the area of AQM. It main-
tains a set of parameters to control congestion. However, RED is very difficult
to parametrize, it being possible for RED performance to operate similarly to
tail drop under some traffic conditions. Parameter measurement and the rec-

ommended values have been subject to change over time. Subsequently, many



1.3. ORGANIZATION OF THE THESIS 6

RED-based strategies have been proposed since the original RED proposal. In

almost all studies, the parametrization of RED depends on simulation obser-
vations and examination under particular traffic conditions.

This thesis proposes three RED-based strategies with new parameter

configurations to increase network performance.

1.3. Organization of the thesis

Chapter 1 has reviewed the fundamentals of congestion control. Chapter
2 presents the TCP source congestion control strategies and the queue man-
agement approaches, with a particular focus on Active Queue Management
(AQM). Chapter 2 also describes the Random Early Detection (RED) and
RED-based strategies for handling router congestion.

After a thorough review of TCP and AQM; three RED-based strategies
along with their performance evaluation are proposed in Chapters 3, 4 and
5. Several problems, associated with the design and implementation of cur-
rent RED-based strategies, are addressed. The performance of the proposed
strategies is compared with RED variants using the NS-2 simulator.

Chapter 3, investigates the mismatch between the microscopic and macro-
scopic behaviours of RED queues. An active queue management strategy called
Queue Sectors RED (QSRED) is proposed to solve this problem. QSRED mon-
itors the queue dynamics in different queue sectors to avoid this mismatch.
Chapter 4 presents a novel active queue management algorithm RTRED. Us-
ing a third drop level, RTRED reduced the unfair packet drops. Similarly,
more disadvantages of current RED-based strategies are described in Chap-
ter 5 and a novel RED-based strategy (WTRED) is proposed to overcome
these shortcomings. WTRED uses adjustable weight parameter to reduce the

mismatch between the microscopic and macroscopic behaviours of the queue.



CHAPTER 2

Literature Review

This Chapter presents a literature review of the congestion problem. Sec-
tions 2.1 to 2.6 summarize the history of TCP congestion control. Traditional
TCP variants such as, Tahoe, Vegas and AIMD are described in these sections.
The readers can skip sections 2.1 to 2.6 if they are familiar with these topics.
Sections 2.7 and 2.8 presents congestion control using the queue management
approach in intermediate routers. Section 2.9 describes the Random Early
detection (RED). RED-based strategies are described in section 2.10. The
problems associated with Active Queue Management (AQM) are described in
section 2.11. Section 2.12 describes some non AQM based congestion control
techniques. Finally, the Chapter is summarized in section 2.13.

Network congestion is a phenomenon caused by the overloading demand
for finite network resources. When demand exceeds the available capacity of
the network, performance will be reduced resulting in long delays and higher
packet losses. The most severe result of congestion is the collapse of a network,
in which the entire network stalls [64].

It is very important to design congestion control strategies that keep the
network operating optimally. Congestion control strategies should decrease
the demand by adjusting the sending rate to the congested links. Allocating
more buffers or providing faster links, which are the features of many statistical
solutions, do not prevent the network from congestion [64]. Theses statistical
solutions can cause severe congestion resulting in poor performance.

The term flow control is sometimes confused with congestion control.
Flow control is a window-based technique used by TCP sources to prevent
slow receiver buffers from being overwhelmed by fast senders. Thus, these

strategies are called source algorithms. The congestion window (cwnd) is the
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2.1. WHAT IS CONGESTION? 8
amount of data that can be sent before receiving an acknowledgment. In the
absence of congestion, the window is increased to increase the sending rate. In
case of congestion, the window is decreased to reduce the sending rate until
congestion is reduced.

TCP flow control techniques, such as TCP-Tahoe and TCP-Reno, have
been in use for long period of time. However, buffer space in the routers is
finite, and therefore techniques are required to manage the queue size. Hence,
various congestion control strategies; such as Random Early Detection (RED),
have been proposed to prevent congestion in the intermediate router. This type
of strategy is a network strategy because it is applied by network components,
such as routers, to control congestion.

Accordingly, there are two approaches to deal with network congestion;
reactive and proactive approaches. The reactive approach, which is applied by
source algorithms such as Tahoe and Reno, starts recovering after a network
buffer is overflowed. The proactive approach aims to prevent buffer overflow
using strategies applied in the intermediate router. RED [64] is an example of

a proactive approach.

2.1. What is congestion?

It is normal for several IP packets to arrive simultaneously at the inter-
mediate router; waiting to be forwarded over a congested link. Hence, interme-
diate routers use buffer space to queue packets until they can be serviced. In
some stages, the sending rate of network sources exceeds the available buffer
space in routers and a packet has to be dropped. In this case, traditional
routers, which use a First In First Out (FIFO) queue management technique,
drop packets from the tail of the queue.

An infinite buffer would not solve congestion; because the generated
queue will be unlimited which increases the end-to-end delay. A packet ex-

posed to long delays may have already timed out and been retransmitted by
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the source [55]. A small buffer size is better than a large one; because this will

reduce delays and save memory resources.

2.1.1. Congestion collapse

Congestion increases delays in data delivery and wastes network resources
through lost packets. It could also lead to congestion collapse when all net-
work connections cease. Congestion collapse dramatically degrades network
throughput as illustrated in Fig. 2.1. Congestion collapse has appeared in
different forms since the early days of the Internet. The first instance was
described in 1984 [54]. Nagle noticed duplicated retransmissions for packets
already received or still in transit. This form of congestion collapse reduced
network throughputs.

The severe form of congestion collapse is caused by undelivered packets.
This form of congestion collapse wastes the network bandwidth, due to drop-
ping packets, before they reach the end destination. The solution to this form
of congestion collapse is to reduce the offered load. There are also two forms
of congestion collapse described by Sally Floyd [23], which are fragmentation-
based congestion collapse and congestion collapse from stale packets. The
former is a result of transmitting packet fragments that will be definitely dis-
carded by the receiver, because they cannot be reassembled into a valid packet.
The latter caused through wasting the network bandwidth with packet trans-

missions, which are no longer wanted by the user.

2.1.2. Congestion and misbehaving users

Misbehaving users ignore congestion signals and tend to use more than
their allowed bandwidth. Thus, misbehaving users receive better service than
cooperating users and degrade the stability and operation of the network.

TCP traffic is responsive traffic, which reduces the sending rate in re-

sponse to congestion signals. TCP is designed to share the network with other
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FIGURE 2.1. Throughput as a function of the offered load.

types of traffic, such as UDP, which is unresponsive to congestion signals. In
the absence of proper congestion control techniques; mishehaving UDP traffic
users will use more than their fair share of network resources such as band-
width. Therefore, it has been suggested [54] that misbehaving users should be
disconnected. It has been also suggested by Floyd in [23] that the best place
to detect misbehaving users is in the network itself.

Stability is measured by the level of cooperation in the network [4] be-

cause it allows for fair resource allocation.

2.1.3. Fuair resource allocation

Fairness becomes a problem when users compete for their resource share
with unsatisfied demands. Fair resource allocation is satisfied when each user’s
throughput matches all other users that share the same bottleneck link [39].
Hence, the Internet Engineering Task Force (IETF) has considered the opera-
tion of fairness as follows [58]:

e Resources are allocated in increasing order of demand.
e A user is never allocated a share higher than its demand.

e All users with unsatisfied demands are allocated equal shares.
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2.1.4. Congestion Control approaches

Resource allocation consists of two parts; end-to-end and per-link man-
agement [60]. Therefore, congestion control is classified as host-based and
router-based techniques; relating to the place in which these techniques are
implemented.

Flow control is implemented in the end hosts. Network sources are re-
sponsible for end-to-end flow control depending on routers feedback. When
the gateway is about to be overloaded, TCP sources reduce the sending rate
until the gateway recovers from congestion. Feedback can be implemented by
the end host to avoid local buffer overflow in the case that a fast sender is
overwhelming a slow receiver buffer. However, feedback can be implemented
separately by intermediate routers; in which packet drops are the main signal
of congestion. TCP responds implicitly to packet drops by reducing the send-
ing rate, which is the simplest form of congestion control. However, treating
the router as a black box has some limitations on resource allocation control
and reduces the services provided by the network.

Routers are aware of the initial stages of congestion; thus they have to
play a greater role in congestion control. There are two techniques used by
routers for buffer and bandwidth management. The first option is to make
direct bandwidth allocation on an output link. The second option is to make
indirect bandwidth allocation by managing the router queue size.

There are two approaches for congestion control: the first is the conges-
tion recovery which is often confused with the term congestion control. The
second approach is congestion avoidance. Congestion recovery approach starts
controlling congestion after the gateway is overloaded. Conversely, congestion
avoidance applies measures to reduce congestion before the gateway is over-
loaded. In the literature, the term congestion control is used to denote both

approaches.
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2.2. TCP performance parameters

The literature has used different parameters, with different definitions,
to measure the performance of TCP networks. Five parameters are commonly
used for this purpose [25] [16] [1] [29] which are: throughput, link utilization,
packet loss, delay and jitter. Following are some of the other parameters that

are used to measure network performance [34]:

Round trip delay: The time required for an IP datagram to travel
from source to destination and back. This parameter includes propa-
gation time and queuing delay.

One way delay: Due to network characteristics such as routing and
bandwidth limitations; the one way delay is not always half of the
round trip delay. The estimation of this parameter is very important
in highly interactive applications, such as voice over IP.

Maximum delay: It represents the maximum allowed one way delay
for high network performance rate.

Delay jitter: Reflects the variability of one way delay between IP data-
grams. Higher jitter indicates lower network performance, especially
for multimedia applications.

Packet loss rate: Packets can be dropped by intermediate routers due
to buffer overflow. They can be also lost at buffers due to physical
errors. The loss rate is the ratio of correctly received packets to the
number of propagated packets.

Effective bandwidth: It is also called the effective throughput which
is the number of bytes that transferred in one second through the
network.

Throughput variation: The variability of throughput over a given
time scale.

File transfer time: The time taken by a file or object to be trans-

mitted from source to destination. This can be estimated using the
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connection effective throughput.
Fairness: This parameter reflects the fairness of resource allocation be-
tween network clients.
Resource consumption: TCP techniques that consume fewer network

resources reflect high network performance.

2.3. Acknowledgments

Four types of acknowledgments are used to confirm data delivery at the

destination. These acknowledgments are [34]:

ACK-only segment and piggybacking: The receiver sends ACKs packet
by packet. The ACK can contain a zero payload; which is called the
ACK-only technique. Another option to include the ACK number
within a data packet, is called the Piggybacking.

Delayed ACK: Instead of acknowledging packets one by one; a delayed
acknowledgment can be sent for a group of segments.

Duplicate ACK: A duplicate ACK can be used to indicate missing
packets implicitly in TCP networks. For example, if n — 1, n and
n + 1 are subsequent packets. When packet number n — 1 is received,
the receiver sends ACK number n. This is to inform the reciever that
packet number n — 1 is received safely and the next expected packet
is number n. If packet number n is lost in the network and packet
number n + 1 is arrived then it is implicitly known by the receiver
that packet number n is missing. In this case, the receiver sends
ACK number n + 2 to confirm the recipient of packet number n + 1
and to inform the sender of the next expected packet which is n + 2.
Even though the ACK number n has been previously triggered to the
sender, a duplicated ACK with number n is resent to the sender to
reorder segment number n. Some TCP variants take benefits out of

this technique to control congestion.
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FIGURE 2.2. Example of a sliding window in TCP networks.
2.4. Flow control and sliding window

Time out or triple acknowledgment are used as signals of congestion in
TCP networks. When congestion occurs, a TCP congestion control algorithm
informs the TCP sender to reduce the sending rate, by halving the congestion
window size. The self-clocking behavior is a method used by network sources
to regulate the sending rate. Section 2.5 describes this behaviour. The maxi-
mum number of bytes that can be released unacknowledged by TCP senders
is called the window size. As this window increases and decreases to regulate
bandwidth, it is known as the sliding window and is shown in Fig. 2.2.

In this example, the window size is five bytes and the bytes numbered 1
to 5 have been sent. Technically, the next window would contain bytes 6 to
10, but the actual operation is slightly more complex. Since bytes 1 to 3 have
been acknowledged but 4 and 5 have not been acknowledged yet, they would
not be excluded from the next window; unless they are acknowledged. Instead
of that, the next window would contain bytes 4 and 5 before it slides to cover
the bytes 6, 7 and 8. This technique is helpful in case bytes 4 and 5 are lost

and have to be retransmitted by the sender.

2.5. Traditional source congestion control

Flow control techniques in TCP are used to dynamically adjust the
senders advertised window. The available buffer space at the receiver is the
criteria to do this adjustment. Due to the design principles of TCP, inter-
mediate routers would not send acknowledgments to the sender. It is, also,

not permitted for them to adjust the congestion window cnwd. Thus, another
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set of mechanisms are applied to indicate congestion at intermediate routers.
These mechanisms depend on packet loss or time out to adjust the conges-
tion window. The actual transmission window is set to the minimum of the
advertised window and congestion window. The following sections describe
three of the traditional source techniques that are used to control congestion

in intermediate routers.

2.5.1. Slow start

Slow start mechanism requires a sender to start transmissions slowly and
then increase the sending rate. The maximum number of packets that can
be sent is not predetermined. Hence, the Slow Start mechanism transmits
packets slowly to probe the capacity of the network. The sender starts by
sending one packet. When the ACK returns, the sender increases the window
size by one. Window growth is exponential during this phase [65]. When
ACKSs stop arriving, the sender determines that it has reached the network
capacity. Consequently, the window is degraded to one packet which takes the
sender back to the slow start phase.

Slow start is not a congestion prevention technique. It smooths out
the sending rate to prevent immediate congestion. Gateway overloading is
unavoidable, and eventually, a segment has to be dropped. Therefore, this
technique would not be an efficient way to avoid congestion collapse or to

avoid long delays in data delivery [38].

2.5.2. Congestion avoidance

As an effort to prevent gateway overloading, this technique bounds the
exponential increase of the slow-start congestion window. When the window
size reaches a threshold that is called the slow start threshold (ssthresh) the
window is increased linearly, one packet per ACK. Fig. 2.3 illustrates this

technique.
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2.5.3. Additive-Increase/Multiplicative-Decrease(AIMD)

The classic TCP variants used to maintain prefixed cwnd and ssthresh
parameters. Newer variants of TCP, such as Reno, adjust these two parame-
ters dynamically. At the congestion avoidance phase, the cwnd parameter is
increased by fixed amount of data, normally one packet. This increment is
called the Additive Increase. Time outs or duplicate Acks halves the ssthresh
and reduces the cwnd, normally to one packet, returning the sender back to
the slow start phase. These two decrements of the cwnd and ssthresh are
called the Multiplicative Decrease. In case of successive time out events, the
parameter ssthresh will be reduced exponentially until it reaches the value

two.

2.6. TCP variants

Some drawbacks were discovered in the congestion control algorithms of
the classic TCP implementations. As discussed in previous sections, congestion
collapse [41] was one of the serious troubles caused by these shortcomings.

Therefore, many TCP modifications, such as TCP-Tahoe [38], were proposed
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to overcome these problems. The following section reviews the most common

TCP variants:

2.6.1. TCP-Tahoe

A time out event in traditional TCP variants is interpreted as a packet
lost causing the sender to retransmit lost packets. TCP-Tahoe uses different
techniques to retransmit the lost packet [38]. Duplicate ACKs are used to
speed up packet retransmission before the timer expires. TCP-Tahoe reacts
to duplicate ACKs by reducing the ssthresh parameter to half of the current
cwnd and the cwnd itself is reduced to one packet; which means that the
network has entered the slow start phase. As the traffic is accumulated and the
sending rate is heavily increased, the network enters the congestion avoidance

phase.

2.6.2. TCP-Reno

TCP-Tahoe and TCP-Reno [67] [2] use duplicate ACKs to indicate packet
loss. Instead of returning to the slow start phase in TCP-Tahoe, TCP-Reno
goes into the congestion avoidance phase by halving the parameter cwnd and
assigning the new cwnd to the parameter ssthresh; (cwnd = ssthresh). This
new phase of TCP-Reno is called the fast recovery phase. TCP-Reno keeps
track of all lost packets and tries to retransmit them during this phase. TCP-
Reno does not enter the slow start phase unless the congestion window becomes

very small due to multiple packet losses.

2.6.3. TCP-Newreno

TCP NewReno does not leave the fast recovery phase due to multiple
packet losses [13] [26] [36]. It reduces the congestion window by the number of
acknowledged packets minus one, then assumes that the packet after the most

recently acknowledged one is lost and retransmit it.
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2.6.4. TCP-SACK

Selective ACK (SACK) is an extension that can be enabled alongside
NewReno. SACK is sent to the sender when multiple packets are lost. The
sender uses this SACK as an image of the receiver queue, then detects and
retransmits the lost packets without waiting for a time out [13] [49]. New
packets cannot be sent unless all outstanding packets are acknowledged. If
ACKs are not received on time, TCP-SACK uses Reno’s time out technique
to retransmit lost packets.

During the fast recovery phase, a parameter called pipe is set to the
number of outstanding packets in transit. The sending rate should be less
than the cwnd. Therefore, the sender sends data only when the pipe value
is less than the cwnd. The pipe value is increased by one with every sent
packet and decreased by one with every ACK included in a SACK. The pipe

is reduced by two only with multiple packet losses.

2.6.5. TCP-FACK

TCP Forward Acknowledgment (FACK) is designed to retransmit mul-
tiple lost packets. This technique maintains information about the highest se-
quence number of acknowledged packets using two parameters which are fack
and retran — data. The first maintains the sequence number of the last con-
firmed packet by SACK. The second, maintains the number of retransmitted
but not yet confirmed packets. The amount of outstanding data is estimated

using Eq. 2.1.

(2.1) OSD = EFDS — fack + retran — data

Where:
OSD: The amount of outstanding data.

EFDS: Estimated forward data sent.
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FACK does not change the value of the cwnd during the fast recovery
phase. Instead, it keeps the rate of outstanding data to be one segment within

a cwnd. Thus, the fast retransmit in TCP-FACK is more promptly [48].

2.6.6. TCP-Vegas

Vegas [8] is a TCP variant that does not reduce the congestion window
relating to segment loss. Vegas pipe is assigned the value of the expected
throughput. When the network becomes congested, the actual throughput
will be less than the expected throughput and the cwnd is adjusted relating
to this event.

The sending time of each segment is recorded and the related round trip
time is estimated upon ACK arrival. A base round trip time (BaseRTT )
is maintained for each connection. This parameter is assigned the value of
the lowest recorded round trip time among the packets that have been sent
through the same connection. The expected throughput is estimated using Eq.

2.2.

(2.2) Exy, = WZ/BaseRTT

Where:

Exy,: The expected throughput.

W Z: The current congestion window size.

The actual throughput is calculated per round trip time. Fig. 2.4 illus-
trates the algorithm of Vegas, where Dif f is the difference between the actual
and the expected throughput. Two parameters, o and [ are normally used to

represent the heavy weight and the light weight of network data respectively.
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FIGURE 2.4. TCP Vegas algorithm.

2.6.7. TCP Vegas modifications

A modification of slow start independent from packet loss was proposed
with TCP-Vegas. The congestion window is adjusted exponentially every sec-
ond round trip time and the other round trip time is used to calculate the
Dif f parameter. If Dif f is less than a preset parameter o then Vegas jumps
from the slow start phase to the congestion avoidance phase. This provides
better estimation of the available bandwidth of the connection.

As a new retransmission technique, Vegas retransmits packets for each
duplicate ACK, instead of waiting three duplicate ACKs. This new technique
is only applicable if the estimated RTT is greater than the time out value. If
lots of packets are lost in the same block, or if the window size is small, then

the triple ACK becomes an impossible condition. This problem can be fixed
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using the modified Vegas.

2.7. Queue management and congestion control

TCP networks apply queue management algorithms to control congestion
in intermediate routers. There are two main approaches to control congestion.
The first approach is the Passive Queue Management (PQM). The second is the
Active Queue Management (AQM). PQM is a congestion recovery approach
which starts congestion control after the gateway buffer is overloaded. AQM
is a congestion prevention approach in which congestion control starts before
the gateway buffer is overload.

In PQM, if a packet is dropped at the intermediate router due to buffer
overflow, then senders have to wait for time out event before they reduce
their sending rate. In this case, congestion is detected by senders implicitly.
This reaction by senders is called the Implicit Congestion Notification (ICN).
In contrast, the Explicit Congestion Notification (ECN) is a technique that
allows intermediate routers to mark the congestion bit in a packet header
rather than dropping it. When ECN marked packet arrives at the destination,
the receiver sets the congestion bit in the ACK’s header before it is replayed
to the sender. ECN is very effective with moderate cases of congestion. If
congestion is excessive then dropping packets is considered to be more efficient
solution [62].

Normally, PQM threshold is the buffer limit, but AQM threshold is suf-
ficiently less than the buffer limit. This makes a difference between AQM and
PQM approaches. In PQM, when the queue size reaches a prefixed threshold,
all incoming packets are dropped in order. Conversely, AQM drops packets
randomly.

A lot of strategies have adopted the PQM approach. Drop-From-Front
(DFF) is a PQM strategy that drops packets from the front of the queue to
make space for recently arrived packets. Push-Out (PU) is another implemen-

tation of PQM in which the packets are dropped from the end of the queue
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to make space for the new arrived packets. The well known Tail Drop (TD)
strategy drops all arriving packets from the tail of the queue. Despite the ben-
efits of queue management and congestion handling, PQM suffers from some
problems. Full Queue problems occur when the gateway continually sends
full queue signals to sources for a long period of time. Lock out occurs when
TD allows a few connections to monopolize the whole buffer space. Global
Synchronization occurs when all TCP senders reduce their sending rate simul-
taneously; resulting in low network throughput. These problems are further
described in subsequent chapters.

Active Queue Management (AQM) strategies, such as Random Early De-
tection RED [29], were proposed to solve the problems of the Passive Queue
Management (PQM) strategies. AQM improves network throughput by reduc-
ing the number of dropped packets in the intermediate router. Moreover, the

small queue size which is maintained by AQM reduces the average network

delay [34].

2.8. Intermediate router congestion control

Prior to the introducton of DECbit in 1988, routers maintained large
buffers to accommodate transient congestion caused by high speed networks.
These large buffers resulted in large delays. Thus, it was necessary to minimize
the queue size without degrading throughput.

Instead of using packet loss to indicate congestion, it was proposed to
detect congestion using other indicators. These indicators include: the esti-
mated bottleneck link service time, changes in throughput as well as changes
in end-to-end delay. However, it has been shown that the most efficient place
to detect congestion is in the intermediate router itself |29].

DECbit [40] is one of the earliest congestion control strategies that was
applied to intermediate routers. When the average queue size exceeds a pre-
fixed threshold, DECbit informs senders of congestion explicitly. It sets a

congestion bit in the packet header to inform senders of congestion. For every
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packet arrival, the average queue size is calculated for the current gateway
busy period. Also, the overhead of the previous busy and idle periods will af-
fect the calculation of the current average queue size. If the calculated average
is more than one, the congestion bit is set in the packet header. For every
second round trip time, if half or more of the packets from the last window
were marked then the source reduces its sending window size exponentially.
Otherwise, the window is increased linearly.

Early Random Drop (ERD) [33] is an intermediate router strategy. When
the queue size exceeds a predefined level, packets are dropped with a fixed drop
probability. It was suggested as a future work in ERD’s proposal to maintain
adjustable threshold and drop probability [33]. The subsequent sections shows
that this enhancement was achieved by the Random Early Detection (RED)
[29].

Research shows that ERD solves the global synchronization problems
caused by TD [33]. However, ERD is unable to control misbehaving users |78].
This might enable misbehaving users to be assigned an unfair proportion of
the bandwidth.

[PSource Quench [61] is a congestion control strategy that revealed the
use of two dropping levels or thresholds. The gateway sends a source quench
message when the average queue size exceeds the first threshold [60]. If the
queue size exceeds the second threshold, the gateway could discard arriving

packets other than ICMP packets.

2.9. Random Early Detection (RED)

Random Early Detection (RED) [29] is a gateway congestion control
strategy that adopts the active queue management approach. RED main-
tains two dropping levels and uses an Exponentially Weighted Moving Aver-
age (EWMA) to control congestion. This section evaluates the design and

performance of RED.



2.9. RANDOM EARLY DETECTION (RED) 24

2.9.1. RED design guidelines

RED controls the average queue size to avoid congestion in intermediate
routers. It was designed to avoid global synchronization and bias against
bursty traffic. It also provides techniques to bound the average queue size
without transport layer support [29].

The main goal of designing new congestion avoidance techniques is to
maintain low delay, high throughput, as well as to detect the initial stages of
congestion. Congestion avoidance strategies should also reduce queue sizes to
reduce delays. Some queue fluctuation should be permitted to accommodate
bursty traffic and transient congestion [64].

As the gateway has direct control over the queue, congestion is easily
detected in the gateway itself. This gives the gateway the ability to warn
individual senders that are overwhelming the buffer.

Connections are set with different round trip times, throughput require-
ments and delay sensitivity. The average queue size in RED is estimated using
a low pass filter. The gateway is able to determine the appropriate short-lived
bursts that can be accommodated by the queue. RED achieves this by con-
trolling the time constants used by the low-pass filter. Thus, RED is able to
detect congestion that lasts multiple round trip times [29].

Congestion avoidance schemes must decide which connections are to be
notified of congestion. If congestion is detected and the gateway is not yet full
then the packet drop technique is an inappropriate option to notify sources of
initial congestion. Instead, RED marks packets and the corresponding source
reduces its window size. Legacy TCP variants do not provide a congestion
bit in packet header. In this case, the packet must be dropped to inform the
source of congestion [29)].

If many connections were simultaneously notified of congestion via packet
loss, they will reduce their sending rate simultaneously; resulting in low through-

put [30] [79]. This problem, which exists in Tail Drop gateways, has been
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alleviated using RED because RED drops packets randomly from the queue.
Tail Drop and Early Random Drop gateways suffer from bias against
bursty traffic [28]. When a particular burst connection is overwhelming the
gateway, eventually a packet has to be dropped due to buffer overflow. RED

also addressed bias against bursty traffic.

2.9.2. RED algorithm

RED maintains an Exponentially Weighted Moving Average (EWMA) of
the buffer size on Internet routers |29]. Equations 2.3, 2.4 and 2.5 illustrate

how the drop rate of packets is calculated. Table 2.1 illustrates the RED

algorithm.
(2.3) avg = (1 —w,) x avg +w, * q
(2.4) Do = max,( vy —
Maxy, — Ming,
(2.5 —
' Pa = Db 1 — count  py
Where:

avg : average queue size.

w, : a weight parameter, 0 < w, < 1.
q : current queue size.

pp - immediately marking probability.
mazx, : maximum value of py.

ming, : minimum threshold.

maxy, : minimum threshold.

Pa : accumulative drop probability.

count : number of packets since the last marked packet.
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TABLE 2.1. Detailed Algorithm of RED.

Initialization :
avg =0
count = —1
for each packet arrival
calculate the new average queue size avg :
1f the queue is nonempty
avg = (1 —wy)avg + wy,
else
m = f(tzme - qtime)
avg = (1 —wy)™avg
ifming, < avg < maxy,
ncrement count
calculate probability p, :
Po = max,(avg — ming,)/(maxy, — ming,)
Pa = mu/(1 = count. % p)
with probability p, :
mark the arriving packet
count = 0
elseif maxy, < avg
mark the arriving packet
count = 0
elsecount = —1
when queue becomes empty
Qtime = time

time :current time.

Grime - Start of the queue idle time.

f(z) : a linear function of the time ¢.

The RED gateway has two preset thresholds, the maximum and the
minimum thresholds. Every time a new packet arrives at the gateway, the
avg value is calculated. If this value is greater than the maximum threshold,
then all incoming packets must be marked or dropped. If it is less than the
minimum threshold, the arriving packet enters the queue without marking or
dropping. When this avg value is in between the minimum and the maximum
thresholds, then incoming packets will be dropped or marked with probability
Pa |22].

In this way, RED achieves the following;:
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e Connections with higher input rates receive proportionally more drops
or marks than connections with lower input rate
e Maintains an equal rate allocation
e Removes biases against bursty traffic

e Eliminates global synchronization

For more details of the RED design principles see [20] |24].

2.9.3. Calculating RED’s average queue size

A low pass filter is used to estimate the average queue size in RED. The
use of this low pass filter prevents transient congestion and short-term bursty
traffic from affecting the average queue size. The time constant of the low
pass filter is represented by the parameter w, in Eq. 2.3 which is the weight
parameter used to calculate the average queue size. This parameter can be
assigned a value between 0 and 1. The recommended default value is 2 x 1073
[29]. The upper and lower bounds of this parameter are described in the next

section.

2.9.4. Bounds for the weight parameter

RED gateways do not filter transient congestion if the value of w, is
very large [29]. The weight parameter is bounded by the desirable average
queue size. The minimum threshold and maximum threshold are also taken
into account when estimating the average queue size. Chapter 5 proposes a
new parameter configuration for the weight, minimum threshold and maximum
threshold parameters.

Eq. 2.6 is used to estimate the desirable average queue size. This average
represents the increase of an empty queue from zero to L packets over L packet
arrivals. For example, if the queue has increased from 0 to 100 packets and
the desirable average, avgy, is 4.88 then the weight parameter to achieve this

average is 0.001. The minimum threshold must be always greater than the
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avgy. If the weight parameter is set too low then it would not reflect the

changes of the average queue size; delaying the initial detection of congestion

29].

(1-— wq)LH -1

(2.6) avgg = L+ 1+
Wq

Floyd and Jacbson assumed that if a packet arrives at an empty queue
with avg equals zero then the desirable average queue size is 0.63 [29].

During steady state, the packet arrival rate will be equal to the departure
rate. Thus, for the previous assumption, the actual queue size will be one
packet as long as the gateway is in the steady state. Now, the question is how
many packets are required to increase the average from zero to 0.63. RED,
uses the formula —1/1In(1 —w,) to estimate this number [77]. For w, = 0.001,
it takes the gateway 1000 packet arrivals to increase the average from zero to
0.63. With w, = 0.002, the number of packet arrivals is 500. For w, = 0.003
this number is reduced to 333 packet arrivals. Thus, it is again the desirable

average that determines the lower bound of the weight parameter.

2.9.5. Configuration of the maximum and the minimum thresholds

The optimal values of the minimum and maximum thresholds also depend
on the desirable average queue size. In order to increase the link utilization, the
minimum and maximum thresholds should be sufficiently large, especially, for
bursty traffic [29]. The maximum threshold parameter should be based on the
maximum average delay permitted by the gateway. It is recommended to set
the difference between the maximum and minimum thresholds larger than the
typical increase in the calculated average queue size. It is also recommended
to set the maximum threshold to at least twice the minimum threshold. The
strategy Weighted RED (WTRED), which is presented in Chapter 5, suggests

an alternative configuration of these parameters.
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2.9.6. Calculating the packet marking probability

The initial mark probability p, is a linear function of the average queue
size which is illustrated in Eq. 2.4. This probability determines the num-
ber of packet arrivals between two marked packets. The parameter maz, in
Eq. 2.4 represents the maximum value for p, that is allowed before the av-
erage queue size reaches the maximum threshold. The RED proposal [29|
recommends packet marking at regular intervals. If many marked packets
have short or long intervals between them then this will cause global synchro-
nization. Hence, RED uses a uniform random variable to determine the gaps

between two marked packets [29)].

2.9.7. Evaluation of RED

RED has been evaluated against the following aspects [29]:

Congestion avoidance: If RED uses the packet drop mode to indicate
congestion then RED grants average queue size less than the maxi-
mum threshold. If the packet mark mode is used then RED will use
ECN to mark packets. In addition, the average queue size can be
effectively controlled if RED uses the optimal weight parameter.

Appropriate time scales: When using ECN, it takes at least one round
trip time for the gateway to recognize the reduction in the arrival rate.
In RED, the time scales for congestion detection and source to respond
are roughly matched. Connections would not reduce the window size
as a result of transient congestion at RED gateways.

No global synchronization: Packet marking rate in RED is bounded
by the level of congestion. The probability of marking packets is
increased with the congestion level. Thus, RED avoids global syn-
chronization by marking packets at low levels of congestion.

Simplicity: Due to the simplicity of the algorithm, RED can be imple-

mented with moderate overhead in current networks.
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Maximizing global power: Network power is the ratio of throughput
to delay. RED using the marking technique has full control over the
average queue size. It was shown that the global power in RED is
higher than TD with high link utilization.

Fairness: In contrast to Drop Tail, RED does not discriminate against
particular connections [28|, because connections receive marking sig-
nals proportional to their share of the bandwidth. However, RED
does not grant equal throughput. Also, misbehaving users are not
fully controlled. The level of congestion is identified easily by RED.
Connections that use large bandwidth are also identified. Therefore,
these connections can be controlled to organize the throughput during
congestion.

RED is appropriate for a wide range of environments: RED drops
packets randomly from the queue. This makes RED applicable for
connections with different round trip times, throughput and number
of active connections. The average queue size reflects the traffic load
allowing the marking rate to be adjusted correspondingly. Even with
mixed networks (TCP and UDP), RED is able to control conges-
tion by dropping packets. If packet dropping is not recognized by the
transport layer in sources then congestion, eventually, will be detected

when the average queue size hits the maximum threshold.

2.9.8. Parameter sensitivity

The only parameter that must be set in TD is the buffer size. RED
maintains a set of parameters that work together to control the average queue
size. Also, to control the time intervals to compute the average queue size and
maximum rate of packet marking. Congestion avoidance mechanisms should
have parameters that are less sensitive and they should be applicable for a

wide range of networks with different bandwidths.
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The parameters w,, min, and mazy, are set according to the desirable
queue size and the duration of bursts allowed in the queue. The parameter
max, is the maximum bound of the actual drop probability p, which has a
wide range of settings. In the presence of moderate congestion, RED marks one
packet out of 1/max, packets. When congestion becomes heavy, the marking
technique cannot control the average queue size. When the average queue
size reaches the maximum threshold, RED drops every arriving packet until
congestion is controlled.

Parameter configuration in RED is a complex procedure. However, there
are few tips in how to configure RED’s parameters to increase network per-
formance under a wide range of traffic conditions. Adequate calculation of
the average queue size requires the weight parameter to be set greater than
or equal to 0.001. Weight parameters set below 0.001 will obstruct RED from
recognizing the actual changes in the queue size [29].

Large minimum threshold maximizes the network power parameter, which
is the ratio of throughput to delay. The optimal minimum and maximum
thresholds is an area that requires further research. Due to the bursty na-
ture of network traffic; fluctuations in network queues becomes a common
behaviour. If the minimum threshold is set too low then the average queue
size will be too low as well, resulting in poor link utilization.

In order to avoid global synchronization, the difference between the min-
imum and maximum thresholds must be large enough to avoid marking too
many packets at the same time. The difference should be larger than the typi-
cal increase in the average queue size during a round trip time. It is suggested
by the RED proposal [29] to set the maximum threshold twice the minimum
threshold.

2.10. RED-based strategies

RED was proposed by Sally Floyd and Van Jacobson in 1993 [29]. Since

then, many RED-based strategies were proposed to increase network perfor-
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mance. Some variants propose new parameter configuration for the original
RED proposal. Other strategies add extra parameters to enhance RED’s func-

tionality.

2.10.1. Blue RED

RED relies on the average queue size to detect congestion. Blue-RED
[16], uses the history of packet loss and link utilization to manage congestion.
In Blue-RED, arriving packets are marked or dropped using a single prob-
ability. In case of buffer overflow and continuous packet drops, Blue RED
increases the sending rate of congestion notification by increasing the marking
probability. In case of empty queue or idle link, the marking probability is de-
creased. For optimal operation of RED, it must be configured with sufficient
buffer space to accommodate bursty traffic. Also, the congestion notification
rate must suppress the transmission rate without reducing the link utilization.
When the number of active connections is large, the generated traffic is ex-
tremely bursty [15] [17]. Bursty traffic causes rapid increases and decreases in
the active queue size which defeat RED’s reaction [16].

It is recommended, for ideal RED performance, to set the buffer space
in the intermediate router twice the delay bandwidth product [70]. Large
bandwidth delay products, considerably, increase the end-to-end delay and
jitter which affect the running of the interactive applications.

Comparing with RED, Blue-RED maintains a single drop probability p,,
which is increased when the gateway buffer is overflowed and decreased when
the queue is empty or the link is idle. Table 2.2 illustrates the Blue-RED
algorithm.

A variant of Blue-RED updates the drop probability when the queue
size exceeds a certain value L. This adjustment provides more free space in
the buffer for transient bursts of traffic. It also allows the queue management

technique to control the delay when the queue size becomes large [16]. In
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TABLE 2.2. Blue-RED algorithm.

Upon packet loss (or ¢ > L) event:
if ( (now — last_update) > freeze_time ) then
last-update = now
Upon link idle event:
if ( (now - last _update) > freeze time ) then
Pm = Pm — d2
last _update = now

order to control the frequency of changing the drop probability, Blue-RED
uses extra parameters. The freeze —time parameter determines the minimum
time interval between two subsequent adjustments of p,,. Constant values of
the freeze—time cause global synchronization [28|. Thus, the value of the
freeze—time must be randomized. The parameters d1 and d2 determine the
amount to increase and decrease the drop probability respectively. It is also
recommended to set d1 significantly larger than d2 because the link utilization
will be reduced whenever the queue management technique becomes aggressive

or conservative.

2.10.2. Other RED wvariants

Many RED-based strategies were proposed with different parameter con-
figuration. RED was originally designed to work with TCP/IP best-effort
services. However, some RED variants were proposed and evaluated for dif-
ferentiated services [11] such as multimedia UDP traffic [59] and ATM traffic
control [63]. This section describes other RED-based strategies proposed in

the literature. Some of these strategies have been evaluated in [10] [50] [52].

Dynamic RED (DRED): [3], tries to stabilize the queue size around
a desired length (Q,f) which is expected to stabilize link utilization
at a preset level. The packet drop probability is adjusted according
to the deviation of the queue length from Q),.s.

Stabilized RED (SRED): [56], drops packets according to the calcu-

lated number of flows and the current queue size. The number of flows
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is calculated without maintaining a per-flow account. Buffer utiliza-
tion in SRED is stabilized at a level which is independent from the
load level.

Adaptive Virtual Queue (AVQ): [42]|, a modified packet model is
used as a Virtual Queue (VQ), instead of the queue length to regulate
buffer utilization. In case of VQ overflow, the size and the link capacity
of the VQ are adjusted proportional to the estimated input rate and

dropped packets.

2.11. Problems with AQM

Most of the Active Queue Management strategies use the average queue
size to determine congestion. This causes some problems like the mismatch
between macroscopic and microscopic behavior of queue length, insensitivity

to the input traffic variations and some configuration problems.

2.11.1. The mismatch between macroscopic and microscopic behav-

wor of queue length

The microscopic behavior of a router is the stable dynamics of the average
queue size. These stable dynamics reflect the long term behavior of a router.
In contrast, the short-term dynamics of the actual queue size are called the
microscopic behavior of a router.

Some studies have shown varied dynamics between the average and actual
queue sizes [10] [50] [56]. For instance, when a large number of bursts arrive at
a RED gateway, the actual queue size is rapidly increased, resulting in buffer
overflow. If the queue weight parameter is too small then the average queue
size will be increased slowly, despite accumulating congestion. Sources will
reduce their sending rate after a congestion signal is triggered due to packet
drop at the gateway. After congestion problems have been rectified and the

actual queue size is decreased, the average queue size will be high due to
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previous peaks in the actual queue size. Therefore, packet dropping will be
continued even after congestion problems have been rectified, which unfairly

penalizes packets recieved after the congestion event.

2.11.2. Insensitivity to the input traffic load variations

The actual queue size is the best early indicator of congestion. Due to
the use of the average queue size, the current variations in the traffic are not
recognized by AQM strategies. This leads to unfair packet drops between
connections. However, AQM strategies that tend to use the actual queue size
to indicate congestion, instead of using the average queue size suffer from worst

cases of unfair packet drops. Chapter 4 proposes a solution for this problem.

2.11.3. Configuration problem

Parameter configuration in AQM strategies is a difficult task, especially
for RED. AQM modifications have been proposed to increase network perfor-
mance which are evaluated using analytic modeling and simulation [15] [16]
[44] [56] [19]. Unfortunately, these modifications work only for specific traffic
conditions but not for realistic IP traffic [10] or a heterogeneous traffic environ-
ment [81]. Parameter configuration problems arise from the tradeoff between
the design goals of AQM and the nature of the real IP traffic [64]. RED was

proposed to accommodate excessive traffic load.

2.12. Congestion control approaches other than AQM

Active Queue Management is not the only approach that is employed
to control congestion in current TCP networks. A few more approaches are
also applied to solve this problem. Some of these approaches are architectural
approaches, others are economic approaches.

Architectural approaches tend to enhance the source algorithm, network

algorithm or both of them to provide better congestion control. These kinds
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of approaches do not affect the design principles of TCP. Source algorithms
use the implicit congestion notification without any assistance from the inter-
mediate router. Network algorithms use the Explicit Congestion Notification
(ECN). However, source and network algorithms can cooperate between each
other to improve the network resource allocation as well as effective congestion
control [31].

Using mathematical modeling and analysis, economic approaches have
been proposed to provide better congestion control. The pricing-based ap-
proaches and the optimization approaches are subsets of the economic ap-
proaches. In the pricing-based approaches, packets or bandwidths are priced
and used as congestion control devices for differentiation of services. The
optimized-based approaches use game-theoretic techniques or mathematical
programming to evaluate the behavior of users or networks. The following
section describes one example for each set of approaches.

Dynamic Adaptive Window (DAW) [53] is an Architectural approach
that provides a distributed algorithm to calculate end-to-end window size using
analysis of closed queuing networks. The window size in DAW is adjusted ac-
cording to packet-delay estimations instead of packet drop events. Congestion
is determined by comparing the end-to-end delay to the range of acceptable
delay.

Smart Market (SM) [47] is a pricing-based approach that allocates net-
work resources based on packet prices. The prices of the packets are deter-
mined using the level of demand for link bandwidth. The network accepts
packets with bid price that exceeds the instant cut-off amount. This amount
is bounded by the marginal congestion cost imposed by the next additional
packet. Unaccepted packets are returned back to the source or forwarded to
another slow link.

Low [46] proposed an optimized based approach which considers links and
sources as processors of distributed system. Data sending rates are selected by

sources. Accordingly, network links determine the prices of the bandwidth to
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organize the decisions that are made by sources. In addition, a Random Early
Marking (REM) algorithm was proposed to use probabilistic packet marking
using the explicit congestion notification bit in IP header [62] [18].

Economic approaches unlike architectural approaches require main changes
in the design principles of TCP. Architectural approaches replace the packet
drop event by ECN technique to indicate congestion. This thesis investigates
network congestion control strategies that preserve the design principles of the
TCP protocol. The thesis also investigates strategies that use the packet drop
event to indicate congestion in intermediate router, such as TD and RED.

Hence, architectural and economic approaches are out the scope of this study.

2.13. Summary

This Chapter presented the principles of TCP congestion control. The
congestion control strategies are described from TD to the current state of the
art AQM strategies. RED-based strategies suffer from three problems: the
mismatch between macroscopic and microscopic behavior of queue length, pa-
rameter configuration and the insensitivity to the input traffic load variations.
The first two problems are investigated in the subsequent chapters, and some

solutions are proposed and evaluated.



CHAPTER 3

Queue Sectors RED (QSRED) Strategy

Traditional congestion control strategies use the actual queue size to
control congestion in TCP gateways. In contrast, RED uses an Exponentially
Weighted Moving Average (EWMA) of the queue size to control congestion.
Some research suggests that there is a mismatch between the microscopic and
macroscopic behavior in RED’s queue management mechanism. This Chapter
investigates this problem and proposes Queue Sectors RED (QSRED) strat-
egy to enhance performance. QSRED is simulated against RED and ERED
(Effective RED) by measuring: throughput, link utilization, packet loss and
average delay using the NS2 simulator. The results suggest that Queue Sectors
RED (QSRED) helps RED overcome the mismatch between microscopic and
macroscopic behavior of queue length dynamics.

This Chapter is organized as follows: Section 3.1 presents a background
about the use of the average and actual queue size parameters in TCP conges-
tion control. Section 3.2 describes the relationship between the queue dynam-
ics and buffer overflow. Section 3.3 describes the limitations of Effective RED
(ERED). Section 3.4 presents some of the gaps in ERED’s implementation. A
novel strategy QSRED is proposed in Section 3.5. The network topology and
simulation results are presented in Sections 3.6 and 3.7 respectively. Section

3.8 summarizes this Chapter.

3.1. Background

Abbasov and Korukoglu proposed ERED [1] and claimed that it provides
greater throughput and packet send capability when compared with other RED

variants. This research also states that other RED variants reduce their queue
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size to zero when the buffer overflows, lowering network performance. In con-
trast, ERED only reduces the packet drops in case of buffer overflow. Abbasov
and Korukoglu also state that other RED variants cause buffer overflows in
the presence of bursty traffic. This Chapter investigates the algorithm and
simulation scenarios of ERED and proposes enhancements.

Modern TCP routers implementing RED play a major role in queue
management and congestion control. As described in Chapter 2, TCP routers
dropped packets from the tail of the queue; hence called TD routers. TCP
uses packet drops in intermediate routers as a signal of congestion. When a
TD gateway overflows due to persistant congestion; all network sources reduce
their sending rate simultaneously, reducing the link utilization. This problem
is called global synchronization. ERED adds functionality to the classic RED
algorithm to avoid this problem. This function is achieved by monitoring the
actual queue size in the gateway.

Congestion control is subject to design strategies and algorithms that
can dynamically control traffic sources when demand exceeds the available ca-
pacity. Enhancements to TD were proposed to avoid global synchronization.
Therefore, new queue management approaches avoid the direct use of the ac-
tual queue length in estimating the drop level. Also, the new congestion control
strategies aim to inform TCP senders of congestion before the buffer overflows.
Newer congestion control mechanisms use the average queue size instead of the
actual queue size to estimate the drop level. In addition, the drop probability
is calculated to determine the drop rate which is increased/decreased whilst
the average queue size traverses from low to high levels in the gateway buffer.

Queue management algorithms drop packets from the gateway buffer de-
pending on a preset queue level (threshold). When the queue size exceeds this
threshold, the gateway starts dropping packets to avoid congestion. Classic
congestion control strategies monitor the actual queue size to handle conges-
tion. Instead of the actual queue size check, the Random Early Detection

(RED) maintains an Exponentially Weighted Moving Average (EWMA) to
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monitor the queue dynamics. When the average queue size exceeds the thresh-
old, RED drops packets randomly from the queue.

Research showed that there is a difference between the behaviours of the
actual queue size and the average queue size [10] [56] [50]. It is possible for
RED gateway to maintain a low average queue size whilst a peak in the actual
queue size is exceeding the threshold and approaching the buffer limit. Hence,
the average queue size dynamics are referred by the macroscopic behavior of the
queue. Similarly, the microscopic behavior of the queue denotes the dynamics
of the actual queue size. This Chapter discusses the mismatch between the
microscopic and macroscopic behaviour of queue length dynamics in AQM

strategies, particularly RED-based strategies.

3.2. The queue sizes mismatch and buffers overflow

Historically, congestion used to be controlled by network source mech-
anisms. When the intermediate router overflows and a packet is dropped,
the source algorithm detects congestion and reduces the sending rate. As the
field of congestion control evoloved, researchers noticed that the best place
to control congestion is the gateway itself; because the gateway recognizes
the dynamics of the actual queue size. Therefore, many gateway algorithms
have been developed to detect the initial stages of congestion and avoid buffer

overflow.

3.2.1. Source algorithms and buffers overflow

When router buffers become full, packets are dropped. TCP senders
detect lost packets with duplicate acknowledgements. This means that the
source algorithm detects congestion after the intermediate router is overflowed
and a packet is already dropped.

Source algorithms are very useful for congestion control in TCP networks.

However, there must be a strategy to manage the intermediate router queue
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and inform the source of congestion implicitly or explicitly. Thus, TCP source
algorithms works in conjunction with the intermediate router algorithms.

As mentioned in Chapter 2, traditional queue management strategies
were simple. The gateway defines a drop level (threshold) which is normally
the queue limit. Whenever the queue size exceeds this drop level, the gateway
starts dropping packets in the order they arrive which is First-In First-Out
queue management. One of the simplest and oldest implementations for queue
management is the Tail Drop (TD); in which the packets are dropped from
the tail of the queue. A packet has to be dropped first due to buffer overflow,
then TCP source detects congestion implicitly.

The TD algorithm has three major problems. The first is the lock out
problem. This occurs when a few nodes monopolize the whole network band-
width [64]. The second problem is the full queue problem which occurs when
a gateway continually sends full queue signals to sources for an extended pe-
riod of time [64]. The third problem is the global synchronization when all
TCP sources reduce their sending rate at the same time [29]; resulting in low
throughput. Global synchronization is investigated in Chapter 5. Lock out

and full queue problems are described further in Chapter 4.

3.2.2. Gateway algorithms and the avoidance of buffer overflow

As illustrated in section 3.2.1, gateways used to suffer from the buffer
overflow problem. There was a need to detect the initial stages of congestion
and inform the TCP source before buffer overflow. This approach is called
the Active Queue Management (AQM). The Random Early Detection (RED)
adopts the active queue management approach by maintaining an Exponen-
tially Weighted Moving Average (EWMA) of the queue size on intermediate
routers [29]. Instead of dropping packets based on the actual queue size, RED
drops packets based on the average queue size avg. The drop rate of RED

is increased/decreased using a drop probability p,. Equations 2.3, 2.4 and
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2.5 illustrate how RED calculates the average queue size avg, the initial drop
probability p, and the accumulative drop probability p, respectively.

By maintaining two drop levels (the maximum and minimum thresholds),
RED overcomes the drawbacks of TD. In order to control congestion efficiently,
these two drop levels should work in conjunction with other parameters, such
as the weight parameter w, and the maximum drop probability maz,. How-
ever, parameter configuration in RED is difficult because it is dependent on the
traffic type [51]. Parameter setting also depends on the number of active con-
nections, buffer space limitations and the severity of congestion. For example,
if the difference between the maximum and minimum thresholds is too small
then the strategy operates similarly to the TD implementation. Conversely, if
this difference is too big, then RED would mismatch the average and actual
queue sizes; resulting in buffer overflow. It is the same for parameter w, in Eq.
2.3. Small values for this parameter lead to a mismatch between the average
and actual queue length dynamics.

RED also has a problem with the setting of the drop probability p, which
is a function of the parameter max,. The parameter maz, is a constant in
the traditional RED implementation. If the max, parameter is assigned high
value, then the drop probability p, will be high; resulting in unfair packet
drops. Therefore, some RED variants have proposed to use a dynamic max,
parameter [64] [15].

The estimated average queue size in RED does not reflect the mean
of the actual queue size; rather it is a function of the weight parameter in
Eq. 2.3. Smaller weight parameters exacerbate the mismatch between the
average and actual queue sizes. When the mismatch happens, the actual queue
size exceeds the available buffer size and a packet is dropped. For example,
RED may not recognize a current peak in the actual queue size because it
is working with the average queue size which is kept low. Immediately, the
congestion is detected by the source algorithm due to packet drop using the

TCP self-clocking technique. In this case, network performance under RED
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may be similar to TD. Therefore, the mismatch between the microscopic and

macroscopic behaviour of queue length dynamics causes three problems:

(1) The congestion avoidance technique used by RED will be switched
back to congestion recovery by the source algorithm.

(2) Same as TD, RED will suffer from lock out, full queue and global
synchronization.

(3) Higher drop rate is expected due to buffer overflow.

Figure 3.1 depicts the mismatch between the average and actual queue sizes.
The average queue size, in RED gateways, is the macroscopic behavior of
that queue because it reflects the long term dynamics of the queue length.
Conversely, the microscopic behavior of queue reflects the short term dynamics
or the actual queue size. Prior research has shown large differences between
the average and the actual queue dynamics [10][50] [56].

Problems occur when traffic bursts arrive at an already congested gate-
way. If RED maintains a small weight parameter then the average queue size
will be increased slowly. As a result, the gateway buffer overflows and packets
are dropped. Congestion will be only detected by TCP sources. After con-
gestion returns to the normal level, the average queue size will be increased.
This can lead to unnecessary packet drops. These unnecessary drops cause the
congestion window to be reduced after congestion has been alleviated and well
be below the optimal level.

Effective RED (ERED) [1] strategy is a modification of RED. In this
strategy, two drop levels max‘y, and min‘y, have been added to the normal
RED algorithm. The strategy monitors both the average and actual queue
sizes to avoid the mismatch between the average and actual queue sizes. This

has the benefit of reduced buffer overflows and drop rates.

3.3. Effective RED (ERED) Strategy

Effective RED provides some enhancements to the classic RED. In small

or empty queue stages, RED drops packets when the average queue size exceeds
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FIGURE 3.1. The mismatch between macroscopic and micro-
scopic of queue length dynamics.

the minimum threshold. With heavier traffic loads, the actual queue size is
increased quickly and approaches the queue limit which is an indicator that
the buffer is overloading. The average queue size, in this case, is not large
enough to make random drops.

ERED outperforms RED, allowing more aggressive packet dropping to
quickly reduce the actual queue size before the buffer overflows. ERED [1]
provides additional parameters to the traditional RED proposal. When the
actual queue size is accumulating quickly and approaching the buffer limit
associated with a low average queue size, ERED uses an aggressive packet

drop technique to prevent buffer overflows.

3.3.1. The RED implementation

RED proposes that, if the average queue size is in between the minimum
and maximum thresholds, then it indicates an initial stage of congestion and
reacts by performing a random packet drop technique to avoid buffer overflow.
When the average exceeds the maximum threshold; it means that the gateway
suffers from severe congestion and the drop rate is not enough to regulate the
send rate. In this case, all incoming packets are dropped. The question is: what

will happen if the buffer becomes full but the average queue size is below the
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maximum threshold?. This scenario is an example of the mismatch problem
between the macroscopic and microscopic beviours of the average and actual
queue sizes. ERED is proposed by Babek Abbasov and Serdar Korukoglu to
avoid this problem. Section 3.3.3 describes the ERED’s algorithm.

Abbasov and Korukoglu noticed that RED avoids overreacting to tempo-
rary traffic bursts and instead reacts to longer-term trends. They also noticed
that, when RED thresholds are compared to the weighted average with a typ-
ical weighting factor (w, of 1/512 ), it is possible that no forced drops will
occur, even when the instantaneous queue length is quite large.

The random drop technique is triggered by RED when the average queue
size exceeds the minimum threshold up to the maximum threshold. In contrast,
forced drop technique for every arriving packet is performed by RED when the
average exceeds the maximum threshold. The drop probability in the random
drop area is calculated depending on other parameters which are: the initial
drop probability py, maz, and avg.

When a new packet arrives and the average queue size is in between
the minimum and maximum threshold, a random number R € [0, 1] from
the uniform distribution on [0,1] is assigned to that packet. RED algorithm
marks/drops the arriving packet if R < p,. Abbasov and Korukoglu have an-
other comment about this technique. The impact of a given average queue size
is bounded by the value of min,, which depends on both maz, and mawy,.
All these parameters are preset by RED and the criteria of setting those pa-
rameters is not clearly determined. This means that one may find a value for
miny, that results in good performance, but it may only be in combination
with particular values of max, and maz,,. This can be generalized for all RED

parameters. See section 2.9 for more details on RED.
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3.3.2. RED’s shortcomings

It has been shown that RED outperformed TD in many aspects. Ab-
basov and Korukoglu [1] discuss that there are some drawbacks in RED’s per-
formance. Using the NS2 simulator, they highlighted some weakness in RED’s
algorithm through analysis of simulation results for RED’s parameters. They

noticed the following malfunctions in RED performance:

e In the case of extreme congestion, RED still only marks a fraction
(max,) of the arriving packets and the gateway will fail to control
the average queue size until it exceeds the maximum threshold. As
a result, RED will drop every arriving packet until congestion is con-
trolled.

e When the average queue length traverses from the minimum threshold
to the maximum threshold, RED keeps marking/dropping the arriving
packets with probability p,, where p, is a function of the average queue
size. In this case, RED keeps dropping packets, even though the actual
queue size is small or the buffer is empty.

e In case of congestion detection, connections reduce their sending rate
immediately; resulting in quick decrease in the actual queue size whilst
the average queue size is decreased slowly. Therefore, arriving pack-
ets will be unfairly dropped with higher drop probability due to the
high average queue size. This problem is caused by false congestion
notification.

e In case of heavy traffic loads, the queue will accumulate quickly and
exceed the buffer limit whilst the average queue size is less than the
minimum threshold, causing buffer overflow before the activation of
the random drop technique.

e RED performance is reduced when the number of active connections

increases.



3.3. EFFECTIVE RED (ERED) STRATEGY 47
e RED is very sensitive to traffic load variations and many queue oscil-
lations are observed.
e RED performance is negatively affected by large packet sizes.
e RED behavior is determined by four parameters: miny,, maz,, max,
and w,. Erroneous configuration for one of these parameters will

reduce RED performance.

3.3.3. ERED’s algorithm

ERED proposes some changes to the original RED algorithm to avoid
the drawbacks in section 3.3.2 without changing the queue weight parameter
wy. ERED strategy adjusts the maximum threshold maxy, and the minimum
threshold min,, parameters. Eq. 3.7 and Eq. 3.8 illustrate how ERED sets

these parameters.

(3.7) maxy, = 2 % maxy,
(3.8) miny, = At ; e ming,

If (min}, < avg < max}, ) & (¢glen > minj,), ERED drops each arriving
packet with probability p, to match the current queue size with the average
queue size. If (avg < min'th) & (qlen > 1.75maxy,) the strategy drops the
arriving packets with probability p,. This technique is used by ERED to avoid
buffer overflow due to a peak in the actual queue size whilst the average queue
size is less than the minimum threshold. Thus, ERED deffers from RED by
applying the actual queue size check in addition to the value of the average
queue size. If (avg > K) & (qlen < T') then avg = N, this is to avoid the
misleading congestion notification. K , T and N are calculated by Eq. 3.9,
Eq. 3.10 and Eq. 3.11 respectively. Table 3.1 illustrates the ERED algorithm.
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Section 3.5 proposes the Queue Sectors RED (QSRED) which is a modification

to overcome some of ERED’s disadvantages.

(3.9) K= Dt > TR 1 ming,

maxeyg, + Mming,

(3.10) T .

+ max;,

2(maxy, + ming,)

(3.11) N = ;

+ mingy,

3.3.4. ERED evaluation

ERED was evaluated [1] using the NS2 simulator. The network per-
formance under ERED has been compared with the performance of BLUE,
REM, SRED, LDC and FRED which are all AQM strategies. RED variants
are normally tested using a bottleneck link topology, which is the same topol-
ogy used by Abbasov and Korukoglu to evaluate ERED. Figure 3.2 illustrates
this topology. In this topology, n TCP sources feed an intermediate router
which is connected to a sink using a bottleneck link. In order to evaluate the
impact of the traffic load variations, TCP sources produce different levels of
traffic loads and hence different levels of congestion on the bottleneck link will
be generated. The maximum size allowed for gateway queue is 50 packets.

Table 3.2 illustrates the parameters that are used for ERED evaluation.
TCP sources used the exponential distribution for packet propagation with
mean of 0.3s. Pareto distribution is used for file sizes with mean 10,000 and
shape 1.5. Table 3.3 shows the performance evaluation for ERED and the
other strategies included in the study.

Abbasov and Korukoglu have tested ERED under a per-flow congestion



3.3. EFFECTIVE RED (ERED) STRATEGY

TABLE 3.1. Detailed algorithm of ERED.

Initialization:
avg =0
count = —1

for each packet arrival
calculate the new average queue size avg:
if the queue is nonempty
avg = (1 —wy)avg + wyq
else
m = f(tzme - qtime>
avg = (1 —wy)™avg
if (miny, < avg < mazy,) && (¢ > minj,)
increment count
calculate probability p,:
po = maxy,(avg — ming,)/(maxy, — ming,)
Pa = s/ (1 — count.py)
with probability p,:
mark the arriving packet
count = 0
else if (avg < min},) && (g > 1.75 *x maxyy,)
calculate probability pg:
Pe = MaT,
Pa = pc/(1 - COUTLt.pC)
with probability py:
mark the arriving packet
count =0
else if (mazx}, < avg )
mark the arriving packet
count = 0
else count = —1
when queue becomes empty
Qtime = time
for each packet departure
if (avg > K) & (¢ < T)
avg = N

FIGURE 3.2. Simulation network topology to evaluate ERED’s
performance [1].
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TABLE 3.2. Parameter configuration for ERED evaluation

| Strategy | Parameter setting |
RED ming, =9, maxy,—15, , w,—0.002, mazx,
=1/150, gentle = true
SRED mazx, = 0.15, p = 0.25
FRED ming = 4
BLUE d1 = 0.00025, d2 = 0.0025,
freeze — time = 100ms
REM ¢»=1.001, v=0.001, w, =0.002
LDC Diarger— 45, wg=0.002, w,=0.998, n =3,
Riargetr=0.95, 7=0.002 s, weights of 3/4
and 1/4 for the delay and load
components respectively
ERED ming, =95, maxy,—15, w,~0.002, max,
=1/150
TABLE 3.3. Performance evaluation for ERED and other RED
variants
Strategy Packets Packets Packets Packet loss || Throughput
received sent dropped rate
\ ERED \ 8370.143 H 8155.071 H 206.3571 H 0.0235 H 1.192354 \
] SRED \ 8521.571 H 8149.929 H 324.7143 H 0.0352 H 1.192310 \
\ RED \ 8487.000 H 8018.6 43 H 463.4286 H 0.0612 H 1.170581 \
| REM | 8459.643 || 8144.214 [ 3044286 | 0.0356 [ 1.190913 |
\ BLUE \ 8358.357 H 8055.500 H 295.2857 H 0.0362 H 1.176324 \
] LDC \ 8448.357 H 8068.214 H 371.8571 H 0.0455 H 1.17936 8 \
\ FRED \ 8631.714 H 7280.500 H 1350.2860 H 0.1755 H 1.054913 \

control model. They ran their simulator for 50s and 100s and compared the

loss rate, delay and jitters of ERED with other AQM strategies. Figure 5.16

illustrates the packet loss rate produced by 50s simulation time. In Fig. 3.4

they increased the simulation time to 100s and monitored the loss rate. In

Fig. 3.11 and Fig. 3.12 they plot the network delay and jitter. Figures 3.5

to 3.10 depicts the actual queue length dynamics for all strategies included in

their study.

Abbasov and Korukoglu claimed that ERED is the most conservative

strategy. As the number of active flows increases ERED achieves the lowest

loss rate, which is depicted in Fig. 3.4. The rest of the strategies were judged
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FIGURE 3.3. Packet loss rate versus number of flows for 50s
simulation time [1].
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FIGURE 3.4. Packet loss rate versus number of flows for 100s
simulation time [1].
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against the loss rate and sorted from lowest to highest as: SRED, REM, BLUE,
LDC, RED and FRED. This study [1] also shows that the refinements produced
by ERED help RED reduce the packet lost rate.

Other performance parameters, such as ‘“total received packets”, “‘total
sent packets’, “total number of dropped packets’, are demonstrated in Table
3.3. ERED dropped 206 packets out of the 8370 packets that arrived at the
gateway during simulation time. The average throughput and average packet
loss rate are 1.192354 and 0.23500 respectively. Thus, ERED outperformed
the other strategies and produced superior network performance. Abbasov
and Korukoglu also monitored the buffer queue size and claimed that ERED
produces steady queue sizes, as illustrated in Fig. 3.5. The results in Fig. 3.5
suggest that strategies other than ERED produce more elastic queues. The
packets are also dropped due to buffer overflow, as illustrated in Fig. 3.6 to
Fig. 3.9.

In the same study, Abbasov and Korukoglu claimed that RED variants
such as FRED often reduce the queue size to zero in case of heavy traffic loads
to avoid buffer overflow. This technique could be successful to avoid buffer
overflow as depicted in Fig. 3.10, has the negatve affect of reducing the link
utilization and throughput and increasing packet loss. This is also illustrated
in Table 3.3.

The authors in [1] proposed ERED as a compromise between aggressive
AQM algorithms such as FRED and conservative strategies such as SRED.
Congestion detection is more accurate in ERED by avoiding the misleading
congestion notifications. In addition, ERED is more sensitive to the earlier
stages of congestion. Section 3, describes ERED’s implementation.

The delay and jitter under the ERED-AQM strategy are illustrated in
Figures 3.11 and 3.12 respectively. As the number of flows increases, FRED
shows the lowest delay and jitter values because of the high packet drop rate.
RED and FRED were both considered as aggressive strategies by the authors
of ERED [1]. The results suggest that RED and FRED produce low delay and
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jitter values.

3.4. Gaps in ERED’s evaluation

The performance of ERED was evaluated against the loss rate. Simula-
tions have shown that ERED reduces the loss rate. This section investigates
the parameter configuration that was used to evaluate ERED, particularly the

maximum drop probability max, and the actual queue size check.

3.4.1. Parameter configuration

The maximum drop probability max, is one of the main parameters
that affect the overall performance of RED variants. Table 3.2 illustrates
the parameter configuration used in |1]. The following sections consider the
accuracy of the max, parameter. Also the configurations of the maximum

threshold, minimum threshold and the drop probability are investigated.
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3.4.1.1. Mazimum drop probability max,: The role of max, is active when
the average queue size is in between the minimum threshold and maximum
threshold. When the average queue size is halfway between ming, and maxyy,,
the gateways drops roughly one out of 1/max, packets. For example, if the
maximum drop probability is preset to 0.1, the gateway drops on average, one
out of 10 of the arriving packets. When the average queue size approaches the
maximum threshold, RED will mark or drop nearly one fifth of the arriving
packets. Thus, the robustness of RED lies in the slow changes in the drop
probability depending on the average queue size changes. In case of heavy
congestion, the average queue size will be preemptively increased. When the
average queue size exceeds the maximum threshold, the drop probability will
be set to one. In other words, the gateway marks/drops every arriving packet.
Floyd and Jacobsen in [29] recommend that setting max, greater than
0.1 will increase the drop rate and make RED too aggressive against bursty
traffic. Conversely, max, values less than 0.01 will unfairly reduce the drop
probability. Abbasov and Korukoglu set maz, to 1/150 in Table 3.2 which is
nearly equal to 0.0067. This was compared with SRED where the max, was
set to 0.15. The configuration for this parameter is not clear for the rest of the
strategies in the same table, except for RED which was set to 1/150. However,
the parameter gentle is set to true for RED and this option multiplies max,
when the average queue size exceeds a predefined threshold. This explains the
low drop rate for ERED comparing with the other strategies included in the
study.
3.4.1.2. Mazimum and minimum thresholds (max, and ming, ). RED works
effectively when the difference between the maximum threshold and minimum
threshold is larger than the typical increase in the calculated average queue
size in one round-trip time [29]. The most efficient values for the maximum
and minimum thresholds are estimated relating to the desired average queue
size. The authors in [1] set the maximum threshold to twice the minimum

threshold which is just a rule-of-thumb recommended for normal traffic in [29].
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For bursty traffic, it is suggested to set a large minimum threshold to increase
link utilization. For traffic in ERED’s simulations, the minimum threshold of
five packets would result in low link utilization. The miny, parameter was not
investigated in [1].

The maximum threshold parameter should be set depending on the max-
imum average delay permitted by the gateway. In addition there should be
enough space between the maximum threshold and minimum threshold in or-
der to absorb the short-lived bursty traffic and transient congestion. Hence,
it would be better to set the maximum threshold, depending on the gateway
buffer space, for heavy traffic loads simulated in [1].

3.4.1.3. Actual and initial drop probabilities (p, and p,). ERED applies a
technique to check the mismatch between the behaviours of the actual queue
size and the average queue size. When the average queue size is less than
the miny, and the actual queue size is nearly twice the maximum threshold
(1.75maxyy,), then ERED drops the arriving packets with probability p, instead
of probability p,. In this case, ERED gateway considers the peak in the actual
queue size as a congestion indication and replaces the actual drop probability
with the initial drop probability to avoid buffer overflow. This scenario has
more than one drawback:

First, the maximum threshold used to evaluate ERED in Table 3.2 is
15 packets. Abbasov and Korukoglu used Eq. 3.8 to calculate the parameter
miny,, also 15 packets. RED drop technique is disabled when the average
queue size is less than the actual minimum threshold (ming,). The actual
queue size check is applied by ERED when the average queue size is in between
the normal minimum and maximum thresholds (miny, and mazy,). In this
situation, ERED will work same as the classic RED strategy.

Second, it has been shown in section 3.4.1.1 that the parameter max,
used in [1] was too small. The study also shows that the lower maximum drop
probability is the lower drop rate for the RED variant. This explains the low
loss rate achieved by ERED in Table 3.3.
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Third, when the average queue size traverses between the minimum and
maximum thresholds, RED uses Eq. 2.4 to calculate the initial drop probability
py. The parameter count represents the number of dropped packets since the
last dropped packet. The count parameter has to be included in the calculation
of the final drop probability p,, in Eq. 2.5. By doing so, RED fairly distribute
the intervals between dropped packets to avoid global synchronization [29]. It
is recommended in |29] that the number of arriving packets between succes-
sive marked packets should be a uniform random variable. Hence, the use of
the initial drop probability p, instead of the accumulative drop probability p,
in ERED will cause global synchronization. Also, the value of p, is always
less than the value of p,. Therefore, ERED is always less aggressive than
other RED variants and drops fewer packets, with the higher risk of global

synchronization.

3.4.2. Actual queue size check

RED divides the gateway buffer into three sectors and calculates the
average queue size. Figure 3.13 illustrates RED’s sectors. Sector one covers
the area between the empty queue and the minimum threshold. If the average
queue size is in this area, RED does not apply any action. The second sector
covers the area between the minimum threshold and maximum threshold. If
the average is in this sector then RED calculates the initial and accumulative
drop probabilities and starts dropping packets using the accumulative drop
probability. If the average queue size exceeds the maximum threshold then
all arriving packets will be dropped. In contrast, ERED divides the gateway
buffer into seven sectors which are illustrated in Fig. 3.14. ERED monitors
both the average and actual queue sizes in three positions. Following is a
comparison between the functions of RED and ERED in the permutations of

actual and average queue lengths:
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Buffer_limit
Sector3
Drop probability p, = 1 (all arriving packets
will be dropped)
Max_th
Sector 2
Packets are dropped with probability p, which
is a function of max,, and p,,.
Min_th
Sector 1 (no packetdrops)
Empty Queue

F1GURE 3.13. RED gateway sectors

3.4.2.1. Position one. If the average queue size is greater than minj, but
not exceeding max}, and the actual queue size is greater than min},, then
ERED determines congestion is moderate. In response, ERED drops the ar-
riving packets with probability p,.

Suppose that the average queue size is already in sector 6 and the actual
queue size is in sector 7, then position one is satisfied. The average queue size
reflects the long term congestion history. As long as the average queue size
reaches this sector, then the gateway has been already congested for a long
period of time. In this case, the gateway suffers from persistant congestion and
buffer overflow is unquestionable. ERED uses the last actual drop probability
pa to drop packets from the gateway. In contrast, RED will apply an earlier
proactive approach. When the average exceeds the maximum threshold, RED
will drop every arriving packet until the queue is reduced below the maximum
threshold.

3.4.2.2. Position two. ERED also applies a misleading congestion check. If
the average queue size is greater than K, which is calculated in Eq. 3.9, and the
actual queue size is less than 7', then ERED mistakenly indicates congestion.

In response, ERED stabilizes the average queue size at N which is calculated
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using Eq. 3.11. Stabilizing the average queue size at a particular level, grants
a uniform distribution for packet dropping which reduces the risk of global
synchronization. This stabilization is perfect when the average queue size is
roughly halfway between the minimum and maximum threshold with adequate
setting for the maximum drop probability [29]. ERED in this position will
maintain high average queue size. For example, the minimum threshold and
maximum thresholds used to evaluate ERED in [1] were 5 and 15 respectively.
Thus, ERED will assign the value 18 for N using Eq. 3.11. In this case,
the average queue size will be greater than the maximum threshold and every
arriving packet will be dropped. Therefore, ERED would not outperform RED

in this position unless inequality 3.12 is satisfied.

(3.12) ming, < N < mazy,

3.4.2.3. Position three. The final check for ERED is when the average
queue size is less than K (sectors 1 and 2) and the actual queue size is greater
than 1.75maxy, (approaching sector 7). In this case, ERED drops packets with
probability p,. The average queue size is very low whilst a peak in the actual
queue size is approaching the queue limit. Sector one should not be investi-
gated in this position because RED variants do not drop packets when the
average queue size is less than the minimum threshold. Sector two belongs to
the area between the minimum and maximum thresholds. In this area, RED
normally drops packets with the accumulative drop probability p, which is al-
ways higher than the initial drop probability p, that is used by ERED. Apart
from the global synchronization that can be incurred by using the initial drop
probability p, the drop rate of ERED will be less than the drop rate of RED.
This was illustrated in section 3.4.1.3.
There are three possible scenarios for ERED’s performance depending on

the nature of the peak in the actual queue size:
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(1) Short lived bursty traffic: if the peak is generated by short lived bursty
traffic, then RED will be more aggressive than ERED and unneces-
sarily drop packets.

(2) Transient congestion: if the peak in the actual queue size is generated
by transient congestion, then there is no need to increase the drop
rate. Therefore, ERED with low drop probability p, will outperform
RED with high drop probability p,.

(3) Persistent congestion: the average queue size reflects the long-term
queue dynamics. The gateway will be misled in detecting the long-
term congestion due to the previous history of the queue. This means
that the gateway has not suffered from any serious congestion prob-
lems for long period of time and the queue will continue in steady
state. When the persistent congestion starts with a peak in the ac-
tual queue length, the gateway would not recognize the congestion.
To solve this mismatch between the average queue size and the actual
queue size, the drop rate must be increased quickly before the buffer

overflows. There are two options to increase the drop rate.

The first option is to increase the drop probability. In this case, the drop
rate of RED will be higher than the drop rate of ERED. Hence, RED will
be better than ERED in controlling the persistent congestion. The parameter
max, can play a main role in increasing and decreasing the drop probability.
If the gateway maintains adjustable maz, parameter, then the drop rate can
be increased and decreased depending on the state of congestion. Abbasov
and Korukoglun used small maxp value to evaluate ERED which makes the
problem of the persistent congestion worse. Section 3.5 proposes new dynamic
maximum drop probability (maxp) to solve this problem.

The second option is to increase the average queue size itself, because the
drop rate in upper sectors is higher than the drop rate in lower sectors. Some

RED variants maintain preset parameters to increase and decrease the average
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queue size. Chapter 5 proposes a new technique to increase the sensitivity of
the average queue size to changes in the actual queue size. This is achieved by

controlling the the weight parameter (w,) in Eq. 2.3.

3.4.3. Queue Sectors

There are some drawbacks in ERED’s drop levels (sectors). Table 3.4
illustrates a sample of the possible configuration for ERED drop levels. The
problem with these thresholds that they mainly depend on the actual maxi-
mum threshold (maxy,) and minimum threshold (ming,). It has been shown
that the setting of these parameters is problematic [29], complicating the de-
sign of ERED. Suppose, for example, that the buffer limit in ERED gateway
is 60 packets. It is easy then to find some scenarios in Table 3.4 where some
of the drop levels exceed the buffer limit. In this case, the gateway will not
apply the ERED algorithm for congestion control; rather it goes back to the
normal RED algorithm.

The job of the thresholds is very critical, because they determine the
time and rate of packets drop. Thus, any erroneous configuration for the drop
level will affect the overall performance of the network. Regardless of the
even distribution for ERED sectors in Fig. 3.14, the real distribution could be
inconsistent. The drop levels can be intersected in the current configuration of
ERED. For example, in scenario 1, Table 3.4, the parameters maxy, and min},
intersect which will disable the function of one of the thresholds. Section 3.5

presents more consistent distribution for ERED sectors.

3.5. QSRED Algorithm

The novel approach in QSRED is to divide the gateway buffer into six
equal sectors. The drop probability and max, parameters are to be adjusted
when the actual and average queue sizes traverse between these sectors. This

section shows how this approach improves network performance and stability.
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FIGURE 3.14. ERED sectors
TABLE 3.4. Sample of ERED’s sectors
] Scenario \ ming, \ K \ MALep, \ min‘y, \ T \ max'y, \ N
1 5) 10 15 15 25 30 18.33333
2 10 15 20 25 35 40 30.00000
3 17 21 25 38 46 50 45.00000
4 25 27.5 30 52.5 57.5 60 61.66666
5) 30 35 40 65 75 80 76.66666
6 50 75 100 125 175 200 150.00000
7 60 100 140 160 240 280 193.33333

ERED added adjustable maxy, and ming, parameters; which matches

the microscopic and macroscopic behaviours of the queue in two situations.

However, ERED still has some drawbacks:

(1) ERED uses the normal parameters of the original RED. Tt is clear from

Eq. 3.7 and Eq.3.8 that max}, and minj, are functions of the normal

maxy, and ming,.

problem as RED [51].

Those parameters have the same configuration

(2) The strategy would be more powerful if the max;, and ming, are

adjustable during the simulation run time in response to the traffic

load dynamics.

(3) ERED proposed to keep low loss rate values but does not make any
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calculation for the other three performance factors: throughput, link
utilization and delay.

(4) In Eq. 3.13, if the inequality is satisfied then ERED uses the im-
mediate marking probability, which is a function of avg and maz,.
The value of max, in this case, is minimally smaller, resulting in a
lower dropping rate. Hence, the risk of buffer overflows is high. In
such a serious situation, congestion control strategy should increase
the dropping probability to a value approaching 1. This will allow the
buffer to be drained before it becomes overloaded.

(5) Equally, if the queue length is greater than the drop level (1.75maxyy,)
then it drops the arriving packets with probability p,. It is also clear
from the previous literature that there are no suggestions about the

optimal setting of this drop level.

Accordingly, we propose the following parameter configuration to enhance
ERED’s functionality:

Firstly, one of the best ways to avoid using max}, and min;, as func-
tions of the actual mazy, and ming, is to choose some parameters relating
to the buffer size. There is no adequate way to set the maxy, and ming, of
a queue. However, if the gateway operates ERED, it is advantageous to use
smaller maxy, and miny, parameters to avoid exceeding the buffer size when
calculating max}, and min}, parameters.

Secondly, there is an option to divide the buffer into 6 equal sectors.
Then, a reasonable value for the max}, could be 4/6 buffer size, keeping the
remaining 2/6 buffer size for short lived bursty traffic. The parameter maxy,
can be equal to 3/6 (half of the buffer size). The parameters min}, and min,
can be 2/6 and 1/6 buffer size respectively.

Finally, to avoid the drawbacks (3) and (5) of ERED, it is advisable to
increase the drop probability to help the gateway drop the overloading packets.

If the inequalities in equations 3.13 and 3.14 are satisfied then it is suggested to
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TABLE 3.5. QSRED algorithm

** for every arriving packet
if ( q_size >= Sec.5 and avg <= Sec.2)
Then
max,=— 2 * max,
Else
Go To: Traditional RED Implementation

set mazx, to 2+*max,. In addition, the inequality in Eq. 3.13 is replaced by the
inequality in Eq. 3.15 to execute the actual queue size check. Consequently,
the parameter (1.75maxy, ) in inequality 3.14 of ERED is replaced by the
parameter (5/6 % buf fer — size). Also, the normal drop probability p, is used
instead of using the current small dropping probability p,. This has the effect
of speeding up the queue drain process in case of congestion. Table 3.5 shows

the algorithm of QSRED.

(3.13) (glen > 1.75maxy,)
(3.14) (avg < miny,)
(3.15) (ERED_Q > 5/6 xbuf fer — size)

Consider, as an example, a buffer with size 90 packets. Suppose that,
avg = 25, glen = 80 and the initial max, = 0.01. Then, both of the inequalities
3.13 and 3.14 are satisfied. ERED’s parameter configuration will be as in Table
3.2. In this situation, the queue is rapidly accumulating and the buffer is about
to be overloaded while ERED keeps a small max, value. This value is not big
enough to regulate the queue size. For better queue management performance,
the drop probability parameter is increased by a value that allows the queue

to return to the normal level (see py, for the QSRED).
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TABLE 3.6. Parameter configuration for ERED and QSRED

| \ ERED |  QSRED |
MmN, 20 15
Maxyy, 40 45
ming, 50 30
macy, 80 60
Db 0.25max, 0.67max,
Da 0.0025 0.00745

7\ 100Mb, 1ms

2Mb,
< Gateway WO

R

Sending nodes

F1GURE 3.15. The simulator network topology.

QSRED monitors the actual and the average queue size values. If the
actual queue size is below sector five and the average queue size is below
sector two, the maximum drop probability parameter max, is duplicated and
the accumulative drop probability p, is used instead of using the current drop
probability p, to drop the arriving packets. In this scenario, p, is the best drop
probability because its value is higher than p,. This helps to shrink the queue

quickly.
3.6. Network Topology

Fig. 3.15 illustrates the network topology used to test QSRED with four
network performance parameters. In this topology, six sources send packets
with a maximum window size equal to 2000 Bytes. The TCP version used here
is TCP-Reno. A sink immediately sends an acknowledgment packet when it

receives a data packet. Arrivals of sessions follow a Poisson distribution.
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FIGURE 3.16. Network throughput.

A connection between each node and the gateway has 1ms delay time.
The bottleneck link between the gateway and the sink has a 1ms delay time
for delivering the packet to the sink. Exponential distribution is used for the
start time of packets transfers.

The following section describes the simulation results over RED, ERED

and QSRED with respect to four network performance parameters.

3.7. Simulation Results

Figures 3.16 to 3.19, depict four network performance parameters for
RED, ERED and QSRED strategies of congestion handling. These four pa-
rameters are the network throughput, link utilization, packets loss rate and
average delay time respectively. In addition, Fig. 3.20 shows network jitter.
The simulation results are performed using the NS2 simulator [37]. The net-
work topology used in this simulator is depicted in Fig. 3.15, which is roughly
the same topology used by Abbasov and Korukoglu to evaluate ERED in [1].

Overall, the figures show that QSRED slightly outperforms RED and
ERED. QSRED has better throughput, which is indicative of higher perfor-
mance over the other two strategies. Additionally, QSRED shows a higher
level of stability over RED and ERED. QSRED also reduces the packets loss

rate whilst RED and ERED curves depict higher loss rates.
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One of the main goals of the RED proposal is to overcome the global
synchronization problem. In the presence of bursty traffic, like the one used
in this simulator, global synchronization is still possible. It is clear from the
throughput figure (Fig. 3.16) that the network suffered from global synchro-
nization problem at time 20s. All sources reduced their sending rates at the
same time for RED, ERED and QSRED. In this case, the gateway suffered
from congestion. The gateway starts to recover at time 30s. Again, the gate-
way suffered from serious congestion level at time 50s which is the best time
to examine the performance of each strategy.

All strategies started propagation at the normal rate and the network was
steady until time 20s when the first congestion was occurred. The loss rate,
shown in Fig. 3.19, illustrates which strategy predicted congestion earlier.
The period of time that must be investigated, for this purpose, is the time
from 10s to 20s. During this period, the drop rate was steady for RED’s
figure which is followed by a sudden reduction in drop rate at time 20s. This
indicates that the average queue size was moving from the minimum threshold
to the maximum threshold in this period. All strategies intersected at time
15s which means that ERED and QSRED have already detected congestion
at time 15s and reduced their sending rate while RED continues dropping

at normal drop rate. At time 20s the average queue size hits the maximum
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threshold. Hence, all strategies have to reduce the sending rate. It is clear
that QSRED outperformed both RED and ERED in this stage and achieved
higher throughput with fewer packet losses.

The gateway started to recover between the 30 and 50 seconds interval.
The congestion at this time is less aggressive than the previous one. However,
RED has dramatically increased the drop rate and the throughput reduced
as a result. This happened because of the high average queue size from the
previous history of the gateway. ERED and QSRED maintain low queue size
with conservative throughput.

With respect to the average delay time parameter, there were a few
intersections in the curves of the three strategies. Despite these intersections,
QSRED lowerd overall delay during the simulation. This has been reflected in
Fig. 3.20. QSRED appears the most stable whereas RED and ERED results
show greater variance.

Figure 3.16 shows the throughput parameter for RED, ERED and QSRED
in bytes per second (Bps). The QSRED strategy has shown the best through-
put values. It is clear that RED achieved the lowest throughput values, partic-
ularly at the end of the simulation when throughput reached 207,000 Bps. It
was observed that ERED throughput is higher than RED but it is still smaller
than QSRED.

Figure 3.17 plots the link utilization parameter. It demonstrates that
QSRED link utilization is almost stable with the number of connections. In
contrast, ERED and RED link utilization fluctuate dramatically. It is also
noticeable that QSRED shows the highest link utilization with variant number
of connections.

Another important performance parameter, demonstrated in Fig. 3.19,
is the packet loss rate. QSRED reduced the packet loss rate to 4% of the
total number of packets propagated at time 30s. For RED, the loss rate was
very high and reached 30% of the total propagated packets at the end of the

simulation.
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Figure 3.18 illustrates the average network delay. Despite the oscillations
with increasing number of connections, the results suggest that QSRED adds
the lowest amount of delay. This suggests that QSRED maintains shorter
average queue sizes. The figure shows that the maximum delay of RED exceeds
0.019s. For ERED this value exceeds 0.013s but with QSRED this value did
not exceed 0.007s. Furthermore, QSRED delay time has been kept below
0.001s for the majority of simulation time.

Figure 3.20 shows the amount of jitter introduced by the AQM strategies.
Although the results appear similar, QSRED expressed the best network jitter
results. The results, show that the minimum value for QSRED approaches
-0.35ms and the maximum value is close to 0.13ms. Conversely, the values
for ERED and RED ranged between -0.7ms to 0.33ms and -0.31ms to 0.33ms
respectively. A qualitative analysis shows that the QSRED curve is the least

erratic.

3.8. Summary

This Chapter introduced an efficient way to overcome the mismatch be-
tween the microscopic and macroscopic behaviors of queue length dynamics in
RED gateways. The Chapter introduced a new algorithm, QSRED, that en-
hanced the implementation of the original RED strategy. RED has difficulties
detecting this mismatch. This can result in RED continuing to drop packets
after congestion event has subsided. This work provides a new technique that
helps the gateway manage network congestion and increase TCP performance.

The new algorithm, Queue Sectors RED (QSRED), divides the buffer
into six equal sectors. These sectors represent new dropping levels added to
the original RED implementation. It uses the actual and the average queue
size parameters to help RED absorb short lived bursty traffic and control TCP
congestion efficiently. Since RED uses probabilistic packet dropping, QSRED
dynamically adjusts the max, value of RED to maintain network stability

and smooth traffic. This chapter compared QSRED with ERED and RED
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strategies in NS2. The results show that QSRED offers higher throughput and

link utilization with lower packet loss and delays.



CHAPTER 4

A Third Drop Level For RED

A new strategy called Risk Threshold RED (RTRED) is proposed in this
Chapter. In addition to the maximum threshold and minimum threshold in
RED, RTRED adds an extra threshold (the risk threshold) and applies average
and actual queue size check. Instead of swapping between the accumulative
drop probability p, and the initial drop probability p, to control the drop rate in
ERED, RTRED adjusts the drop rate dynamically by maintaining adjustable
maximum drop probability maz,. RTRED algorithm is expected to avoid the
unnecessary packet drops in RED gateways. Packet drops due to lock out and
full queue problems are further investigated in this chapter.

The key idea of congestion control is to determine an appropriate con-
gestion level to start packet dropping. Unfortunately, there is no strategy that
provides perfect balance. This Chapter shows how RTRED solves some of the
imbalances in previous strategies. The Chapter also shows how RTRED bet-
ter balances packet loss, average delay and queue space utilization. The new
dropping level is the risk threshold which works with the actual and average
queue sizes to detect the immediate congestion in gateways. RTRED aims to
react to congestion neither too early, to avoid unfair packet losses, nor too
late to avoid packet dropping from time-outs. This novel strategy is compared
with RED and ARED strategies for TCP congestion handling using a NS-2
simulation script.

Chapter 4 is organized as follows: section 4.2 describes the lock out and
full queue problems. Sections 4.3 and 5.4 describes ARED and FRED strate-
gies respectively. Section 4.4 proposes the Risk Threshold RED (RTRED).
The network topology and simulation results are presented in sections 4.5 and

4.6 respectively. The chapter is summarized in section 4.7.
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4.1. Background

Chapter 2 describes how current high speed network gateways are likely
to be congested due to the increased demand for bandwidth. Early TCP
congestion control strategies attempted to manage congestion by manipulating
the congestion window size cwnd; which is a parameter that regulates the
sending rate [64].

The goals of any congestion control strategy are: (I) Fair resource al-
location (IT) Reasonable queuing delay (IIT) minimal packet loss and (IV)
Low resource consumption. These four goals are conflicting. For example, if a
strategy is designed to reduce the packet loss rate at the gateway, higher queue
sizes will be produced. Higher queues on routers increase end-to-end delays.
This Chapter, proposes the Risk Threshold RED (RTRED) strategy to better
balance these conflicting goals.

Traditional congestion control strategies, such as TD, used the actual
queue size to check congestion in intermediate routers. If the actual queue size
exceeds a preset threshold, then all incoming packets are dropped until the
congestion has been alleviated. This technique causes many problems, such as
global synchronization, lock out and full queue. These problems increase the
drop rate to an unacceptable level and packets will be dropped unfairly in the
gateway.

To solve these problems, congestion control strategies, such as RED,
replace the actual queue size check with the average queue size check. Chapter
3 addressed the drawbacks associated with the implementation of Random
Early Detection (RED) for congestion handling in TCP networks. It has been
shown that there is a mismatch between the behaviours of the average and
actual queue sizes; resulting in serious problems in the gateway. Even with the
average queue size check, it has been shown in [1| that RED gateways still suffer
from lock out and full queues due to the mismatch between the average and

actual queue sizes. Abbasov and Korukoglu proposed Effective RED (ERED)
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[1] strategy to reduce packet loss caused by this mismatch. The gateway is
divided into seven sectors and both of the average and actual queue sizes are
monitored. If the mismatch is caused by the average queue size then, ERED
adjusts the average queue size to match the actual queue size. Otherwise, the
mismatch is caused by the actual queue size and ERED adjusts the drop rate.
It has been also shown in [1] that ERED enhances the performance of
RED by reducing the drop rate. Congestion control literature questions the
use of the actual queue size for congestion detection [29] [33]. Also the con-
figuration and number of queue sectors are problematic in ERED. Erroneous
configuration for these sectors can reduce network performance. Chapter 3
highlighted some of the shortcomings associated with ERED. A new strategy
called Queue Sectors RED (QSRED) was proposed in Chapter 3 to enhance
the functionality of ERED. Through simulation, QSRED shows preference over
RED and ERED. However, the mismatch is still problematic and packets are

unfairly dropped in the gateway.

4.2. Lock Out and Full Queue problems

As illustrated in previous chapters, congestion control in TCP networks
consists of two approaches. The first approach is congestion recovery and the
second is congestion avoidance.

Congestion recovery works after the gateway is overloaded and a packet
is already dropped at the gateway. Strategies that use this approach are source
algorithms. These algorithms adjust the sending rate upon congestion signals,
such as triple acknowledgments, time-out or Explicit Congestion Notification
(ECN). TCP Tahoe [38], TCP Reno [67], and TCP Vegas [8] are examples of
these strategies.

Source algorithms operate end-to-end to send packets at the perfect rate
using the congestion window size (cwnd). Additive Increase/Multiplicative

Decrease (AIMD) is a technique to adjust the sending rate by modifying the
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congestion window size. When a transmitted segment is successfully acknowl-
edged then the window is additively increased. Conversely, the window is
decreased in a multiplicative manner upon packet loss signal.

TD uses a technique to drop packets depending on the actual queue
size. This technique has two main problems which are: the Lock Out and Full
Queue problems. The first problem occurs when a few connections monopolize
the whole queue space. The second problem occurs when the gateway keeps
sending full queue signals to the sources for a long period of time [64]. Hence,
there was a need to fix these two drawbacks of TD strategy using congestion
avoidance approach.

In the congestion avoidance approach, some arrangements are made be-
fore the gateway is overloaded. The strategies that apply this approach are
called network algorithms because they are applied by network components.
Active Queue Management (AQM) is one of the algorithms that implements
this approach [7]. Random Early Detection (RED) and its variants are the
most popular strategies that adopted the AQM algorithm for congestion avoid-
ance [29].

The congestion recovery and congestion avoidance algorithms work to-
gether to handle congestion. This Chapter questions the extent to which RED
and the derivative approaches actually fixed the lock out and full queue prob-

lems. This Chapter also questions the cost of this solution.

4.2.1. Farly Congestion Control Strategies

Traditional congestion control policies including; Source Quench, Fair
Queuing, No Gateway Policy and Congestion Indication drop packets in the
order they arrive. This is similar to the TD strategy and has similar prob-
lems, like full queue and lock out [33]. Aggressiveness against bursty traffics
is another problem that result from these classic congestion control strategies

[29] [33]. This happens because burstiness is one of the TCP traffic charac-
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teristics and bursty connections always need more buffer size to absorb their
traffic. In addition, these connections always try to monopolize more than
their permitted share of bandwidth and buffer size. When a TCP window of
n packets arrives at a TD congested gateway, all the packets of this window
will be dropped in the order they arrive. Consequently, n congestion signals
will be sent to the same source; lowering the sending rate of that connection.

Random Drop (RD) was designed by IETF to avoid these shortcomings
of TD. The method of RD is to drop packets randomly rather than from
the tail of a queue. In RD, the probability of a TCP flow losing a packet
is proportional to the percentage of packets currently occupying the buffer.
RD also has a number of shortcomings. It chooses packets to be dropped by
inspecting the buffer distribution only at the time of overflow, disregarding
all previous history. Therefore, it unfairly favors the connections with large
packets [33].

Early Random Drop (ERD) strategy was designed to fix the problems
of RD [33]. At imminent congestion, the gateway begins to drop packets at
a rate that is derived from the current network congestion level. If the queue
length is greater than the drop level — which is the threshold in RED — then
ERD chooses packets randomly. If the probability of this packet is less than a

preset drop probability then the packet is to be dropped.

4.2.2. RED-Based Congestion Control Strategies

To avoid inspecting the buffer distribution only at the time of overflow,
which is a problem of RD, Random Early Detection (RED) inspects the average
queue size for the previous history. Also, RED keeps two threshold parameters
rather than one in ERD. In addition, the drop probability is dynamically
adjusted during the network operation time.

The network flows which react to congestion, such as TCP flows, are

responsive flows. Flows that do not adapt the sending rate based on conges-
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tion conditions are unresponsive; such as UDP flows [71|. Unresponsive flows
can occupy more than their allowed share of network resources, which causes
aggressiveness against TCP connections. Thus, some RED variants were pro-
posed to avoid this problem.

Flow Random Early Detection (FRED) preferentially discards packets
from responsive and unresponsive flows. RED-DT [45] and Logest Queue Drop
(LQD) [69] are per-flow strategy that distributes the buffer space fairly between
responsive and unresponsive flows.

Dynamic And Self-Adaptive TCP-Friendly Congestion Control Mecha-
nism (DATFCC) [73] adjusts the drop probability relating to the type of flow
and the buffer usage ratio. It uses the TCP friendly approach [57], [5] to main-
tain fairness between TCP flows and real-time UDP flows. RED Optimized
Dynamic Threshold (RED-ODT) uses the DT Scheme for shared buffer man-
agement [9] to adjust the maximum threshold and minimum threshold relating
to the actual queue size and the buffer size in multi-queue gateways. Adaptive-
RED (ARED) increases and decreases the maz, parameter. When the average
queue size is greater than the maximum threshold, max, is increased. When
the average queue size is less than the minimum threshold, max, is decreased
[15].

The previously mentioned strategies attempt to increase network perfor-
mance and avoid unnecessary drops in the gateway queue. However, because
of the mismatch between the average and actual queue sizes, unfair drops are

expected in RED gateways [64].

4.3. Adaptive RED

Adaptive RED (ARED) |25] [15] claims that there are two problems
associated with RED’s proposal. First, congestion control in RED does not
keep track of the number of connections multiplexed across the link. Second,
the benefits of RED are significantly reduced due to the packet drop technique

that is used to indicate congestion.
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Early detection of congestion in RED depends on the rate at which con-
gestion notification is provided to the source and the network load. In the case
of aggressive congestion notification, packet loss can be ignored at the price
of low link utilization. If the congestion notification rate is conservative, link
utilization will be increased at the price of high packet loss rate.

ARED proposed an ECN technique that is cognizant to the number of
active connections multiplexed. The proposal provides an auto-configuration
mechanism that determines the optimal parameters based on the traffic load.
The strategy helps the gateway reduce packet loss and increase link utilization
[25]. In addition, ARED maintains the main benefits of RED without any
per-flow accounting. However, this additional functionality comes at the cost
of additional complexity.

The main goal of ARED is to avoid packet loss due to buffer overflow.
In the presence of heavy congestion, ARED marks packets from a large num-
ber of sources to reduce the offered load. Excessive congestion notification
leads to under-utilization of the network bandwidth. Chapter four proposes
the Risk Threshold RED (RTRED) mechanism, which provides techniques to
reduce packet loss caused by buffer overflow or arbitrary congestion notifica-
tions. The Chapter also argues that the aggressiveness of ARED causes global
synchronization.

According to ARED proposal [25], a 10 Mb/s capacity of a bottleneck
link which is equally shared amongst 100 TCP connections will be reduced to
9.95 Mb/s just after receiving a congestion notification at one connection. If
only two connections share the link then the offered load will be reduced to
7.5 Mb/s. Generally, If the bottleneck link is shared between n connections
then one congestion signal arrives at any connection will reduce the offered
load by (1 — 1/2n). Thus, large n values reduce the impact of individual
congestion notification. Therefore, RED parameter configuration should be
more aggressive to prevent degenerating into a simple tail drop queue. Small

values of n will maximize the impact of individual congestion notification,
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TABLE 4.1. Adaptive RED algorithm.

Every avg update:
if (ming, < avg < mawy,)
Status = Between;
if (avg < miny, && status !=Below)
status = Below;
mazr,= mazx,/o;
if (avg > max;&& status '=Above)
status= Above;
maz,= max,*;

resulting in under-utilization.

ARED parameter configuration is based on the explicit congestion noti-
fication and number of active connections. Table 4.1 illustrates the Adaptive
RED algorithm. ARED examines the variations of the average queue size and
makes decisions about when it should be less or more aggressive. If the av-
erage queue size is less than the minimum threshold then the maximum drop
probability parameter max), is scaled by the constant . If the average queue
size is greater than the maximum threshold then the parameter maz, is scaled
with the constant 5. The ARED proposal recommends the use of values 3 and

2 for o and [ respectively.

4.4. RTRED strategy
4.4.1. RTRED Motivations

New congestion control strategies tend to assign the congestion level for
traffic management and congestion recovery processes. Rather than using the
actual queue size as the congestion level indication, like TD strategy does,
RED and some RED-based strategies keep an Exponentially Weighted Moving
Average (EWMA) queue size to detect the congestion level.

RED was initially designed to minimize packet loss and queuing delays. It
was also designed to maintain high link utilization and to remove biases against
bursty traffic. Furthermore, it tries to avoid global synchronization which

occurs when all network resources reduce their sending rate simultaneously.
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FIGURE 4.1. Time out and unfair drop scenarios.

The problem with RED is the mismatch between the macroscopic and mi-
croscopic behaviors of queue length dynamics. This malfunction occurs when
a peak in the actual queue size (microscopic behavior) exceeds the available
buffer size. The average queue size is still low (macroscopic behavior) whereas
the actual queue size is very high. This could happen because of small weight
parameter w,. As a result, a congestion signal is detected by network sources
due to time outs caused by packet drops in the router. This means that
TCP source algorithms, such as Reno, are responsible for congestion handling,
whereas the network algorithm, which is a RED-based strategy, behaves like
TD. This problem represent a mismatch between microscopic and macroscopic
behavior of queue length dynamics.

Figures 4.1a and 4.1b illustrate the two possible scenarios of this mis-
match. In phase 1, packets will be dropped due to time out signal. In phase
2 packets will be dropped unfairly because of the high value of avg parameter

whereas the actual queue size is less than the ming,.
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Choosing the drop level and the drop probability is the greatest chal-
lenge of RED and RED-based strategies. ARED proposed to multiply the
mazx, parameter by another parameter; o, when avg exceeds the parameter
max,, and to divide it by § when avg is less than the parameter ming,. An
additional strategy named Gentle RED proposed to vary the drop probabil-
ity from max, to 1 when the average queue size varies from maxy, to twice
the maxy, parameter [21]. Many RED variants have been proposed and the
mismatch between the microscopic and macroscopic behaviors persist. In the
next section, the Risk Threshold RED (RTRED) strategy is proposed which
provides more timely congestion indication. RTRED reduces the amount of

unfairly dropped or timed out packets.

4.4.2. RTRED Algorithm

The drop level defines the safe area of traffic fluctuation. Hence, drop
level should alert the aggressive connections to slow down before the gateway
is overloaded. It should be small enough for sources to respond before gate-
way overflow. Conversely, small threshold values would cause false congestion
panic and unnecessary losses. Therefore, the threshold must be dynamically
readjusted depending on the current network traffic.

The drop probability also, should be chosen carefully. It should be large
enough to detect the misbehaved connections and small enough to protect
the well behaved ones. Therefore, the drop probability should be adjusted
dynamically as well.

TD strategy defines the drop level depending on the actual queue size.
In addition to the global synchronization phenomenon, this scenario would
lead to the Lock Out and Full Queue phenomena. RED strategy uses only the
weighted average parameter to define the drop level. This sometimes leads to
unfairly dropped or timed-out packets. In order to remedy the shortcomings

of RED and TD strategies, RTRED uses both the actual and average queue
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If q ==risk_th; max_p=initial max_p
risk_th
If min_th< g<=max_thand max_th
min_th<avg<=max_th;
max_p=initialmax_p /2
min_th
If g<=min_th;max_p=initial max_p /5

FicUure 4.2. RTRED algorithm.

sizes to define the drop level.

Fig. 4.2 illustrates the proposed RTRED algorithm. In this algorithm, an
extra drop level has been added, which is the risk threshold. If the actual queue
size exceeds this risk threshold then RTRED uses the initial max, parameter to
calculate the drop probability. This will reduce the number of packets lost due
to timeout signals. If the actual queue size is less than the miny,, then max,
parameter is reduced five times the initial max,. This in turn will minimize
the amount of unfairly dropped packets at the gateway.

When the average and actual queue sizes are in between the maximum
and minimum thresholds, RTRED halves the parameter max,. This allows the
queue to safely increase without any risk of congestion. By doing so, RTRED
reduces packet losses and better utilizes the queue space. It also removes

aggressiveness against short lived bursty traffic.

4.5. Network topology

The simulator uses a network topology with six nodes sharing the same
bottleneck link. The start time for nodes is uniformly distributed between 0
and 7 seconds with a 552 bytes packet size. The link between each node and
the gateway is a duplex link with 10Mb/s capacity and a uniformly distributed
delay between 1ms and 5ms. The bottleneck link between the gateway and
the sink is a duplex link with 0.7Mb/s capacity and 20ms delay. Fig. 4.3

illustrates this network topology.
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FIGURE 4.3. Network topology.

TABLE 4.2. Simulation and analysis (drop levels in packets)

’ Scenario \ ming, \ may, \ maxy, \ risk, \ Buf
1 12 25 0.05 28 30
2 60 90 0.10 95 100
3 15 30 0.08 40 50

4.6. Simulation and analysis

NS-2 script is used to simulate three different scenarios for RED, ARED

and RTRED. Table 4.2, illustrates the parameter configuration for these sce-

narios.

Figure 4.2 divides the gateway queue into four areas. The white area in

the table depicts the safe area in which the queue can fluctuate safely without

any congestion indicator to absorb bursty traffic. The area between the risky,

and the buffer limit is the time out area in which the risk of a packet drop due

to time out signal is very high. The normal drop area is the area between the

ming, and maz,, parameters. RED and its variants normally start dropping

packets in this area. Finally, packet drops in the area between the empty queue

and the miny, are referred by unfair drops; hence the area is called the unfair

drop area.

Figure 4.5 traces the percentage of packets that have been dropped in

every area for each scenario separately.

It shows that the majority of the

packets have been dropped in the normal area and the time out area. Also,
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F1GURE 4.4. Total percentage of packets dropped for three scenarios.

some packets have been dropped in the unfair area. That motivates defering
the use of the high initial max, parameter until the actual queue size exceeds
the risky,, in RTRED. The bar chart in Fig. 4.4 depicts the average percentage
of packets dropped for the three scenarios.

To avoid the mismatch between the microscopic and macroscopic behav-
iors of queue dynamics, RTRED works as a compromise between TD and RED
strategies. It only checks the actual queue size in the Timeout and Unfair ar-
eas to avoid buffer overflow and unfair packet losses respectively. In order to
reduce the drop rate and avoid wasting the queue space, it checks the average
and actual queue sizes in the normal area, controlling congestion by reducing
mazx, to half of the initial parameter.

Table 4.3, illustrates the network performance for the three scenarios.
It is clear from the table that RTRED strategy has outperformed RED and
ARED strategies. It maintains a higher average queue size; increasing the
gateway queue utilization. In response, this will reduce the packet loss rate
which is not conflicted with the small average delay time values for RTRED.
This technique reduces the total amount of packets propagated by the source
nodes which in turn reduces the overhead of packet retransmission. The av-
erage delay time is calculated for the actual amount of packets queued at the
gateway rather than the average queue size value.

Figures 4.6 and 4.7 illustrate scenario one simulation results. Fig. 4.6,

depicts the drop probability and max, parameters for the three strategies.
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TABLE 4.3. Network performance for the three scenarios.

SCENARIO| STRATEGY AVE Q | AVERAGE LOSS NO. OF
SIZE DELAY RATE PROPA-
(PACK- (MS) (PACK- GATED
ETS) ETS) PACKETS
RED 20.2920 122.851840 710 18158
1 Adaptive 16.4690 123.832860 859 18303
RTRED 21.2004 122.594742 668 18120
RED 54.4667 119.340434 151 17639
2 Adaptive 60.9756 119.387794 147 17646
RTRED 62.1799 119.259245 136 17627
RED 21.0212 122.527085 651 18110
3 Adaptive 19.8217 122.804480 698 18151
RTRED 24.8899 121.816685 248 18005

In this figure, the maz, parameter for RTRED fluctuates between the initial
max, parameter and max, = 5 value, depending on the queue size dynamics.
In response, the drop probability increases and decreases dynamically to fit the
current congestion level. On the other hand, ARED keeps high maz, param-
eter which is unresponsive to the current congestion level. This is illustrated
in Iig. 4.6a. RED also keeps a fixed maz, parameter, which is unresponsive
to the queue dynamics as Fig. 4.6¢ shows. Figure 4.7 plots the average and
actual queue sizes for the three strategies.

In Fig. 4.7b, RTRED strategy allows the queue to increase with a lower
dropping rate. It stabilizes the queue size at the safe area with no risk of
unnecessarily drop due to time out signal. Figures 4.7a and 4.7c are the fig-
ures of ARED and RED queue dynamics respectively. The figures show how
aggressively and unfairly these strategies drop packets to avoid buffer overflow
and to minimize the average queue size.

In this scenario, RTRED provides accurate calculation of the drop level
and the drop probability. In fact, it reflects high trustworthy congestion indi-
cation before network starts recovering.

All AQM strategies involve tradeoffs. The tradeoff between decreasing
delay and increasing throughput is one of the major problems that appears

at the time of configuring the drop thresholds. Another tradeoff between link
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utilization and average delay time will worsen the problem. Larger miny,
values will increase link utilization which is a good performance behavior, but
in [29] it is suggested to set maxy, twice the miny, which will increase delay.

The idea of small queues to reduce delay is proposed in [29]. RTRED
can be sub-optimal, because, the desirable queue size is the size that helps the
gateway reduces the drop rate and the overhead of packet retransmission. The
average and actual queue sizes of RTRED are higher than RED and ARED.
The actual end-to-end delays of RTRED, shown in table 4.3, are lower due to
fewer retransmissions.

Figures 4.8 to 4.11 illustrate how RTRED outperforms RED and ARED
for scenarios II and III respectively. The figures show the drop probability and
the queue dynamics for each strategy. RTRED provides the most stable queue

length with lower packet drops. It also maintains a dynamic max, parame-
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ter and drop probability which are more responsive to the queue dynamics.
RTRED does not increase the drop rate unless a strong signal of congestion
is detected. Regardless of ARED’s dynamic max,, the adjustment of this

parameter is problematic.

4.7. Summary

This Chapter presented a novel RED-based strategy; Risk Threshold
RED (RTRED), which is designed to avoid the mismatch between the micro-
scopic and macroscopic behaviors of queue length dynamics. The proposal is
a compromise between the TD and RED strategies for congestion handling in
TCP networks.

TD uses the actual queue size to define the congestion level. RED uses
the Exponentially Weighted Moving Average to define the congestion level.
RTRED uses both the actual and average queue sizes to calculate the drop
probability and the congestion level. These calculations operate in conjunction
with a third drop level; the risk threshold.

Using an NS-2 simulation, The results suggest that RTRED outper-
formed competing strategies; reducing unnecessary packet loss, delays and
packet retransmissions. Furthermore, RTRED avoids wasting the gateway

buffer size and increases the buffer utilization.



CHAPTER 5

RED Performance Enhancement Using The Weight

Parameter

The mismatch between the average and actual queue sizes has been pre-
sented in previous chapters and the performance of ERED has been evaluated.
Regardless of the improvement that has been achieved; the simulation results
suggest that the actual queue size check could degrade the performace of RED
and increase the complexity of the congestion control function. This chap-
ter presents new technique to match both the average and actual queue sizes
without applying the actual queue size check. This goal can be achived by
maintaining adjustable weight parameter to increase the sensitivity of the av-
erage queue size to the changes in the actual queue size.

FRED is one of the few strategies that adjusts the weight parameter to
avoid the mismatch between the average and actual queue sizes. This Chapter
proposes the novel Weighted Random Early Detection (WTRED) strategy
for congestion handling in TCP networks. The strategy dynamically adjusts
RED’s maximum threshold, minimum threshold and weight parameters to
increase network performance. This Chapter also describes RED and FRED
implementations and highlights their disadvantages. WTRED is compared
with these classic congestion control strategies using an NS-2 simulation script.
The simulation results demonstrate the shortcomings of RED and FRED. In
addition, the results show that WT'RED achieves greater link utilization and
throughput than RED and FRED.

This Chapter is organized as follows: Section 5.1 gives a background
about traditional congestion solutions. Section 5.2 reviews the performance

of the Random Early Detection (RED) over TD mechanism. Section 5.3,
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describes the Flow RED strategy. Refined Random Early detection (FRED) is
detailed in section 5.4. Section 5.5 proposes the new weighted RED (WTRED)

strategy. Simulation and discussion is presented in section 5.6; and section 5.7

summarizes the chapter.

5.1. Background

The performance of congestion control strategies is evaluated against the

following goals [35]: (I) high bandwidth utilization, (II) fairness (III) reduced
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jitter (IV) high responsiveness. (V) Fairness and compatibility with widely
used protocols. Network performance involves four main parameters, which
are: throughput, link utilization, packet loss and average delay. The design of
a new congestion control strategy is subject to enhance one or more of these
parameters.

The Tail Drop (TD) strategy uses a First In First Out (FIFO) queue
management approach to control congestion. When the queue size reaches
the buffer limit, packets are dropped in the order they arrive. This approach

causes four problems that reduce network performance:

e Full Queue [64]: This problem occurs when a gateway continually
sends full queue signals to sources for an extended period of time. In
Fig. 5.1, a buffer of size 64 packets is full throughout the majority of
the network operation time. In addition to the long delays associated
with large queues, TD will inequitably drop packets, penalizing some
connections. This will cause unfair resource allocation, which is illus-
trated in Fig. 5.2. In this figure, connection 2’s window size is always
lower than the other connections.

e Lock Out [64]: This problem occurs when TD allows a few connec-
tions to monopolize the whole buffer space. In Fig. 5.2, connection 4
receives more link bandwidth than the other connections in the net-
work.

e Global Synchronization [33|: This problem occurs when all TCP senders
reduce their sending rate simultaneously, reducing the network through-
put [66] [80]. Fig. 5.3 shows TD algorithm causing global synchro-
nization. Fig. 5.4 shows 5 seconds of global synchronization for the
same scenario between time 20s to 25s.

e Bias against bursty traffic [28]: The nature of TCP transactions will
often result in data packets being sent and received in groups. When

the source receives acknowledgment of packet delivery from the desti-
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nation node, it increases the number of packets to be sent in the next
group. The maximum number of packets allowed in transit is the
congestion window size cwnd. In network steady state, the conges-
tion window size is increased. When the network becomes congested,
the congestion window size is decreased. Due to the bursty nature of
many transactions, dropping packets in the order that they arrive is
unfair because it is likely that the majority of packets being dropped,
may be from the same source. This will unfairly decrease the sending
rate of that source whilst it needs more bandwidth to send this bursty

traffic. Resulting in low network throughput.

Another strategy, Early Random Drop (ERD), begins packet drops at a rate
derived from the current network congestion level. For example, if the queue
size exceeds a certain threshold, then every arriving packet will be dropped
with prefixed drop probability. The following code, illustrates the algorithm
of this strategy:

Early Random Drop (ERD)’s Algorithm, see [33| for more details

if (queue_length > drop level ) then

if get.random( ) < drop probablity then

drop(packet)

Random Early Detection (RED) was developed to maintain adjustable
threshold and drop probability. RED solves the problems associated with the

traditional congestion control strategies.

5.2. RED performance over TD

RED solves the problems associated with traditional congestion control
strategies, such as TD. Fig. 5.5 depicts the weighted average and the actual
queue sizes for the same scenario used in Fig. 5.1; in this instance RED rather
than TD is used. Fig. 5.5 shows that RED has no biases against bursty traffic.
While the average queue size is nearly 17 packets, a few bursts, between size

17 and 26, are allowed. The weighted average defines the level of congestion to
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TABLE 5.1. The maximum drop probability for FRED’s sub-phases.

| Sub-Phase | 1 [ 2 I 3 [ 4 ] 5 [ 6 |

‘ max, ‘ max, H 2max, H dmaz, H 6max, H 8max, H 10maxp‘

start packet dropping. In Fig. 5.5, avg is always less than 13 packets and this
helps the gateway detect congestion before the buffer overflows. By reducing
the actual and average queue sizes, RED lowers queuing delays, prevents the
full queue problem and provides fair resource allocation.

RED also solves lock out and global synchronization problems. Fig. 5.6
shows the congestion window size for RED. It is the same network used to
plot Fig. 5.2 with TD. It is clear from Fig. 5.6, that the connections receive
fair resource allocation. Lock out problems are also eliminated. The global
synchronization, caused by TD, is also solved. This is evidenced in Fig. 5.7.

Despite the strong design of RED, drawbacks have been revealed in a
number of studies. Parameter configuration and the recommended values have
been subject to change over time [44]. For example, ARED dynamically ad-
justs the max, parameter depending on the values of avg , max,, and miny,
[15]. Blue-RED is another strategy that dynamically adjusts the drop proba-
bility of RED p, to increase network performance [16]. Other strategies suggest
dynamic thresholds for RED, such as RED-DT [71| and PDT-RED |[68|. Dif-
fusion Early Marking (DEM) [6] is a RED based strategy designed to avoid
global synchronization. In order to avoid excessive congestion marking, DEM
has been designed to optimize the distribution of packet marking. For further
details in newly designed congestion control strategies, see [74].

Parameter setting in new RED-based strategies is dynamic. Some studies
suggest optimal values for the weight parameter w,. BF-RED |76|, proposes
different weight parameters for different flows to ensure fair bandwidth alloca-
tion. Also, RT-RED adjusts RED’s parameters based on the ratio between the
actual queue size and the average queue size. RED performance evaluations

in real networks are further investigated in [10] [43] [51].
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5.3. Flow RED

One of the design principles of RED is to maintain low average queue
size and allow fluctuations in the actual queue size in an effort to absorb tran-
sient congestion and bursty traffic. The Refined Design of RED (FRED) [72]
dynamically adjusts the weight parameter w, according to the change of the
actual queue size. Another strategy Flow RED which is also denoted by FRED
|44] focused on shared networks. This strategy provides fair resource allocation
between responsive connections, such as TCP, and unresponsive connections,
such as UDP. Responsive connections react to congestion signals by reducing
their window size. Unresponsive connections do not respond to congestion
signals. Thus, unresponsive connections will occupy more bandwidth than re-
sponsive connections. Fairness problem arising from unresponsive connections
are outside the scope of this thesis. It is only described here to remove the
ambiguity between the Flow RED (FRED) and the Refined Design of RED
(FRED). For the rest of this chapter, the term FRED is used to refer to the
refined design of RED.
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| Sub-Phase [ 1 [ 2 | 3 | 4 | 5 | 6 |
| Wy | w, | dw, | 8w, | 12w, | 16w, | 20w, |
TABLE 5.2. The weight parameter for FRED’s sub-phases.

5.4. Refined design of RED (FRED)

Refined Random Early Detection (FRED) [72] is a modication of RED
that uses a dynamic weight w, and max, to control congestion. It divides the
area between the maximum threshold and minimum threshold into six sub-
phases. As the average increases from the minimum threshold to the maximum
threshold, the maz, is increased. A different value is assigned for the different
sub-phases illustrated in Table 5.1.

In addition to a dynamic max, parameter, FRED maintains a dynamic
weight parameter w,. It, also, makes use of a third threshold, called the warn
threshold. The weight parameter is adjusted whenever the actual queue size
exceeds the warn threshold. FRED normally assigns half of the buffer size to
this value. After the actual queue size exceeds the warn threshold, it has to go
through another six sub-phases, but this time, with different weight parameters
for each sub-phase. The weight values for these sub-phases are illustrated in
Table 5.2. In order to apply the weight parameter sub-phases, the actual queue
size must be greater than the average queue size.

RED calculates the average queue size for every packet arrival. FRED ex-
tends RED by additionally calculating the average queue size for every packet
departure.

FRED provides a technique to avoid negative feedback of transient con-
gestion. It proposes that transient congestion is harmful when the queue is
almost full. In RED, the weight parameter w, controls changes in the aver-
age queue size. This parameter is constant in the original RED algorithm.
FRED adjusts the weight parameter dynamically according to the changes of
the actual queue size. Reconfiguring w, in FRED provides a timely manner to

quench the actual queue size when the buffer is nearly full.
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In addition, FRED dynamically adjusts the maximum drop probability
max, with respect to the average queue size. Even though max, reflects the
aggressiveness of the active queue management technique, RED maintains a
fixed value for it. FRED uses the surplus between the actual and average
queue size to indicate the aggressiveness of traffic. If the surplus is high, then
the incoming traffic is bursty. If the surplus is increased suddenly then the
incoming bursts exceed the gateway capacity and buffer overflow is expected.
FRED adds two enhancements to RED’s function. The first enhancement
is to adjust the weight parameter dynamically according to the changes of
surplus between the average and actual queue sizes. The second enhancement
by FRED is to estimate the average queue size with every packet departure.
This proposal enhances the technique of calculating the average queue
size. Conversely, it could cause severe drawbacks in some situations [72|. The
value of the weight parameter can be maximized to increase the sensitivity
of RED to the initial stages of congestion and bursty traffic. However, quick
increases in the weight parameter make RED very sensitive to the short-lived

bursty traffic and transient congestion, which wastes the buffer space.

5.4.1. FRED algorithm

FRED adjusts the weight parameter w, and the maximum drop probabil-
ity max, dynamically. The amount of burst traffic that can be accommodated
by the gateway is bounded by the buffer size. Large buffers can accommodate
large traffic bursts. The surplus between the average and actual queue size is
estimated according to the buffer size.

FRED estimates the average queue size for every packet departure as
opposed to every packet arrival. More precisely, FRED calculates the average
queue size for both packet arrival and departure events. In some cases, this
scenario does not work perfectly. If the queue management technique uses

small value for w, then the average queue size is decreased slowly. In this case
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with successive packet departures, the incoming traffic will be dropped due
to the high average queue size, even though there is enough buffer space to
accommodate this traffic.

A simple solution is proposed by FRED to overcome the previous prob-
lem. Upon packet departure, FRED compares the average and actual queue
sizes. If the average queue size is smaller than the actual queue size then FRED
recognizes that there is a disparity between packet arrival and departure rates.
Thus, the active queue management technique of FRED increases the weight
parameter to reflect the packet de-queuing. In this case, the drop probability,
has to be decreased to reduce the drop rate of incoming traffic.

FRED algorithm consists of two parts. First, the dynamic adjustment of
the weight parameter which is illustrated in Table 5.3 and Eq. 5.16. Second,

the fine-grained setting of max, which is illustrated in Fig. 5.8.

5.4.2. Dynamic adjustment of the weight parameter

The weight parameter in classic RED is a constant. If the weight param-
eter is too small then RED queue management technique would be too slow to
react to extremely bursty traffic [72|. If the weight parameter is too large then

the queue management technique will be too aggressive against short-lived



5.4. REFINED DESIGN OF RED (FRED) 106

TABLE 5.3. Dynamic adjustment of FRED’s weight parameter.

For very packet arrival:
q++;
if ¢ > avg
dif f =q— avg;
else dif f = 0;
ratio = dif f Jbuf fs;
R =int(10 * ratio);
If (¢ < warn — line)
new — wy = old — wy;
else{
switch (R ) {
case 0: new — wy = old — wy;
case 1: new — w, = old —w, * 4;
case 2: new — w, = old —w, * §;
case 3: new — w, = old — w,* 12;
case 4: new — w, = old — w,* 16;
default: new —w, = old — w, *20;
J
J
For very packet departure:
q——;
if (avg > q)
new — w, = old — w,* 10;
else new — w, = old — wy;
Where:
old — wy:the initial weight parameter,default 0.02.
buf fs: buffer size.
warnye:half of the buffer size.
q: actual queue size.
avg: average queue size.
dif f: surplus of the actual queue size over the average
queue size.
ratio: ratio of surplus over the buffer size.
R: the integer part of (10*ratio).
new — wy : the calculated value for the new weight.
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bursty traffic resulting in under-utilization.
Upon packet arrival, FRED adjust the weight parameter. The changes
in the actual queue size are monitored. A new warning threshold is added to
split the setting of the weight parameter into two phases. If the actual queue

size exceeds the warning line then w, is adjusted using Eq. 5.16.

old — wy, R €[0,0.1)
old — w, * 4, R €10.1,0.2)

old — w, 8, R €10.2,0.3)

(5.16) new — w, =
old —w, 12, R €[0.3,0.4)
old—w,*16, R €[0.4,0.5)
| old—w,x20,  Re[05,1]
Where:

R is the ratio of the surplus of the queue size to the buffer size.

new — wy is the new value of the weight parameter.

old — wy is the initial value of the weight parameter.

It is recommended by FRED to set the warning line to half of the buffer
size. Upon packet departure, the weight parameter is set to 0.02. Thus high
value of w, makes the average queue size more sensitive to rapid decreases in

the actual queue size. Table 5.3 illustrates this algorithm.

5.4.3. Fine-grained setting of the mazimum drop probability

The maximum drop probability maz, is a very sensitive parameter. The
aggressiveness of RED is determined by this parameter. FRED divides the
area between the minimum and maximum thresholds into several sub-phases.
Each sub-phase is assigned a different max, value. When the average queue

size increases from the minimum threshold toward the maximum threshold, the
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maximum drop probability is also increased. The number of mazx, sub-phases
is bounded by the actual buffer size and the space between the minimum and
maximum thresholds. It is recommended by FRED to set each sub-phase to
10% of the actual buffer size with six sub-phases.

RED does not adjust the maz, value. Hence, RED does not work effec-
tively with different traffic load variations [72]. FRED provides fine-grained

max, setting which is illustrated in Fig. 5.8.

5.5. WTRED design guidelines

Before outlining the WTRED algorithm, it is better to highlight some of

the parameter and implementation issues with RED and FRED.

5.5.1. RED’s parameters

RED maintains a set of parameters to prevent congestion. Improper
parameter configuration increases the oscillations in the average queue size
and data packet loss [14]. Thus, RED suffers from heavy oscillations in the
average queue size, which reduces the network stability. Some RED variants
provide auto parametrization for RED [75], however, parameter configuration

is problematic. The following section outlines the main parameters of RED:

Average queue size: Rather than using the actual queue to reflect
congestion in gateways, RED uses an Exponentially Weighted Moving
Average (EWMA) to reflect historical queue dynamics. This EWMA
helps gateways distinguish between transient and permanent conges-
tion. It also avoids global synchronization and bias against bursty
traffic [29]. RED uses Eq. 2.3 to calculate the EWMA of the queue
size.

Minimum threshold: The first dropping level of RED. When the aver-

age queue size is lower than this threshold, no packets will be dropped.
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Higher minimum thresholds increase throughput and link utilization
[29].

Current drop probability: The immediate drop probability in Eq.
2.4 which is used to calculate the accumulative drop probability in
Eq. 2.5. As shown in Eq. 2.4, the current drop probability p, is a
function of the maximum drop probability max,. Consequently, the
accumulative drop probability p, is a function of maz,. A higher
max, will result in a higher drop rate. Section 5.6.3, shows how this
can cause problems with FRED’s implementation.

Accumulative drop probability: This parameter is a value between
zero and one. When the average queue size exceeds the minimum
threshold, a packet is chosen randomly from the queue. If the prob-
ability is less than the drop probability then the packet is dropped.
The calculation of this parameter is illustrated in Eq. 2.5.

Maximum drop probability: This parameter reflects the maximum
drop rate of RED. For example, if the maximum drop probability is
0.1, the gateway cannot drop more than one packet out of ten which
is calculated using the formula 1 out of 1/max,,.

Weight parameter: This parameter is used to calculate the EWMA
queue size in Eq.2.3. Tt reflects the sensitivity of the average to the
actual changes in the queue size. It takes values from zero to one.
Setting the weight parameter to larger values means that fewer packets
are required to increase the average from A to B. For instance: if
a RED gateway with a weight parameter of 0.001 needs 60 packet
arrivals to increase the average queue size from 6 to 10, then the same
gateway with 0.003 weight parameter will need fewer packets (40) to
increase the average from 6 to 10.

Maximum threshold: As the average queue size increases from the
minimum threshold toward the maximum threshold, the drop rate is

increased slowly. As the average queue size hits the maximum thresh-
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old, the drop probability turns to one and every arriving packet has to
be dropped. This keeps the actual queue size between the minimum
and the maximum threshold. In RED, the values of the minimum and
maximum threshold are assigned depending on the desirable actual
average of the queue size. The new strategy, WIRED, uses different
criteria to configure these parameters. This is further detailed in Sec.

5.5.2.

5.5.2. WTRED proposal

The maximum and minimum thresholds in RED divide the buffer into
three main areas. The area between 0 and the minimum threshold, the area
between the minimum threshold and maximum threshold and the area between
the maximum threshold and buffer limit. In FRED, these areas are referred
by green, yellow and red respectively. When the average queue size is in the
green area, all traffic is allowed with no drops. In the yellow area, some of the
traffic will be dropped. In the red area, no traffic is allowed and all incoming
packets will be dropped.

In RED, the maximum and minimum thresholds are dependent on the
actual buffer size which is preset before network operation time. The weight
parameter is also a prefixed parameter. The default values of the maximum
threshold, minimum threshold and the weight parameter in RED are 5, 15 and
0.002 respectively. It has been suggested that the maximum threshold should
be set to twice the minimum threshold [29].

In FRED, the green area is divided into six equal areas with different
maximum drop probabilities. Also, the area between the warn threshold and
the buffer limit is divided into another six equal areas, each area with a dif-
ferent weight parameter. The mechanism proposed in this study, WTRED,
uses different weight parameters for each area in RED. Furthermore, WTRED

adjusts the maximum and minimum thresholds based on the actual buffer size.
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Figures 5.9 to 5.12 illustrate the network performance for the topology
depicted in Fig. 5.14. NS-2 was used to examine the four network performance
parameters with weight parameters in the range 0.001 to 0.1. The results sug-
gest that RED works most efficiently when the weight parameter is between
0.001 and 0.003. To be more specific, two performance parameters are im-
proved: throughput and link utilization. Loss rate will be at an acceptable
level but delay will increase. These results agree with the original parameter
recommendations for RED [29] that suggest a weight parameter of 0.002.

The new parameter configuration in WTRED is to assign the weights
0.003, 0.002 and 0.001 to the green, yellow and red areas respectively. Also,
the minimum threshold will be set at 40% of the buffer size and the maximum
threshold will be 70% of the buffer size. This high minimum threshold will
grant higher network throughput and link utilization. For the average to re-
spond quickly to the changes in the green area WTRED assigns the value 0.003
to the weight parameter. In case that persistent traffic bursts accumulate the
queue size, the average will be increased faster to hit the minimum threshold
and initiate congestion recovery.

When the average reaches the yellow area, RED starts dropping packets.
In this area there is no need to have higher value for the weight parameter.
Hence, WTRED assigns the value 0.002 to the weight parameter. Another
reason to use a lower weight parameter in this area is to maintain reasonable
time before the average hits the maximum threshold. When the maximum
threshold is reached, the drop probability will be 1.0 and every arriving packet
will be dropped. Setting the weight parameter to 0.002 in this area is better
than using high values for the maximum drop probability. High maz, values
lead to shorter time to reach the maximum threshold which will reduce the
link utilization.

When the average queue size exceeds the maximum threshold and enters
the red area, RED will drop every packet arriving at the gateway. FRED

uses higher weight parameters to increase the sensitivity to the changes in the
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actual queue size. In this case, the actual queue size and the average queue
size will closely follow each other and FRED’s behavior may approach the TD
strategy, dropping packets based on the actual queue size. Fig. 5.13 illustrates
the WTRED algorithm.
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5.6. Simulation and Discussion

WTRED is simulated using the NS-2 simulator. WTRED, RED and
FRED are compared against the four network performance parameters which
are: throughput, link utilization, average delay and packet loss. The network
topology in Fig. 5.14 is used to run 11 different scenarios with different weight
parameters and buffer sizes. Table 5.4, illustrates the weight and buffer size

for each scenario used in this simulator.
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FIGURE 5.13. WTRED algorithm.

5.6.1. Network topology

NS2 simulation script has been used to define five FTP sources. A duplex
link with 10Mb/s bandwidth connects each source with the gateway. Connec-
tion delays are uniformly distributed between 1ms and 5ms. Another duplex
link with 10Mb/s bandwidth and 5ms delay connects the gateway with a TCP
sink. The packet size is 552 bytes and the TCP variant is Reno. Fig. 5.14

illustrates the simulation network topology.

5.6.2. Simulation results

RED |29] suggests that, in order to fillter out transient congestion at the
gateway, the weight (w,) must be assigned small values. Low weights mean
that the EWMA will respond slowly to actual queue size changes. This reduces
the gateway’s ability to detect the initial stages of congestion. The maximum
and minimum threshold values are restricted by the desired average queue size.
Also, the difference between the maximum threshold and minimum threshold
must be sufficiently large to avoid global synchronization. Small differences
between maximum threshold and minimum threshold allow the average queue

size to oscillate up to the maximum threshold.
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FIGURE 5.14. Simulation network topology.
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FIGURE 5.15. Network throughput for RED, FRED and WTRED.

Figures 5.15 to 5.18 depict the throughput, packet losses, average delay
and link utilization respectively. Fig. 5.15 shows that WTRED achieved the
highest throughput among the three strategies. FRED generates very poor
throughput due to the high weight parameter and maximum drop probability.
This also increases the loss rate as shown in Fig. 5.16. FRED also has the
lowest delays among the three strategies as in Fig. 5.17. This comes at the
price of very poor throughput, Fig. 5.15 and link utilization, Fig. 5.18.

The figures demonstrate that WTRED outperforms RED and FRED.
WTRED improves throughput and link utilization while maintaining accept-

able delays and loss rates.
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FIGURE 5.17. Average delay for RED, FRED and WTRED.

5.6.3. Issues with RED’s and FRED’s implementations

Erroneous parameter configuration degrades the performance of RED

[64]. FRED proposed a new parameter conguration for RED in an effort to in-

crease network performance. Unfortunately, FRED has numerous drawbacks.

FRED uses a very high maxz, value. In some phases this value is ten

times the initial value in RED. Given the same queue conditions, sometimes

FRED will drop ten times as many packets as RED. The maximum threshold in
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FIGURE 5.18. Link utilization for RED, FRED and WTRED.

this case is actually reduced, resulting in a lower average queue size and lower
average delay. Although FRED lowers delays, its overall performance is poor
due to lower throughput, link utilization and higher loss rates, as demonstrated
in section 5.6.2.

The suggested exponent value of the weight parameter using the normal-
ized notation is -3. For example, the default value for w, in RED is 0.002.
When the actual queue size exceeds the warn threshold, FRED starts to in-
crease the weight parameter. In Table 5.2, sub-phase 6, FRED multiplies the
weight parameter by 20. In this case, w, is not just doubled, it is also shifted
one decimal point.

TD does not maintain an EWMA. RED maintains the average between
the minimum and maximum thresholds while allowing transient bursts of traf-
fic [29]. Higher weights mean that the average queue size will closely follow
the actual queue size. In case of bursty traffic overwhelming the gateway for

an extended period, FRED will behave like a TD algorithm.

5.7. Summary

Random Early Detection (RED) uses parameters, such as: maximum
threshold, minimum threshold, weight and maximum drop probability to con-

trol congestion in TCP networks. Some RED variants use different parameter
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settings to enhance RED’s implementation. FRED dynamically adjusts the
maximum drop probability and the weight parameter to increase network per-
formance. This chapter highlights some of RED’s and FRED’s drawbacks and
proposes the Weighted RED (WTRED) strategy to overcome these shortcom-
ings.

WTRED uses a dynamic weight parameter and new maximum threshold
and minimum threshold. NS-2 simulations show that FRED reduces loss rates
and delays; but this comes at the cost of dramatically reduced throughput
and link utilization. Comparatively, RED generates higher throughput and
higher link utilization with acceptable delays and losses. WTRED provides
the highest throughput and link utilization. The packet loss rate is slightly
higher than RED, but the benefit of these slightly higher losses is a lower
average delay. Overall, the results suggest that WTRED provides a better

balance of throughput, loss, delay and network utilization.



CHAPTER 6

Conclusions

Queue management is an approach used to control congestion in TCP
networks. Traditional queue management strategies, including Tail Drop (TD),
used a First In First Out (FIFO) technique to control congestion. These
techniques drop packets from the intermediate router queue depending on a
predefined threshold or drop level. Whenever the actual queue size exceeds
the prefixed threshold; TD drops packets from the tail of the queue. TD
and traditional queue management strategies had served the network for an
extended period of time until the detection of congestion collapse [55] [54].

TD and traditional queue managent strategies are reactive and commonly
referred by the Passive Queue Management (PQM). Lock out, full queue and
global synchronization are the most severe problems incurred by using the TD
strategy.

The subsequent congestion control strategies used a proactive approaches
to avoid congestion before buffers overflow. Hence, these approaches are ref-
fered by the Active Queue Management (AQM). Early Random Drop (ERD) is
one of the earliest implementations of the AQM. ERD proposes a threshold less
than the buffer limit. Whenever the actual queue size exceeds the threshold,
ERD drops packets randomly from the queue using a prefixed probability.

Due to the use of fixed drop probability and threshold; ERD is con-
sidered to have bias against bursty traffic and causes global synchronization
problems. Random Early Detection (RED) was proposed with two thresholds
and a dynamic drop probability. Instead of using the actual queue size check;
RED used a low pass filter to calculate the average queue size. Thus, RED can

more effectively avoid global synchronization and bias against bursty traffic.

119
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Many RED-based strategies have been proposed to enhance the perfor-
mance, however, RED and its variants have some disdvantagies. The mismatch
between the average and actual queue sizes degrades the network performance.
In addition, parameter configuration in RED is very sensitive. Erroneous con-
figuration makes RED behave like TD. This thesis invistegated the mismatch
and parameter configuration problems and proposed solutions for RED’s draw-

backs.

6.1. Proposed solutions

Traditional congestion control strategies; such as TD, used the actual
queue size check to determine congestion. Instead of the actual queue size
check, RED used the weight parameter to calculate the average queue size
avg in order to determine congestion. Both approaches have disadvantages.
All TD problems are caused by the actual queue size check; such as global
synchronization and lock out. The average queue size check disregards the
actual peaks in the queue; maintaining low avg. This mismatch between the
average and actual queue sizes leads to buffer overflow for long period of time.
In this situation, RED behaves same as TD. Thus, the risk of full queue and
global synchronization phenomena is high.

Some RED-based strategies proposed dynamic parameter configuration
to overcome RED’s disadvantages. Adaptive RED (ARED) proposed a tech-
nique to prevent buffer overflow by adjusting the maximum drop probability
mazx, dynamically. Other strategies; such as Effective RED (ERED), used both
actual and average queue sizes to control congestion. Refined RED (FRED)
used dynamic weight (w,) and maximum drop probability (max,) to enhance
the performance of RED.

This thesis proposed three RED-based strategies to ovecome the mis-
match between the average and actual queue sizes. New parameter config-
urations are proposed for each strategy to avoid the drawbacks of erroneous

configuration. The proposed strategies are: Queue Sectors RED (QSRED),
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Risk Threshold RED (RTRED) and Weighted RED (WTRED). These strate-
gies are simulated using the NS-2 simulation and their performance is evaluated

and compared with current RED-based strategies.

6.2. Simulation results

QSRED divides the buffer into six equal sectors. These sectors represent
new dropping levels added to the original RED implementation. QSRED used
the actual and average queue size parameters to help RED absorb short lived
bursty traffic and control TCP congestion efficiently. Since RED uses proba-
bilistic packet dropping, QSRED dynamically adjusts the maz, value of RED
to maintain network stability and smooth traffic. QSRED is compared with
ERED and RED. The results show that QSRED offers higher throughput and
link utilization with lower packet losses and delays.

RTRED is a compromise between the TD and RED strategies. RTRED
uses both the actual and average queue sizes to calculate the drop probability
and congestion level. These calculations operate in conjunction with a third
drop level; the risk threshold. The simulation results suggest that RTRED out-
performed competing RED-based strategies; reducing the unnecessary packet
losses, the average delay time and the overhead of packet retransmission. Fur-
thermore, RTRED avoids wasting the gateway buffer and increases the buffer
utilization.

WTRED uses dynamic weight parameter and new maximum thresh-
old and minimum threshold. NS-2 simulations show that, a similar strategy,
FRED reduces loss rates and delays; but this comes at the cost of dramati-
cally reduced throughput and link utilization. Comparatively, RED generates
higher throughput and higher link utilization with acceptable delays and losses.
WTRED provides the highest throughput and link utilization. The packet loss
rate is slightly higher than RED, but the benefit of these slightly higher losses
is a lower average delay. Overall, the results suggest that WTRED provides a

better balance of throughput, loss, delay and network utilization.
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6.3. Future work

Future work will further investigate the optimal usage of the weight pa-
rameter. Additionally, in the future we plan to compare the performance of

QSRED, RTRED and WTRED.

6.3.1. Optimal weight parameter

The weight parameter w, is most critical in RED for two reasons. Iirstly,
large weights w, prevent RED from filtering out transient congestion [29].
Secondly, low w, prevents RED from detecting the intial stages of congestion.
The main goal of RED is to maintain a desirable average queue zise which is
less than a certain threshold. Equation 2.6 [29] illustrates this scenario; where
L is the number of packet arrivals provided that the queue was empty initially,
w, is the weight parameter and miny, is the minimum threshold.

Theoretically, RED should maintain an average queue size less than the
minimum threshold with few fluctuations less than the maximum threshold to
absourb transient congestion. Practically, the average queue size in RED does
not reflect the actual dynamics of the queue size and packets are dropped due
to buffer overflow. This has been shown through simulation in this thesis. As a
future work, we suggest including the queue idle and peak times in estimating
the weight parameter dynamically. The main issue is to find the optimal w,
that reasonably reflects the dynamics of the actual queue size over the average

queue size.

6.3.2. Comparison between QSRED, RTRED and WTRED

Using the actual queue size check as the only congestion indicator in
TD causes problems; such as global synchronization, lock out and full queue.
QSRED and RTRED apply actual and average queue size checks to match
the queue dynamics. In addition to the complexity incurred by the double

queue size check, QSRED and RTRED add more sectors and drop levels which
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means more monitoring and more parameter configuration. Actual queue size
dynamics in WTRED are reflected on the average queue size using adjustable
weight parameter w,. WTRED also maintains the original drop levels of RED
which makes WTRED the simplest strategy to implement.

QSRED and RTRED use the maximum drop probability max, to adjust
the drop rate depending on the level of congestion. The congestion level in both
strategies is partially estimated using the actual queue size. WTRED assigns
a specific weight parameter w, for every drop level to increase/decrease the
drop rate. The congestion level in WTRED is estimated depending on the
average queue size. Hence, QSRED and RTRED are expected to be better
than WTRED in solving the short lived congestion. Conversely, WI'RED is
expected to better solve the long lived congestion.

A comparative study between QSRED, RTRED and WTRED is a worth-
while point of research. As a future work, the performance of these three
strategies can be evaluated against throughput, link utilization, packet loss

and delays. The strategies can be simulated using the NS-2 simulator.
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