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Abstract. Nawaz, Gupta and Gong recently proposed a 32-bit RC4-like
stream cipher. In this paper, we show that the keystream generated from
their stream cipher is not random. The keystream can be distinguished
from random with only about 100 outputs (3200 bits) in 2 milliseconds
on Intel Centrino 1.6GHz processor.

1 Introduction

A 32-bit RC4-like stream cipher was recently proposed by Nawaz, Gupta and
Gong [1]. It is very efficient in software and it is claimed that its the speed is
about 3.5 times that of RC4.

In the rest of this paper, we refer this cipher as NGG stream cipher. And we
will focus on the version which is fully specified, i.e., the version with 256 32-bit
elements in the table.

In this paper, we point out that the NGG stream cipher is very weak. The
keystream can be distinguished from random with only about 100 outputs and
negligible amount of computation time. We will describe the NGG stream cipher
in Section 2 and give our attack in Section 3.

2 The Stream Cipher NGG

NGG is a 32-bit RC4-like stream cipher. The table in NGG is with 256 32-bit
elements. At each step, one 32-bit element is generated and one 32-bit output is
updated.

We ignore the key schedule here. The keystream generation of NGG is given
below. (The S is a table with 256 32-bit elements. ai (0 ≤ i ≤ 255) are some
random constants, N = 256, M = 232).

i = 0
j = 0
iterate until enough keystream bits are generated

i = (i + 1) mod N
j = (j + S[i]) mod N
Swap (S[i], S[j])
output = S[(S[i] + S[j]) mod N ]
S[(S[i] + S[j]) mod N ] = (S[i]+S[j]) mod M



3 Distinguishing attack on the NGG stream cipher

We notice the value of each element is updated as the sum of two elements in
the table. And each output of NGG is given as an element randomly chosen
from the table. The flaw is that if S[k] is updated as S[k] = S[i] + S[j], and
if S[i], S[j], and S[k] are selected as three outputs out′i, out′j and out′k, then
out′k = out′i + out′j (Here the i′, j′ and k′ are three random numbers).

In the attack, we do not know which elements are selected as outputs and
their positions in the table and the keystream, but we are certain that for three
outputs outx, outy and outz, the probability that outx = outy + outz would
increase due to the flaw indicated above.

We carried out the experiment to compute the probability that outx =
outy + outz . For n consecutive outputs outb, outb+1, outb+2, ... , outb+n−1,
we carry out the experiment with the following pseudo code:

counter1 = 0
counter2 = 0
for i = b to b + n− 1

for j = i to b + n− 1
for k = b to b + n− 1

count1++;
if (outk == outi + outj) count2++;

The probability p = count2
count1

We mention here that in the above pseudo code, if i = j = k, then the values
of counter1 and counter2 should remain unchanged. And this experiment is re-
peated for a number of times with different keystream to compute the average
probability.

For n = 100, this probability is 2−18.7, which is much larger than the random
probability 2−32. It means that once we find the first outk = outi + outj in the
experiment above, then we are almost certain that the keystream is distinguished
from random. And in average, for every consecutive 100 outputs, we find about
1.1 cases that outx = outy +outz. It is the same as to say that with 100 outputs,
we can distinguish the keystream from random with probability close to 1.

Thus our attack can distinguish the output of NGG cipher from random
with only 100 outputs. The attack requires only about 2 milliseconds on the
Intel Centrino 1.6GHz processor.

We note that there are some other attacks that can also be applied to dis-
tinguish the keystream of NGG from random. For example, in the keystream
generation process given in Section 2, we do the approximation j ≈ j + i, and
(output mod 256) ≈ (i + j) mod 256. The two expressions hold with chance
larger than 2−8, and it results in the probability that (outx − outx−1 − x −
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1)&255 = 0 larger than 2−8. We ignore the details of those attacks in this re-
port.

4 Discussion

The NGG stream cipher is very weak. The attack given in this paper can dis-
tinguish the keystream of NGG from random efficiently.

In [1], the designers of NGG stream cipher suggested using rotation in the
cipher to enhance the security of the cipher. However, that improvement fails to
resist the attack given in this paper.
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