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#### Abstract

Hill Cipher is one of the methods used in Cryptography. In the Hill Cipher algorithm, the key square matrix must have an inverse modulo. One special matrix that definitely has an inverse is the unimodular matrix. The unimodular matrix can be used as a key in an encryption process. The purpose of this research is to show an alternative in securing digital image data. The type of cryptography used is symmetric cryptography. The algorithm presented by generating a unimodular matrix using the Logistic Map. First, to get a unimodular matrix, we use an identity matrix. The sequence of real number in $(0,1)$ of Logistic Map then converted into integer number from 0 to 255 . That number then occupies upper triangular entries of the unimodular matrix. We use the Elementary Row Operation to obtain the complete matrix as a key. Then the multiplication of matrix modulo is used as an encryption process. The unimodular matrix generated by the proposed algorithm guarantees a key in the Hill Cipher for all matrix sizes $(n>4)$ and only need two parameters (password 1 and password 2). We also tested the algorithm in python language on two digital images (grayscale and color) with different sizes. The results show that the encrypted images are very difficult to read by third parties. The time needed is based on password 1, that is the size of the key matrix. So, the unimodular matrix and logistic map work very well with Hill Cipher to encrypt a digital image.


## INTRODUCTION

In this decade, digital images are very important. The process of securing digital images is usually done in the process of sending from one person to another. We will try to emphasize the level of security in transmissions that the security level is low. It requires increased security of digital images, in both sending and storing them. One of the ways is to encrypt digital images [12]. One of the classic encryption methods is Hill Cipher. In recent years, there have been several modifications to the Hill Cipher. Among them are Hill Cipher combined with genetic algorithms [20], the hill Cipher with pixel value transformation and image block randomization [13], and the Hill Cipher combined with chaos functions $[9,10]$. However, these methods only use a limited key matrix of sizes $3 \times 3$ or $4 \times 4$. If the size of the matrix key is more than four, it will say that it is difficult to find the inverse key or it takes a long time to find that key matrix which is invertible [10, 20].

This problem can be overcome by utilizing a special matrix, which is a unimodular matrix [4, 7]. We form a unimodular matrix by utilizing the Elementary Row Operations. It is not necessary to use a whole matrix as a key. We will use the Logistic Map to form a unimodular matrix so that fewer parameters are needed. Furthermore, the proposed algorithm will be applied to several grayscale and color standard images with the programming language Python 2.7.14. Python language is very easy to understand [16]. The program is also very easy to get. Python is available on a variety of OS such as Windows, Linux, Mac OS, and Android [17]. Python also has many uses and applications in many groups of expertise and disciplines [5, 18]. Those are the several reasons why we use Python.

Based on the explanation above, we offer an encryption algorithm on digital images through a unimodular matrix and logistical map using Python in this paper. The discussion begins with the research method and a review of the
theories used, and our Python code in Session 2. The implementation of the algorithm and some analysis will be discussed in Session 3, and Session 4 will close this paper.

## METHOD

Lester Hill discovered how to encrypt plaintext by utilizing a System of Linear Equations (SLE). The encryption process with Hill Cipher is to divide plaintext into several blocks. Suppose each block of plaintext consists of $n$ elements, then ciphertext is generated by solving the SLE with $n$ equations and $n$ variables modulo $m$ with $m$ are some numbers [1, 2, 9]. The completion of the SLE can be done by matrix multiplication. Because the Hill Cipher is symmetrical cryptography, the key which is generated must have an inverse [14, 15, 19].

Hanson [8] introduced the notion of a unimodular matrix or the Nice Matrix. A matrix $A$ with each entry in the form of an integer is called unimodular if $\operatorname{det}(A)=-1$ or $\operatorname{det}(A)=1$. Examples of unimodular matrices are identity matrices, upper triangles or lower triangles with diagonals of 1 or -1 . It is confirmed by the following theorem.

Theorem 1. Anton (3) If $A$ is a triangle matrix then, $\operatorname{det}(A)=a_{11} a_{22} \ldots a_{n n}$.
The following lemma explains the steps in generating a unimodular matrix. Note that Lemma 2 will be used as a reference in making a program to generate a unimodular matrix using Python.

Lemma 2. Hanson (8) A unimodular matrix $A_{n}$ can be constructed in the following ways:

1. First, make a diagonal matrix with the diagonal entry $a_{i i}=1$ or $a_{i i}=-1$.
2. Second, fill in any random integers at each entry with $\mathrm{i}<\mathrm{j}$. From this, it has formed a top triangular matrix whose determinants are 1 or -1. It is a unimodular matrix.
3. Third, to be a complete matrix, use the Elementary Row Operations (ERO) "add a row with multiply of another row".

From Lemma 2 above, in the first step, we will use $a_{i i}=1$ because it will implement positive integer values. As for the second step of the lemma, we will use logistic functions and convert it into integer between 0 and 255 as random numbers. Furthermore, in the third step, we also use the logistic function to get the multiplier factor so that we can apply "add a row with multiply of another row" to the key matrix. The logistic function obtained is in the form of real numbers between 0 to 1 . Then the conversion is made from real to an integer by taking the first three digits after the decimal point and then we do modulation with 256.

Logistics map was first introduced by May [11] in 1976. One of the chaotic functions looks simple, but it produces a very complex dynamic sequence [6,21]. The recursive equation is

$$
x_{n+1}=r x_{n}\left(1-x_{n}\right) .
$$

Logistic maps produce a random sequence of values and spread between $(0,1)$ for the value of $r$ in $(3.7,4]$. In order to produce a row of integers that valued between 0 to 255 , there are several ways that can be done, among them is by taking three the first digit after the decimal point of $x$ generated by the logistic map and then the results modulated 256. Can be developed with $4,5,6, \ldots$ the first digit of $x$, but the more digits used will affect the speed of the program. The results of the floor function or roof function from $x * 256$. In this study, the first three digits taken after the decimal point [22, 23].

In this paper, we propose four algorithms that use a unimodular matrix as the key. The matrix is built using logistic maps. Algorithm 1 and 2 is used in the encryption and decryption process. The Python code of this algorithm can be downloaded here: https://github.com/muktyas/encryption-unimodular-logistic-map.

## Algorithm 1: Generating Logistic Map Sequence

```
x = x0 #x0 as initial value
loop to 1000 times first to make sensitive sequence of logistic map
barisan = []
for i in range(n):
    x = 3.9 * x * (1 - x) # 3.9 can be replaced by real number in (3.7, 4]
    barisan[i] = x*1000%256 # take 3 first digit after decimal point
return barisan
```


## Algorithm 2: Generating Unimodular Matrix (Key)

```
1. K=I_n
2. for i < j:
    K ij = random numbers generated by logistic map
3. Use ERO add a row with multiply of another row modulo m to complete the matrix K.
```


## Algorithm 3: Encryption

1. Convert an image to a matrix $P(b, k)$
. Generate a key matrix K_n using Algorithm 1, that is $n$ l(bk)
Reshape the matrix $P_{-}(b, \bar{k})$ to a matrix $P_{-}(n, b k / n)$
$C_{-}(n, b k / n)=K_{-} n * \bar{P}_{-}(n, b k / n)$
. Reshape the matrix $C_{-}(n, b k / n)$ to a matrix $C_{-}(b, k)$.
2. Convert the matrix $C_{-}^{-}(b, k)$ to encrypted image.

## Algorithm 4: Decryption

```
1. Convert an image to a matrix C_(b,k)
Generate a key matrix K n using Algorithm 1, that is n|(bk)
Find the invers matrix }\overline{K}_n^(-1) using ERO mod 
Reshape the matrix C_(b,\overline{k}) to a matrix C_(n, bk/n)
P_(n, bk/n) = K_n^(-\overline{1}) * C__ (n, bk/n)
Reshape the mat\overline{rix P ( n, b\overline{k}/n) to a matrix P (b,k).}
7. Convert the matrix P_(b,k) to decrypted image.
```

The example encryption process of the algorithm is as follows. First, we take cameraman.png which has been resized to $6 \times 6$ as a plaintext. The corresponding images and matrices are as follows.

(a)
$P=\left[\begin{array}{cccccc}161 & 177 & 185 & 177 & 167 & 154 \\ 167 & 182 & 43 & 107 & 166 & 149 \\ 163 & 9 & 15 & 10 & 156 & 148 \\ 163 & 15 & 99 & 140 & 139 & 149 \\ 120 & 14 & 129 & 122 & 112 & 103 \\ 133 & 45 & 238 & 113 & 57 & 112\end{array}\right]$
(b)

FIGURE 1. (a) Cameraman.png that resized to $6 \times 6$ pixel (b) matrix that represents the cameraman.png
Because the image size is $6 \times 6=36$, the plaintext matrix can be resized according to a factor of 36 , i.e. $2,3,4,6$, 9,12 , and 18 . For example, the number 4 is chosen as a password 1 . Then the size of the plaintext matrix is now 4 x 9 , that is:

$$
P=\left[\begin{array}{ccccccccc}
161 & 177 & 185 & 177 & 167 & 154 & 167 & 182 & 43 \\
107 & 166 & 149 & 163 & 9 & 15 & 10 & 156 & 148 \\
163 & 15 & 99 & 140 & 139 & 149 & 120 & 14 & 129 \\
122 & 112 & 103 & 133 & 45 & 238 & 113 & 57 & 112
\end{array}\right]
$$

Furthermore, suppose we enter password 2: 19062020. These numbers then converted into real number by adding " 0. " in front of it and add " 1 " at the end. Moreover, " 0 ." will turn these numbers into intervals $(0,1)$, while the number " 1 " at the end will ensure that the values are unique. For example, a password 2: 123 will be different from 1230 or 12300 . A $4 \times 4$ key size generated, the initial value is 0.190620201 , with the following process:

$$
K=\left[\begin{array}{llll}
1 & 0 & 0 & 0 \\
0 & 1 & 0 & 0 \\
0 & 0 & 1 & 0 \\
0 & 0 & 0 & 1
\end{array}\right]
$$

Next, a sequence is formed based on algorithm 1, which uses a logistic map with an initial value of $x 0=$ 0.190620201 . We have sequence $117,141,64,81,243,206$. These numbers become the entries of an upper triangle matrix as follows:

$$
K=\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
0 & 1 & 81 & 243 \\
0 & 0 & 1 & 206 \\
0 & 0 & 0 & 1
\end{array}\right]
$$

By Lemma 2 section (3), a key matrix obtained with the following process:

$$
\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
95 & 108 & 164 & 179 \\
0 & 0 & 1 & 206 \\
0 & 0 & 0 & 1
\end{array}\right] \Rightarrow\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
95 & 108 & 164 & 179 \\
79 & 27 & 132 & 142 \\
0 & 0 & 0 & 1
\end{array}\right] \Rightarrow\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
95 & 108 & 164 & 179 \\
79 & 27 & 132 & 142 \\
101 & 41 & 161 & 65
\end{array}\right]
$$

And the consequences are obtained:

$$
K=\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
95 & 108 & 164 & 179 \\
79 & 27 & 132 & 142 \\
101 & 41 & 161 & 65
\end{array}\right]
$$

Then, do the matrix multiplication $K_{4 \times 4}$ with a $P_{4 \times 9} \bmod 256$, so we get:

$$
K \times P=\left[\begin{array}{ccccccccc}
207 & 210 & 25 & 140 & 147 & 6 & 145 & 248 & 220 \\
157 & 163 & 244 & 34 & 72 & 88 & 20 & 45 & 89 \\
176 & 253 & 252 & 198 & 30 & 243 & 37 & 116 & 133 \\
37 & 74 & 68 & 193 & 44 & 76 & 166 & 17 & 60
\end{array}\right]
$$

Finally, change it back to the size of $6 \times 6$ as a $C 6 x 6$ and turn it into a ciphertext image.

$$
C=\left[\begin{array}{cccccc}
207 & 210 & 25 & 140 & 147 & 6 \\
145 & 248 & 220 & 157 & 163 & 244 \\
34 & 72 & 88 & 20 & 45 & 89 \\
176 & 253 & 252 & 198 & 30 & 243 \\
37 & 116 & 133 & 37 & 74 & 68 \\
193 & 44 & 76 & 166 & 17 & 60
\end{array}\right]
$$

(a)

(b)

FIGURE 2. (a) Matrix ciphertext (b) Ciphertext image
Continuing the example above, we want to carry out the decryption process. The image we have is Figure 2 (b), and the matrix corresponding to that image is Figure 2 (a). Furthermore, Password 1:4 and Password 2: 19062020, and from Password 1 then, the ciphertext matrix resized to $4 \times 9$, namely:

$$
C=\left[\begin{array}{ccccccccc}
207 & 210 & 25 & 140 & 147 & 6 & 145 & 248 & 220 \\
157 & 163 & 244 & 34 & 72 & 88 & 20 & 45 & 89 \\
176 & 253 & 252 & 198 & 30 & 243 & 37 & 116 & 133 \\
37 & 74 & 68 & 193 & 44 & 76 & 166 & 17 & 60
\end{array}\right]
$$

Based on the previous encryption process, a key matrix K obtained as follows:

$$
K=\left[\begin{array}{cccc}
1 & 117 & 141 & 64 \\
95 & 108 & 164 & 179 \\
79 & 27 & 132 & 142 \\
101 & 41 & 161 & 65
\end{array}\right]
$$

Furthermore, the inverse of the matrix K is as follows:

$$
K^{-1}=\left[\begin{array}{cccc}
137 & 139 & 120 & 63 \\
89 & 1 & 175 & 59 \\
247 & 0 & 1 & 50 \\
155 & 0 & 0 & 1
\end{array}\right]
$$

And the plaintext matrix $P_{4 x 9}$ is as follows:

$$
P=K^{-1} C=\left[\begin{array}{ccccccccc}
161 & 177 & 185 & 177 & 167 & 154 & 167 & 182 & 43 \\
107 & 166 & 149 & 163 & 9 & 15 & 10 & 156 & 148 \\
163 & 15 & 99 & 140 & 139 & 149 & 120 & 14 & 129 \\
122 & 112 & 103 & 133 & 45 & 238 & 113 & 57 & 112
\end{array}\right]
$$

After that, we reshape the matrix $P_{4 \times 9}$ above becomes a matrix $P_{6 \times 6}$ which corresponds to Figure 1 (b), then we transform the matrix $P$ into the corresponding image in Figure 1 (a). This step ends our decryption process.

## RESULT AND DISCUSSION

The computer specifications used in this study are Intel ${ }^{\circledR}$ Core ${ }^{\text {TM }}$ i3-2350M CPU @ 2.30 GHz 2.30 GHz , 4GB RAM with Windows 1064 -bit operating system. The proposed algorithm successfully implemented on two digital images, which is cameraman.png (grayscale, $512 \times 512$ pixel) and morning.png (color, $4195 \times 2773$ pixel) using Python 2.7.14, a programming language that needs a PIL and NumPy package. Moreover, to install PIL and NumPy in Windows OS is very easy (16).


FIGURE 3. (a) Display of cameraman.png (b) Display of morning.png (c) Ciphertext image of cameraman.png (d) Ciphertext image of morning.png

From Figure 3, the information of ciphertext images (c and d) are hard to read. So, the algorithm successfully encrypts the plaintext image.

## Encryption Time analysis

The encryption keys (password 1 and password 2) used on the experiment shown in Table 1.
TABLE 1. Average Encryption Time of Cameraman.png and Morning.png

| Data sample | Password 1 | Password 2 | Time (second) |
| :--- | :---: | :---: | ---: |
|  | 4 | 0852 | 0.130 |
|  | 16 | 0852 | 0.132 |
| Cameraman.png | 128 | 0852 | 0.818 |
|  | 256 | 0852 | 4.696 |
|  | 512 | 0852 | 32.340 |
|  | 3 | 0852 | 8.686 |
|  | 47 | 0852 | 8.567 |
| Morning.png | 59 | 0852 | 9.500 |
|  | 141 | 0852 | 10.382 |
|  | 177 | 0852 | 11.552 |

From Table 1, we can see that the encryption time is depending on password 1 because it related to the key sizes.

## Histogram Analysis

The following is a histogram comparison of the original image (a) and (c) and encrypted image (b) and (d):


FIGURE 4. (a) Histograms of cameraman.png (b) Histograms of morning.png, (c) Histogram of ciphertext cameraman.png (d) Histograms of ciphertext morning.png

Note that based on Figure 4, it appears that the histogram of the initial images (a) and (b) tends to be fluctuating, while the histogram of the encrypted images (c) and (d) tends to evenly distributed.

## Comparison with Standard Hill Cipher Algorithm

The comparison of the proposed algorithm and standard Hill Cipher shown in Table 2 (see 2, 9, 10, 13).

| TABLE 2. Comparison of Proposed Algorithm and Standard Hill Cipher |  |  |  |
| :--- | :--- | :--- | :---: |
| Properties | Standard Hill Cipher | Unimodular Hill Cipher <br> (proposed algorithm) |  |
| Size of key matrix $K_{n}$ usually $n \leq 4$  <br> Storage of key matrix $K_{n}$ one whole matrix $K_{n}$ any $n>0$ <br> only 2 parameters   |  |  |  |

## CONCLUSION

The standard Hill Cipher usually use a small size of the key matrix $K_{n}, n \leq 4$ because of the difficult to search that invertible matrix. Furthermore, if $n>4$ using standard Hill Cipher, it takes the whole matrix $K_{n}$ as key. On this paper, we generate a unimodular matrix using the logistic map as the key that can solve that problem. That is $n>4$ but only takes two parameters (password 1 and password 2). The experimental result obtained shows that the encrypted image is hard to read by normal eyes. From time analysis, we conclude that the greater the password 1, the longer the encryption time needed, not based on grayscale or color images. The histogram frequency of encrypted images tends to evenly distributed.
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