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ABSTRACT Blockchain technology and its applications are gaining popularity day by day. It is a
ground-breaking technology that allows users to communicate without the need of a trusted middleman.
A smart contract (self-executable code) is deployed on the blockchain and auto executes due to a triggering
condition. In a no-trust contracting environment, smart contracts can establish trust among parties. Terms
and conditions embedded in smart contracts will be imposed immediately when specified criteria have been
fulfilled. Due to this, the malicious assailants have a special interest in smart contracts. Blockchains are
immutable means if some transaction is deployed or recorded on the blockchain, it becomes unalterable.
Thus, smart contracts must be analyzed to ensure zero security vulnerabilities or flaws before deploying
the same on the blockchain because a single vulnerability can lead to the loss of millions. For analyzing
the security vulnerabilities of smart contracts, various analysis tools have been developed to create safe and
secure smart contracts. This paper presents a systematic review on Ethereum smart contracts analysis tools.
Initially, these tools are categorized into static and dynamic analysis tools. Thereafter, different sources code
analysis techniques are studied such as taint analysis, symbolic execution, and fuzzing techniques. In total,
86 security analysis tools developed for Ethereum blockchain smart contract are analyzed regardless of tool
type and analysis approach. Finally, the paper highlights some challenges and future recommendations in
the field of Ethereum smart contracts.

INDEX TERMS Ethereum, smart contract, blockchain, cryptocurrency, decentralized, dapp, vulnerabilities,
security, analysis tool.

I. INTRODUCTION
Blockchain technology [1] gained the interest of the research
community in the year 2008 when a white paper was pub-
lished by Satoshi Nakamoto [2] on a double-spending prob-
lem in peer-to-peer decentralized network [3], [6]. Now the
popularity of blockchain technology is rapidly increasing day
by day, such that countries and giant financial institutions are
planning to deploy their operational processes on the same
technology [4], [5]. In blockchain technology transactions,
the trusted third parties are removed with the help of a con-
sensus mechanism. Smart contracts work on the application
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layer of blockchain. Blockchain technology became popular
after Satoshi Nakamoto’s white paper on the double-spending
problem in a peer-to-peer network. In blockchain technol-
ogy transactions, the trusted third parties are removed with
the help of a consensus mechanism. Today, Ethereum is
the most widely used blockchain platform. Ethereum is
Turing complete to code smart contracts with developers’
constraints.

A smart contract [8], [9] is a contractual agreement embed-
ded in a self-enforceable piece of code. The parties in the
agreement agree to interact with each other based on some
predefined constraints, such that whenever a condition is met,
the predefined operations will execute automatically. Smart
Contracts provide higher transparency without the need for
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FIGURE 1. Ethereum blockchain based smart contract.

trusted third parties. Figure1 depicts the structure [12], [14]
of Ethereum smart contract.

The smart contract has many use cases in various real-life
areas. Following are some of the use cases:

• Financial Contracts: The governing rules of a finan-
cial product or service can be coded in the form of
a smart contract to facilitate claims settlements and
automated financial transactions. The DeFi (Decentral-
ized Finance) services or applications can address a
large market of financial transactions without a bank.
The DeFi applications can be more advantageous than
traditional ones regarding round-the-clock borderless
availability.

• Prediction Markets: The growth in the prediction mar-
ket is not according to time due to the involved risk in
the same. Smart contracts can revolutionize the field of
the prediction market. There are several gaming fields
where the players have been betting for a long time
without trusting the third party. So, the concept of the
Ethereum smart contract can be utilized in the prediction
of the auction, election, and any betting game.

• Digital Identity: In traditional systems, identity man-
agement and trust management are facilitated by Public
Key Infrastructure or PKI. The certificate-based PKIs
have a problem with the certificate tree isolation. The
Ethereum smart contracts can manage digital identities
and build trust.

• Supply ChainManagement: The Ethereum smart con-
tracts can reduce the complexity in the supply chain by
using the automatic verification process. The traditional
supply chain system lacks transparency and traceability,
which blockchain-based smart contracts can effectively
improve.

• Health Care Industry: The smart contract can be
applied in various application areas in the healthcare
industry like health insurance, medical research, patient
data management, and drugs supply chain management.
Smart contracts can help effectively manage patients’
medical history data management.

• Tokenization ICO/DAICO: The ERC-20 is one of
the essential Ethereum smart contract standards. The
ERC-20 is a set of rules to keep track of all types
of fungible Ethereum tokens. ERC -20 is short of
Ethereum Request for Comments 20. It employs an
application programming interface within smart con-
tracts. ERC-721 is one other type of token which is non-
fungible. The ERC-20 token represents a single entity,
whereas ERC-721 represents a set of resources.

But smart contracts [7], [10], [11] are vulnerable to attacks
due to security flaws present in there due to several reasons
like features of blockchain, coding issues, etc. As smart con-
tracts store cryptocurrencies as their balances, attackers can
take benefit of these security vulnerabilities [35]–[38], which
can result in enormous losses. For analyzing smart contracts,
several security analysis tools [43], [47] have been devel-
oped. Our survey will focus only on analysis tools associated
with the Ethereum blockchain smart contract. We present
a detailed review of 86 analysis tools for the Ethereum
blockchain-based smart contract, covering all the analysis
tools present in the literature or on the web, irrespective of
their type and analysis approach.

A. RELATED WORK
Many review articles have been published by researchers in
this domain with different-different viewpoints.
Harz et.al. [15] examined ten verification tools along
with their respective languages and verification methods.
Angelo et. al. [16] surveyed 27 smart contract analysis tools
with different-different points of view like open-source avail-
ability, development, working methodology, and security
vulnerabilities. Liu and Liu [17], surveyed 53 papers for
security vulnerabilities and correctness aspects. They dis-
cussed 18 tools in different-different categories like seman-
tic analysis, behavioral analysis, formal verification, etc.
Tang et al. [44] surveyed 15 analysis tools and their related
vulnerabilities. Ante [18] studied the smart contracts concern-
ing citation statistics distribution of keywords of several smart
contract platforms and discussed very few analysis tools
like Oyente and SmartCheck. Almakhour et al. [19] surveyed
smart contract analysis tools by categorizing them into ver-
ification tools and vulnerability analysis tools for Ethereum
blockchain smart contracts. They discussed 25 tools in two
categories: formal verification for correctness and Vulnera-
bility detection for security assurance. T. Durieux et. al. [55]
performed a pragmatic survey of 9 automatic analysis tools
on 47587 Ethereum smart contracts and found that 97% of
contracts are vulnerable. Ghaleb et. al. [48] focused only
on static analysis tools and proposed a technique named
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SolidiFI for evaluating the performance of static analysis
tools. Tolmach et. al. [49] studied various verification tools by
considering the formal modeling and verification techniques.
D. He et. al. [50] studied security vulnerabilities related
to Ethereum smart contract and their defense mechanism
and some of the security audit methods. They discussed
only three analysis tools: Oyente, Porosity, and Mythrill.
Grishchenko et. al. [51] surveyed 11 security and verification
tools but focused their discussion on the static analysis tool
named EtherTrust and formal verification tools. Anna Veca
et. al. [52] surveyed 26 analysis tools for Ethereum smart
contracts concerning smart contract testing and code analysis.
Pinna et.al. [53] presented n pragmatic study on the specific
type of Ethereum smart contract (with the topmost number
of transactions means financial smart contract) deployed on
Ethereum blockchain but covers a little about analysis tools.
Bin Hu et. al. [54] surveyed 39 analysis tools concerning
methodology, input, and availability of source code. All the
above surveys discussed analysis tools related to specific
vulnerabilities or specific fields like verification tools. None
of the above surveys covers all the Ethereum smart contract
analysis tools associated with the analysis of the Ethereum
smart contract. This paper presents 86 analysis tools for
the Ethereum blockchain-based smart contract to cover this
research gap.

B. MOTIVATION
In a no-trust contracting environment, smart contracts can
establish trust among parties. Terms and conditions embed-
ded in smart contracts will be imposed immediately when
specified criteria have been fulfilled. So, the smart contract,
which is just a piece of code, executes the terms and condi-
tions without the need of any third person. Thus, smart con-
tracts must be analyzed to ensure zero security vulnerabilities
or flaws before deploying them on the blockchain because
a single vulnerability can lead to terrific losses [35]. Thus,
it becomes necessary to analyze the security vulnerabilities
of smart contracts to develop safe and secure smart contracts.

The existing review articles have discussed only a limited
set of Ethereum smart contract analysis tools. Even most of
the existing review articles are limited to specific types of
tools. Hu et. al. [54] discussed 39 tools, which was the highest
among all review articles. Therefore, this paper presents a
detailed systematic survey of smart contract analysis tools for
the Ethereum blockchain. The overall objective is to discuss
maximum analysis tools to highlight some challenges and
future recommendations in Ethereum smart contracts.

C. RESEARCH QUESTIONS
Smart contracts [39]–[42] can be developed on various
blockchain platforms, which have their features and chal-
lenges. Still, Ethereum is mainly used as a very promi-
nent smart contract development platform, so we focus only
on analysis tools for smart contracts related to Ethereum
blockchain and systematized these analyses tools regard-
less of their type or analysis approach. The literature lacks

an organized survey of Ethereum blockchain-based analysis
tools covering all the tools. Systematic study methods of
Kitchenham et al. [12] and Peterson et al. [13] are used for
defining the following research questions:

• Research Question 1:What are the static analysis tools
available for Ethereum blockchain smart contracts?

• Research Question 2: Which dynamic analysis tools
are available for the Ethereum blockchain smart con-
tract?

• Research Question 3: For Ethereum blockchain
smart contracts, what kind of analysis approaches are
employed by static/dynamic analysis tools?

• Research Question 4: What are the five most common
vulnerabilities detected by analysis tools?

D. INCLUSION AND EXCLUSION OF ARTICLES
To address the research questions, we identified 670 research
articles from Web of Science (WoS) that are published
between 2016 to 2021. This search was performed in
peer-reviewed scientific research databases like Springer,
ACM, IEEE, Elsevier, and Willey. Out of these research
articles, 525 articles are excluded based on exclusion criteria,
and 132 articles are included based on inclusion criteria.
Duplicated, survey, and review articles are excluded from the
selected articles. Also, articles in which only tools compar-
isons are presented are also avoided. All the phases of the
methodology for inclusion and exclusion of research articles
are depicted in Figure 2.

E. CONTRIBUTIONS
This paper contributes a systematic review of analysis tools
for Ethereum blockchain smart contracts from 2016 to
December 2021. This work provides a thorough understand-
ing of the analysis tools for Ethereum smart contracts. The
main contributions of this paper are as follows:

1) A systematic review of Ethereum smart contracts anal-
ysis tools is presented.

2) The analysis tools are categorized into static and
dynamic analysis categories. These categories are fur-
ther divided into subcategories based on the input type
of the tools, such as solidity code, EVM byte code,
or both.

3) Different sources code analysis techniques are studied,
such as taint analysis, symbolic execution, and fuzzing
techniques.

4) In total, 86 security analysis tools in Ethereum
blockchain smart contract are analyzed regardless of
tool type and analysis approach.

5) Finally, the paper highlights some challenges and
future recommendations in the field of Ethereum smart
contracts.

F. PAPER OUTLINE
The remaining structure of the article is as follows: Section II
briefly describes some famous vulnerabilities associated with
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FIGURE 2. Identification, exclusion, eligibility, and inclusion methodology.

Ethereum blockchain smart contracts, Section III illustrates a
detailed description of all Ethereum smart contract analysis
tools, Section IV presents a comparison with related work,
limitations of the present survey, and possible future research
directions. Finally, Section V concludes this study by exhibit-
ing an outline of the contributions.

II. SECURITY VULNERABILITIES IN ETHEREUM
BLOCKCHAIN SMART CONTRACT
Several researchers presented many types of vulnera-
bilities [46] associated with Ethereum blockchain smart
contract [31]–[34] in literature. Li et al. [29] surveyed
20 different-different vulnerabilities, Zhu et al. [30] studied
11 types of vulnerabilities, Luu et al. [9] presented security
vulnerabilities in their survey, Atzei et al. [142] studied some
specific security vulnerabilities, Tang et al. [44] presented
15 security vulnerabilities, Huashan Chen et. al [45] pre-
sented 40 vulnerabilities under several root causes. Following
are some of the most discussed Ethereum smart contract
vulnerabilities
• Timestamp Dependency [9]: It occurs when the block
timestamp is used to trigger a condition to initiate the
execution of a critical operation. If the block timestamp
is used to create randomness, it can be compromised by
the malicious attacker.

• Reentrancy [23]–[25]: It is one of the most famous
vulnerabilities related to the Ethereum smart contract.
It was first reported in 2016 from the renowned DAO
attack [26], which caused a loss of 60million US dollars.
It occurs due to repeatedly calling of a function of the

caller contract by the callee contract before the function
completed its execution. Due to this, the state variables
of the function are not updated after each function call
and create a very serious issue.

• Transaction Ordering Dependency [16]: It occurs due
to concurrent order of transaction execution. The miners
decide the transaction execution sequence. A malicious
miner may select or not select a specific transaction
to mine, which ultimately results in wrong execution
results if the transactions are dependent on each other.

• tx.origin [8]: The ‘‘tx.origin’’ is used for authorization
purposes. Still, the attacker can utilize the same for a
phishing attack. ‘‘msg.sender’’ should be used in place
of ‘‘tx.origin’’ for authentication purposes.

• Block-hashBlock Number [8], [20]: It also occurs
when the block has, or block number is used to generate
randomness by generating random numbers. But a miner
can act maliciously tomanipulate or modify the same for
its benefit.

• Gas Related Issues [14], [26], [27]: There can be sev-
eral gas-related issues like sending a transaction with
insufficient gas, useless code in the smart contract, or gas
costly loops present in the contract. Gas is used as a
transnational fee to execute instructions of the smart
contract like each type of operation requires a different
gas, which is charged in Ether (Wei-smallest unit of
Ether).

• Delegate Call [28]: It was first reported in one of the
other famous attacks on the Ethereum smart contract
Parity wallet. It occurs because of using EVM opcodes
maliciously by the callee contract to update the state
variables of the caller’s contract.

• Arithmetic UnderflowOverflow [21]: It occurs due to
solidity data type range, which means values of arith-
metic operation cross the range limit of data type on
upside or downside and give a chance to the attacker
to manipulate the values of state variables. It was first
reported in attacks on BEC tokens.

• Freezing Ether [44]: It was also reported the first
attack against the Parity wallet. It occurs because the
user of the contract cannot spend money due to the
dependency on other contract’s money spending func-
tion, and the function doesn’t allow to spend the
money.

• Unchecked Call [45]: It occurs due to improper excep-
tion handling in the solidity code. When the return value
of execution is not adequately checked and proper mea-
sures are not taken, the malicious user can benefit from
that.

• Self Destruct [29]: The ‘‘self destruct’’ is a method the
owner uses to kill its contract to delete its byte code and
free the storage. But the attacker can kill a contract if
there is poor authentication in the contract. It was first
reported in the Parity wallet bug.

• Access Control [30]: It is the case when inadequate
authorization or authentication is used while coding the
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smart contract. An attacker can maliciously use the
same to access the critical functions.

• Denial of Service [14], [22]: It occurs due to the mali-
cious intention of the user to disrupt the execution of
another user’s caller contract by reverting the call every
time.

III. ANALYSIS TOOLS FOR ETHEREUM SMART CONTRACT
Smart contracts must execute according to the user’s need
or owner of the smart contract. Security vulnerabilities [29],
[30], [44], [45] or bugs may not allow the smart contract
to perform its operation for which it was coded and be the
reason for tremendous losses. Analysis tools [66], [72], [112],
[124] are necessary to check and analyze the smart contract
for any security flaw. Because the immutability [99] nature
of the blockchain does not allow any type of alteration in
the code of smart contract after deployment of the same on
the blockchain. This Section presents the categorization of
Ethereum smart contract analysis tools into two main cate-
gories.

Further, these two main categories are divided into two
subcategories based on the initial input on the tool for analysis
purposes. Some of the tools take both Solidity and Byte code
as input. One tool named FSolidM [95] generates solidity
code by taking input some formal specifications. Figure 3
shows the categorization of Analysis tools for smart contracts
associated with the Ethereum blockchain.

FIGURE 3. Categorization of analysis tools based on type of analysis and
type of input to the tool.

Several analysis tools have been invented since 2016.
We have considered the tools invented up to November 2021.
Figure 4 shows the year-wise evolution of analysis tools for
Ethereum blockchain-based smart contracts. The majority of
the tools developed to date are static analysis tools. Authors
justified in their articles the benefits of their tool’s analysis
approach.

Figure 5 depicts different-different tools in each cate-
gory, and figure 6 shows the share of each category of the
tool among the total analysis tools invented for Ethereum

blockchain-based smart contract. Data used in the figure 6
is collected in our survey.

Now we will give a detailed overview of each tool under
each category. First, we will describe static analysis tools
under subcategory input to the tool is Solidity code

A. CATEGORY 1: STATIC ANALYSIS TOOLS
1) INPUT TO THE TOOL: SOLIDITY CODE
• ContractWard [76]: It is a static analysis tool that takes
solidity as input and was invented in 2019. It is an
automatic vulnerability finding tool. Wei Wang etȧl pro-
posed this system for detecting vulnerabilities at a large
level with machine learning algorithms. ContractWard
detects six vulnerabilities: Timestamp Dependency,
Re-entrancy, Arithmetic Overflow and Underflow, Call-
stack Depth, and Transaction-Ordering Dependence.
It depends on the Oyente tool for label generation for
each contract with six labels. ContractWard works in the
following six steps: Step 1: Collection of smart contracts
from Ethereum’s official website. Step 2: Transforma-
tion of source code to opcode for simplification. Step 3:
1619 bigram features are extracted from the simplified
opcodes of step 2. Then each smart contract is labeled
with six labels corresponding to each type of vulnerabil-
ity from C1 to C6. Step 4: For multi-label classification,
the OvR algorithm is employed. Step 5: Classification
and balancing are done in this step. Step 6: Balanced
training sets are used for creating detection models.

• Echidna [80]: It is a publicly available open-source
static analysis tool that takes solidity or viper code as
input and was invented in 2020. It is an Ethereum smart
contract fuzzer developed in Haskell, which supports
three properties such as user-defined properties, asser-
tion checking, and gas use estimation. Echidna works
in two steps: 1. Pre-processing: In this step, it leverages
Slither to analyze smart contracts. 2. Fuzzing Campaign:
In this step, random transactions are generated, and
property violations are detected. Echidna is very easy
to use and supports most contract development frame-
works. It is very fast to produce results very quickly.

• Eth2Vec [84]: It is a command-line-based static analysis
tool, invented in 2021. It employs the machine learning
approach for analyzing smart contracts to learn the fea-
tures of vulnerable EVM byte code. It creates a model
for feature extraction by training the tool using training
data. Then, matching the similarity in the code of EVM
and target EVM detects the vulnerabilities.

• Ethainter [85]: It is a static analysis tool invented
in the year 2020. It analyses information flow
with data sanitization in Ethereum smart contracts.
It enhances the tainted information flow by tainting
the guard conditions. Ethainter efficiently detects Seif
Destruct, Delegate Cal, Unchecked, variable tainting
type vulnerabilities.

• EthVer [140]: It is a static analysis tool invented in the
year 2020. It performs automatic formal verification of
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FIGURE 4. Year wise evolution of analysis tools for ethereum blockchain based smart contract.

smart contracts. Then tool translates the smart contract
into formal models known as the Markov decision pro-
cess and then verifies the same using a formal verifica-
tion tool known as PRISM model checker.

• FEther [94]: It is a publicly available static analysis
tool implemented in Coq and invented in 2019. It takes
an input of solidity code and analyzes the same using
a combination of symbolic execution and high order
logic theorem proving. FEther’s functional correctness
is verified in Coq. FEther’s processing is divided into
three parts: The first one is a Parser, the second one is
an ISA based on Lolisa semantics, and the third one is a
validation checking mechanism.

• FSPVM [96]: It is a static analysis tool implemented
in Coq and invented in 2020. It supports ERC-20 token
standard. FSPVM symbolically analyses the Ethereum
smart contract solidity code and checks for security
vulnerabilities by employing Hoare style logic in Coq.
FSPVM combines the virtual machine platforms with
static security issues checking, based on an extension of
Curry-Howard isomorphism.

• GasGauge [97]: It is a static analysis tool developed
in the year 2021. It employs fuzz testing to detect
vulnerabilities. It efficiently detects out of gas denial
of service vulnerability in Ethereum blockchain-based
smart contracts. The tool is divided into three phases: the
Detection phase, Identification phase, and Correction
phase. All the stages of the tool can work alone or
together to analyze Ethereum smart contracts.

• Gastap [101]: It is a static analysis tool developed in
2018. This tool takes input for analyzing the EVM byte
code or disassembled EVM byte code or solidity code.
It deduces the gas bounds requirements for its functions
and finally compares the deduced gas requirement with
the genuine gas limit paid by the user. The difference
between the deduced gas limit and the actual gas limit
paid will show the gas-related vulnerabilities.

• MuSc [109]: It is a publicly available open-source static
mutation testing tool implemented in Java and invented
in 2019. MuSc generates mutants of smart contracts
at the abstract syntax tree level. These AST-generated
mutants are converted to source code for compilation,
execution, and testing. It also supports the user-defined
test net.

• NeuCheck [110]: Ning Lu et. al. proposed this static
analysis tool in 2019, which takes solidity as input.
NeuCheck is developed in Java. To avoid missing
semantics and the transformation of solidity code to an
intermediate representation, NeuCheck introduced the
syntax tree in the syntactical analyzer. For this transfor-
mation, NeuCheck takes use of a solidity parser which is
developed in ANTLR. NeuCheck works in three steps:
1. Parse the source code to an intermediate represen-
tation. 2. Then, the second step for analyzing the syn-
tax tree utilizes the open-source XML library working.
3. The third and last step notifies users about the location
of security issues in the smart contract.

• Pakala [114]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2018. It is a symbolic execution tool for Ethereum
Virtual Machine byte code. It used Z3 as an abstraction
layer and added a SHA3 layer on top of it. It employs
two steps to detect vulnerabilities. In the first step, it exe-
cutes byte code to find outcomes, and in the second
step, it analyses the outcome to find something terrible
corresponding to a vulnerability.

• Remix IDE [115]: It is an open-access tool, which pro-
vides an easy way to write and analyze smart contracts
in solidity code. It is a JavaScript implementation of
Ethereum Virtual Machine with a browser-based user’s
interface, invented in 2016 and written in JavaScript.
It can be used either in the web version or desktop
version. Its source code is available in GitHub Repos-
itory. Presently there are 21 analysis modules under
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FIGURE 5. Categorywise ethereum smart contract analysis tools.

four categories are listed in Remix IDE v0.10.1, which
are Security, Gas & Economy, ERC & Miscellaneous.
Remixanalyser is a library that works beneath of Remix-
IDE Solidity Static Analysis plugin.

• SASC [126]: It is a static analysis tool invented in
2018 and developed in C (83%), Python (15.7%), Mark
file(0.5%). It comprises two main functions a) Invo-
cation Relationship Analysis b)Logic Risk Expansion
and Location. This tool detects timestamp dependency,
tx.origin, divide by zero vulnerabilities.

• sCompile [127]: It is a static analysis tool invented in
2018 and developed in Python. This tool is based on

automatically identifying monetary transaction’s related
critical program paths and concentrating on those that
possibly contravene essential properties.

• SESCon [130]: It is a static analysis tool invented
in the year 2021. It employs taint analysis to ana-
lyze the Ethereum smart contracts. The tool has
three main modules: XPath module, Vulnerable pat-
terns modules, and Taint module. The XPath module
takes an input of the solidity code and converts the
same to an abstract syntax tree. The Vulnerable pat-
tern module creates vulnerable patterns from vulner-
able smart contracts. The Taint module takes input
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from the above modules and products the vulnerability
report.

• SIF [132]: It is a publicly available open-source static
analysis tool implemented in C++ and invented in
2019. Apart from analysis, SIF also supports query
instrumentation and code generation at the abstract syn-
tax tree level. It takes an input of abstract syntax tree
generated by solidity compiler and user-defined query
for code instrumentation and finally generates instru-
mented solidity code. It detects arithmetic Overflow or
Underflow.

• Slither [133]: It is a publicly available open-source
static analysis framework invented in 2018 and devel-
oped in Python. It takes solidity code as input to analyze.
It uses an intermediate representation known as SlithIR.
The Slither employs data flow analysis and taints track-
ing approaches to detect vulnerabilities. It can be used
for automated vulnerabilities detection, automated opti-
mization detection, code understanding, and assisted
code review. The open-source version of this tool detects
approximately 20 bugs like shadowing, uninitialized
variables, re-entrancy, suicidal contracts, locked ether,
or arbitrary sending of ether.

• SmartAnvil [134]: It is a publicly available open-source
platform invented in 2018 and developed in Smalltalk.
It is constructed around various modules to cover
the multiple aspects of smart contract analysis. Smar-
tAnvil platform contains three components’ tools:
1) SmaCC-Solidity: a parser used to represent or support
solidity smart contract’s static code. 2) SmartInspect: It
is used to inspect the internal state of the Solidity smart
contract. 3) Ukulele: It is a query language that helps to
fetch required data from the blockchain.

• SMARTBUGS [135]: It is a publicly available
open-source static analysis framework implemented in
Python and invented in 2020. It supports ten tools for
analyzing the smart contract. This tool comprises 5 com-
ponents: command-line interpreter, tool’s configuration,
docker’s image of tools, dataset, and SMARTBUGS
runner. Apart from the command line interface, the
SMARTBUGS also has a web interface to interact.

• SmartCheck [136]: It is a publicly available open-
source static analysis tool invented in 2017 and
developed in Java. SmartCheck employs a lexical and
syntactical analysis approach to analyze the smart con-
tract. An XML parse tree is generated as an intermediate
representation using ANTLR (a parser generator) and
a custom Solidity grammar. XPath queries are used to
process intermediate representation for detecting vul-
nerabilities patterns. It detects approximately 20 types
of vulnerabilities like implicit visibility level, compiler
version not fixed, arithmetic division, style guide viola-
tion, etc.

• SmartEmbed [137]: It is a publicly available
open-source static analysis tool implemented in
JavaScript and invented in 2019. It is a web-based

FIGURE 6. Category-wise share of ethereum smart contract analysis tools.

service tool that detects repetitive contracts. The core
component of SmartEmbed is the similarity checker,
which takes an input of bug embedding matrix, code
embedding matrix, and embedding vector and finally
outputs the bug report and clone report.

• Smart-Graph [138]: It is a static analysis tool invented
in the year 2021. It takes an input of the solidity source
code and creates a graphical visualization. The tool has
a web-based graphical user interface that is very easy
to use and can be accessed using any browser. At the
web GUI the tool takes the smart contract address and
generates the graphical diagram of the same.

• SmartInspect [56]: It is a static analysis tool imple-
mented in Pharo and invented in 2018. It is a
mirror-based reflection system. It inspects the known
smart contracts at the source code level to analyze the
instructiveness and distribution. The reflective approach
of SmartInspect permits the user to view the content of
any contract without needing to redeploy it.

• SmartScan [57]: It is a static/dynamic analysis tool
invented in the year 2021. For detecting the denial
of service or DoS vulnerability, it combines static
and dynamic analysis. SmartScan works in two steps:
First, it statically analyses the smart contract to detect
denial of service vulnerability-related patterns. Then,
the second step uses dynamic analysis to confirm their
exploitability.

• SolAnalyzer [60]: It is an open-source static anal-
ysis framework invented in 2019 and developed in
GO. It allows fully automatic analysis of Ethereum
smart contracts and reduces false positives. SolAna-
lyzer detects vulnerabilities in three phases Phase 1).
Instrumentation with assertion via Solidity Instrumen-
tation Framework (SIF). Phase 2). Input generation for
instrumented smart contracts. Phase 3). Execution in the
Ethereum virtual machine and analysis of instrumented
contracts. For checking the efficiency and effectiveness
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of SolAnalyzer, there is another component in this
framework named MuContract, which creates several
faulty versions of original smart contracts by seeding
artificial vulnerabilities.

• Solc-Verify [61]: It is a publicly available open-source
static analysis tool invented in 2019 and developed
in C++ and Solidity. It employs formal verification
methods to analyze Ethereum blockchain-based smart
contracts. Very easy to integrate with other developer
tools. It verifies Solidity smart contracts with a modu-
lar software verification approach. Solc-Verify can be
employed as an add-on to the open-source Solidity com-
piler. Solc-Verify detects re-entrancy and integer over-
flow/underflow vulnerabilities.

• Solgraph [116]: It is a publicly available open-source
static analysis command-line tool invented in 2016 and
developed in JavaScript. Solgraph visualizes the con-
trol flow of the function in a Solidity smart contract.
It generates a DOT graph to depict the control flow of
the functions. DOT is a graphical description language
used to visualize functions’ control flow and show the
relations between the objects. Solgraph uses this DOT
graph to identify potential security vulnerabilities in
solidity smart contracts.

• SolGuard [141]: It is a static analysis tool invented
in the year 2021. It was developed by extending the
existing static analysis tool named Solhint. It mainly
detects external call-related vulnerabilities by checking
the order of the state variables, address type parameters,
delegate call invocations, and patterns related to denial
of service in the smart contracts related to decentralized
robotic applications.

• Solhint [119]: It is a publicly available open-source
static analysis command-line tool invented in 2017 and
developed in Java. Solhint uses an antlr4-based imple-
mentation of the Solidity parser that enables efficient
parsing and validation performance. The tool has flex-
ible configuration options like using a predefined set
of rules, a default customized rule set, and code-level
configuration rule management. Solent uses three major
commands 1) **/*.sol: by this command, it receives
a list of file patterns to analyze. 2)stdin: It provides
validating source code to standard input. 3) init config:
It creates a basic configuration file, which can also be
customized if needed.

• Solidifier [62]: It is a static analysis tool developed in
the year 2020. This tool takes input for analysis of the
solidity code. Rather than finding specific behavioral
patterns, it detects errors and bad states that do not
conform to the developer’s intent or detects the falsifying
behavioral properties, which the developers can correct.

• Soliditycheck [63]: It is a publicly available static anal-
ysis tool invented in 2019 and developed in C++. It uses
regular expressions to locate security problems in smart
contracts. Soliditycheck’s main processing is divided
into four steps: 1)Formatting the codes. 2) Keywords

filtering from the formatted code. 3) Detection and pre-
vention. 4) Detection report and preventive contract.
At the end of the fourth step, it shows a detection report
of 18 types of security problems except for re-entrancy
and integer overflow problem and outputs contract that
prevent problems after inserting code.

• SolMet [65]: It is a publicly available open-source
static analysis tool invented in 2018 and developed
in Java. It is a static source code metrics gen-
erator to measure smart contracts’ size and com-
plexity attributes. Parsing the solidity source code
uses a generated parser which the modified version
of antlr4 grammar [https://github.com/solidityj/solidity-
antlr4]. SolMet proposes the following source code
metrics for a smart contract: SLOC, LLOC, CLOCNF,
WMC, and NL.

• VeriSmart [68]: It is a publicly available open-source
static analysis tool implemented in OCaml and invented
in 2020. It is an automatized and scalable analysis tool
based on a domain-specific smart contract verification
language. It starts analysis from basic path construction,
the generation of verification conditions, then collect-
ing unproven paths, then performing domain-specific
refinement, then processing, and at last efficient valid-
ity/invalidity checking. It detects all CVE related vul-
nerabilities.

• VeriSol [69]: It is a publicly available open-source static
analysis tool invented in 2019 and developed in C#.
It is a general-purpose solidity verifier used to check the
assertion in a solidity smart contract. VeriSol converts
the Solidity program’s semantics to Boogie, a low-level
intermediate verification language. It uses the CORRAL
[24], a bounded model checking tool that helps Boogie
generate witnesses to assertion violations.

• VeriSolid [70]: It is a static analysis tool implemented
in JavaScript and invented in 2019. It is a formal verifi-
cation framework that allows the creation of solid source
code from validated prototypes which ultimately allows
the correct design development of the smart contract.
It is constructed on top of another static analysis tool
named FSolidM.

• Zeus [73]: It is a company tool, developed in 2018 by
IBM Research India for static analysis of the solidity
smart contracts. It is a symbolic model checking frame-
work consisting of three components: policy builder,
source code translator, and verifier. Solidity smart con-
tract and policies against which the smart contract is
to be verified are taken as input. It then inserts poli-
cies predicates as assertions at correct program points.
Then this policy asserted code is converted to LLVM
bytecode. Then at the end the verifier checks for policy
violations.

Table 1 presents a comparative analysis of static analysis
tools with solidity code as input. The comparative analysis is
based on some criteria like either the tool is a company tool

VOLUME 10, 2022 57045



S. Singh Kushwaha et al.: Ethereum Smart Contract Analysis Tools: A Systematic Review

or academic tool, source code of the tool is available or not
(means source code is freely available to access or evaluate
the tool on Github or some other web location), the tool
has either command-line interface or web interface, the year
of advent and the implementation language or development
language of the tool.

2) INPUT TO THE TOOL: EVM BYTE CODE
• DEFECTCHECKER [78]: It is a static analysis tool
invented in the year 2021 and developed in Java. It is
based on symbolic execution and has four processing
sections: Inputter, CFG Builder, Feature Detector, and
Defect Identifier. It takes as input the byte code and then
extracts the opcodes from that. Then all the opcodes are
categorized into different-different categories for sym-
bolic execution. Then a control flow graph is constructed
to detect the defects in the smart contract.

• E-EVM [81]: It is a publicly available open-source
static analysis tool invented in 2018 and developed in
Python. It visualizes the emulated execution of the smart
contract on Ethereum Virtual Machine. It works on the
byte code of the smart contract by displaying control
flow, opcode, and stack for each step of the contract’s
program execution. The front end of E-EVM is written
in JavaScript, and the back end is written in Python.

• Erays [82]: It is a publicly available open-source static
analysis tool invented in 2018 and developed in Python.
It is a reverse engineering tool that analyses EVM byte
code of Ethereum blockchain smart contracts. It gener-
ates a high-level pseudo-code for the EVM byte code.
Erays works in eight steps starting from disassembly
from hex string to EVM instructions, then basic blocks,
then control flow graph is recovered from these basic
blocks, then EVM’s stack-based instruction are lifted
to registered based instruction. Then it performs data
flow optimizations following the aggregation to an inter-
mediate representation. Then control flow structure is
recovered using structural analysis algorithms. Then val-
idation is performed to transform the contract into more
readable expressions. Erays has limitations like it cannot
capture operation on complex types.

• ESCORT [83]: It is a static analysis tool invented
in the year 2021. It employs a Deep Neural Network
(DNN)-based approach to analyze Ethereum blockchain
smart contracts vulnerability detection framework.
It supports lightweight transfer learning on invisible
security issues, thus is extensible and oversimplified.
The ESCORT is composed of two components: (i) the
First component extracts the features and semantics of
the Ethereum smart contract (ii) The second component
takes an input of features from the first component and
consists ofMultiple branch structures. Each branch from
this multiple branch structure works on a specific secu-
rity vulnerability.

• Ether (S-GRAM) [87]: It is a semantic-aware security-
aware framework. It was developed in Python based on

the S-Gram artifact in 2018. To detect vulnerabilities,
it works in two phases: the model construction phase
and the security auditing phase. It uses a combination
of N-gram language modeling and lightweight static
semantic labeling to learn statistical regularities of con-
tract tokens and finally capture high-level semantics to
predict potential vulnerabilities.

• EtherTrust [89]: It is a publicly available open-source
automated static analysis tool invented in 2018 and
developed in JavaScript. Its analysis is based on the
horn clause. For discharging proof obligations, it relies
on Z3 theorem prover. It shows a formal guarantee and
supports the analysis of EVMbyte code. It detects Single
entrance and independence from the transaction environ-
ment.

• EthIR [90]: It is a publicly available open-source static
analysis tool invented in 2018 and developed in Python.
It is an Ethereum byte code analyzer and depends on
Oyente to generate the control flow graph. It converts the
control flow graph to a rule-based intermediate represen-
tation. It then uses SACO, a high-level static analyzer,
to analyze its intermediate rule-based representation of
EVM byte code.

• eThor [91]: It is an EVM byte code static analyzer
invented in JavaScript in 2020. The author employs the
HoRSt (specification and implementation framework
for static analysis) to implement eThor. eThor is built
on the top of the reachability analysis realized by horn
clause resolution, which abstracts the contract’s execu-
tion behavior to query about the abstracted property over
abstract executions instead.

• EthPloit [92]: It is a static analysis tool invented in the
year 2020. This tool uses a fuzzing approach for exploit
generation in smart contracts exploit generators based
on fuzzing. The workflow of EthPloit is divided into five
parts starting from Static analysis, test-case generation,
test case execution, trace analysis, and feedback han-
dling. It generates exploits related to Unchecked Trans-
fer Value, Vulnerable Access Control, Exposed secret,
etc.

• GasChecker [98]: It is a static analysis tool invented in
the year 2020. GasChecker mainly works on gas-related
bugs in smart contracts. The tool analyses smart con-
tracts based on ten gas inefficient codes or program-
ming patterns. Symbolic execution is employed as
GasChecker’s analysis approach to detect gas-related
security issues in the Ethereum virtual machine byte
code.

• Gasper [100]: It is a static analysis tool invented in
Python in the year 2017. Gasper analyzes the EVM byte
code of the smart contract to identify the gas costly
pattern. Gasper identifies 7 gas costly patterns in two
categories: unnecessary code-related patterns and gas
costly loop-related patterns. So, Gasper is a gas costly
pattern checker based on symbolic execution and work
on byte code.
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TABLE 1. Comparative analysis of static analysis tools (with solidity code as input).
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• HoneyBadger [103]: It is a publicly available
open-source static analysis tool invented in 2019 and
developed in Python. It performs a systematic analysis
of honeypot smart contracts. It employs symbolic exe-
cution with a defined heuristic for exposing honeypots
by investing their pervasiveness, actions, and influence
on the Ethereum blockchain. Its structure contains three
types of analysis pipeline named symbolic analysis,
cash flow analysis, and honeypot analysis. Each type of
analysis uses Z3 SMT solver to check the satisfiability
of constraints.

• KEVM [104]: It is a publicly available open-source
static analysis tool invented in 2016 and developed with
a mixture of markdown syntax and k specification lan-
guage. TheKEVM formation is divided into two compo-
nents states. The first one is the active VM state or virtual
machine state for executing transactions and contracts.
Another one is the network state which records a log of
account information.

• MadMax [105]: It is a publicly available open-source
static analysis tool invented in 2018. It uses Gigahose
IR to perform static analysis. Gigahose IR is a lifter
that converts low-level Ethereum virtual machine byte
code into high-level IR (intermediate representations).
MadMax automatically detects gas-focused vulnerabil-
ities. MadMax employs a combination of two analysis
approaches. The first is a control-flow-analysis-based
decompiler, and the second is declarative program-
structure queries. This approach identifies high-level
area-specific concepts.

• Mythril [120]: It is a publicly available open-source
analysis tool implemented in Python programming
language in 2017 by ConsenSys, a software engi-
neering leader in the blockchain space. Ethereum
Virtual Machine byte code is given as input for
analysis in this tool. Mythril not only analyses
Ethereum blockchain-based smart contracts but also
works for other blockchain platforms. Mythril uses
three approaches for analyzing smart contracts: sym-
bolic execution, SMT solving, and taint analysis.
It can also be used in combination with other
tools.

• Octopus [121]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2017 and sponsored by QuoScient Technologies.
It is a vulnerability detection model for WASM and
blockchain smart contracts. Octopus can work as a dis-
assembler to translate bytecode into assembly represen-
tation. It can generate a control flow graph and call flow
graph. It employs symbolic execution to find new paths
into the program.

• Osiris [111]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2018. For detecting arithmetic vulnerabilities,
it employs a combination of two approaches, which are
symbolic execution and taint analysis. It can detect three

types of integer vulnerabilities arithmetic, truncation,
and signedness bugs.

• Oyente [9]: It is a publicly available open-source static
analysis tool implemented in Python and invented in
2016. It is one of the oldest tools which employs sym-
bolic execution for analyzing smart contracts and stati-
cally analyzing the program code path by a path. Its main
architectural components are CFG builder, Explorer,
Core analyzer, Validator. The Explorer and Validator
use Z3 bit-vector solver to eliminate provably infeasible
traces from consideration.

• Porosity [113]: It is a publicly available open-source
static analysis tool implemented in C++ and invented
in 2017 by Comae technology. It is a decompiler and
vulnerability analysis tool for Ethereum blockchain and
generates readable solidity syntax contracts. As per the
author, the tool is not maintained for a long time, and he
suggested using another tool.

• RA [117]: It is a static analysis tool invented in the year
2020. The complete form of the RA is ‘‘Re-entrancy
Analyser.’’ So, as per the name, it is a re-entrancy attack
hunter. It employs a combinational approach of sym-
bolic execution and constraints solver in two ways, i.e.,
symbolic simulation of re-entrancy vulnerability and
then verification of the same. It also supports the anal-
ysis of inter-contract behavior. Its architectural design
contains three components CFManager, VM, and Veri-
fier. The CFManager conducts the symbolic simulation
process of re-entrancy vulnerability. Verifier assisted by
VM executes the vulnerability verification process.

• Rattle [118]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2018 Trail of Bits. It is a binary static analysis frame-
work and can analyze deployed smart contracts. It recov-
ers the original control flow graph by a flow-sensitive
analysis of EVM byte code. Then it converts the control
flow graph into SSA (Single Static Assignment) register
form. At last, optimizing SSA removes DUPs, SWAPs,
PUSHs, and POPs.

• Securify [128]: It is a publicly available open-source
static analysis tool implemented in Java and invented
in 2018. It is a fully automated security analyzer and
indicates the behavior of a smart contract associated
with a given feature to check it is either safe or not.
The input to this tool is EVM byte code and a set of
security patterns. Security employs two steps analysis
process. The first step performs the symbolic execution
of the contracts dependency graph and extracts specific
semantic data. The second step checks for compliance
and violation pattern for proving if a property holds or
not.

• SmartSheild [58]: It is a static analysis tool invented in
the year 2020. It is a type of Ethereum virtual machine
byte code rectification tool. It rectifies three security
vulnerabilities: missing checks for failing external calls,
missing checks for out-of-bound arithmetic operations,
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TABLE 2. Comparative analysis of static analysis tools (with EVM byte code as input).

and state changes after external calls. It extracts semantic
information related to Ethereum virtual machine byte
code from abstract syntax tree generated from source
code and non-rectified EVM byte code. It performs byte
code relocation and validation and, in the end, produces
rectification reports and rectified contracts by using the
information from control flow transformation and data
guard insertion.

• TEEther [14]: It is a static analysis tool implemented
in Python and invented in the year 2018. It is an exploit
generation tool for smart contracts. The process of
exploit generation is divided into five modules. The first
module is a CFG generation module, the second module
is a path generation module, the third is a constraint
generation module, and the last is an exploit generation
module. TEEther uses Z3 as a constraint solver.

• Vandal [67]: It is a publicly available open-source static
analysis tool implemented in Python and invented in the
year 2018. Its analysis pipeline transforms the Ethereum
virtual machine byte code to semantic logic relations.
It phrases the vulnerability analysis into souffle‘ which
is a declarative language. Vandal’s analysis pipeline pro-
cess is divided into several stages: scrapper, disassem-
bler, decompiler, and extractor, which finally produces
the logic relations.

• VerX [71]: It is a static analysis tool invented in the
year 2020. It verifies the temporal properties of smart
contracts. It employs the combination of symbolic exe-
cution and abstraction during transaction execution.
A new symbolic execution engine for Ethereum virtual
machine is used by the VerX, which avoids the short-
comings of the existing execution engine.
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3) INPUT TO THE TOOL: EVM BYTE CODE/SOLIDITY CODE
• Conkas [122]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2019. The cookies analysis methodology is based
on symbolic execution. It takes an input of solidity
code or Ethereum virtual machine byte code. Cookies
use Z3 as an SMT solver and Rattle for intermediate
representation.

• GASOL [139]: It is a static analysis tool invented in the
year 2020. GASOL is an analysis tool and optimization
tool for gas-related issues. After analyzing the selected
types of EVM instructions, GASOL returns the upper
bound of the cost of execution of the function. This tool
estimates the gas cost of a running function and informs
the users about any vulnerability related to gas in the
same.

• SAFEVM [125]: It is a publicly available open-source
static analysis tool implemented in Python and invented
in 2019. It is a verification tool with a verification
engine for the C program. It can take Solidity or EVM
byte code input for analysis purposes along with assert
and required authentication annotation and outputs a
verification result. It depends on Oyente for generating
control flow graphs and EthIR framework for generating
rule-based representation. It can detect the division by
zero, out-of-bounds access vulnerabilities efficiently.

Table 2 presents a comparative analysis of static analysis
tools with EVM byte code as input.

4) INPUT TO THE TOOL: FORM. SPEC
• FSolidM [95]: It is a publicly available open-source
static analysis tool implemented in JavaScript and
invented in 2017. It allows defining contract as FSM
(Finite State Machine) with the precise and clear-out
specification. It is a web-based tool built on top of
the WebGME. This tool provides a security plugins
mechanism to prevent security vulnerabilities in smart
contracts. It is the only tool that generates solidity
code according to the specifications defined by the
user.

Table 3 summarizes the same type of information as in
Tables 1 and 2 for static analysis tools like a year of advent,
development programming language, source code availabil-
ity, etc. Table 4 summarizes the same type of information
for the tools with input both solidity code and EVM byte
code. Some companies develop some tools. The respective
company name is mentioned in front of the respective tool’s
name for such tools.

Table 4 presents the relationship between the tools (with
solidity code as input, EVM byte code, and both respec-
tively) and their checked or detected vulnerabilities and
their employed analysis approach. Some tools are only anal-
ysis tools. They do not detect or check any vulnerabil-
ity but analyze the smart contract by code transformation
into some other form or by visualizing it into some kind

of graphical representation, which makes the analysis very
easier. Table 5 depicts the same type of information as
presented in Table 4 but for the tools with input either
only as solidity code or both the solidity code and EVM
byte code.

B. CATEGORY 2: DYNAMIC ANALYSIS TOOL
1) INPUT TO THE TOOL: SOLIDITY CODE
• ContractLarva [75]: It is a publicly available
open-source dynamic analysis tool implemented in
Haskell and TeX and invented in 2017. It is a runtime
verification tool and works on solidity code. This tool
instruments the Ethereum smart contract using event
triggering and monitoring logic. It uses dynamic event
automata for specifying properties that help monitor the
events. The tool captures two types of events: control
flow events and data flow events.

• Ethlint [123]: It is a publicly available open-source
dynamic analysis tool implemented in JavaScript and
invented in 2016. It was formally known as Solium.
It checks the solidity code for style and security issues.
It derives ideas from ESLint, a static analyzer for
JavaScript code and Solidity Parser.

• Harvey [102]: It is a dynamic analysis tool invented in
the year 2020. Harvey is a grey-box fuzzer for smart
contracts, which is nothing but a lightweight test genera-
tion approach to detect vulnerabilities and security bugs.
Harvey mainly detects two types of bugs, the first one is
assertion violations defined in SWC 110 and the other
one is memory access errors defined in SWC 124.

• ModCon [108]: It is a dynamic analysis tool imple-
mented in JavaScript and invented in 2020. It is a
model-based testing framework, defines test oracles
using user-defined models, and works for both permis-
sioned and permission-less blockchain platforms. Mod-
Con has a web-based frontend and JavaScript-based
back-end. It takes an input of the smart contract and a
test model specification from the user.

• Solitor [64]: It is a dynamic analysis tool implemented
in Java and invented in 2018. Solitor is short for Solidity
monitor. In this tool, the user can specify the behavior
using annotations. These annotations can be used at
run-time to check whether specific properties hold or
not.

• Vultron [27]: It is a publicly available open-source
dynamic analysis tool implemented in JavaScript and
invented in 2019. It proposes an approach to building
an oracle to detect irregular transactions over a normal
one. A broad spectrum of downstream analysis tech-
niques like testing, fuzzing, verification, and symbolic
execution can be enabled by this oracle. Its other name
is ContraMaster.

Tables 6, 7, and 8 presents a comparative analysis of dynamic
analysis tools with solidity code, EVM byte code and both as
input respectively.
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TABLE 3. Comparative analysis of static analysis tools (with both solidity code and EVM byte code as input).

2) INPUT TO THE TOOL: EVM BYTE CODE
• ContractFuzzer [74]: It is a publicly available
open-source dynamic analysis tool implemented in GO
and invented in 2018. It is a fuzzing tool to detect secu-
rity vulnerabilities in Ethereum smart contracts. It uses
ABI specifications of smart contracts for generating
fuzzing inputs. It classifies test oracles to detect security
vulnerabilities. Smart contract’s run time behavior is
logged by instrumenting the Ethereum virtual machine.
Finally, these logs are analyzed to find out security
vulnerabilities.

• ContractGuard [77]: It is a dynamic analysis tool
implemented in JavaScript and invented in 2019.
It employs a practical anomaly-based intrusion detection
system approach. It raises the alarm to the administrators
when detecting some abnormal behavior and rolls back
the changes in the smart contracts state to the previous
safe state.

• EthBMC [86]: It is a dynamic analysis tool developed
in the year 2020. This tool takes input for the analysis
of EVM byte code. It is an automatized vulnerability
detector based on symbolic execution. It explores the
available state space a program can reach. It encodes
the attackers’ goal using some constraints, and then that
constraint is solved by using the SMT solver. It works
efficiently on parity bug vulnerabilities.

• Etherolic [88]: It is a dynamic analysis tool imple-
mented in Rust and invented in 2020. Etherolic’s analy-
sis methodology is based on the combination of dynamic
taint tracking and console testing to analyze Ethereum
virtual machine byte code. It identifies vulnerabilities
as well as generates exploits to trigger unknown errors.
It can detect Integer Overflow/Underflow, Bad Ran-
domness, Re-entrancy, Locked Ether, Unhandled Excep-
tions, Denial of Service, Short addresses, etc.

• EVMFuzzer [93]: It is a publicly available open-source
dynamic analysis tool implemented in Python and
invented in 2019. For detecting vulnerabilities, it uses
differential fuzzing techniques. It feeds seed contracts
into a benchmark EVM and targets EVM to discover
the discrepancies in the outcomes. These discrepan-
cies are finally used to detect vulnerabilities by cross-
referencing outputs.

• MAIAN [106]: It is a publicly available open-source
dynamic analysis tool implemented in Python and
invented in the year 2018. It employs symbolic analysis

and a concrete validation approach. It uses systematic
approaches for discovering a violation of specific prop-
erties in smart contracts. The specific properties are
safety properties and liveness properties.

• Manticore [107]: It is a publicly available open-source
dynamic analysis tool implemented in Python in 2017 by
Trell of Bits. It is a dynamic symbolic execution anal-
ysis tool. User customization is allowed in Manticore
for analysis purposes. Its architecture is divided into
primary and secondary components. The primary com-
ponents are the Ethereum execution modules and the
core engine. The secondary components include the API
module, event system module, and SMT-LIB module.

• Sereum [129]: It is a dynamic analysis tool imple-
mented in JavaScript and implemented in 2019. Sereum
is short of secured Ethereum. It protects deployed
smart contracts against re-entrancy vulnerability attacks.
It employs the run-time monitoring and validation
approach in a backward-compatible way. This tool also
employs taint tracking to monitor the execution of a
smart contract and monitor the data flow from storage
variables.

• sFuzz [131]: It is a publicly available open-source
dynamic analysis tool implemented in C++ and
invented in 2020. It employs the approach of
feedback-guided adaptive fuzzing. The test generation
problem is transformed into an optimization problem in
this approach. Then this optimization problem is solved
by using some form of feedback. A genetic algorithm is
employed at the top level by this tool.

• SODA [59]: It is a publicly available open-source
dynamic analysis tool implemented in GO and invented
in 2020. SODA is compatible with any blockchain
compatible with Ethereum Virtual Machine. It is
embedded with eight apps with new methods which
can easily detect major vulnerabilities in Ethereum
blockchain-based smart contracts like invalid input data,
re-entrancy incorrect check for authorization, no check
after contract, unexpected function invocation.

3) INPUT TO THE TOOL: EVM BYTE CODE/SOLIDITY CODE
Following dynamic analysis tools analyze the Ethereum
smart contract by taking as input both the solidity code or
EVM byte code.
• EasyFlow [79]: It is a publicly available open-source
dynamic analysis tool implemented in the
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TABLE 4. Static analysis tool (with input as solidity code) checked vulnerabilities and analysis approach.
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TABLE 5. Static analysis tool (with input as only solidity code or both solidity code and EVM byte code ) checked vulnerabilities and analysis approach.

GO programming language and invented in 2019.
It employs the taint analysis approach to track the propa-
gation of involved units. It monitors the transaction pro-
cesses using the taint analysis component and declares
the smart contract vulnerable in three categories which
are ‘‘safe’’, ‘‘overflow’’ and ‘‘potential overflow’’.

• ReGuard [24]: It is a dynamic analysis tool imple-
mented in Python and invented in 2018. It is a
fuzzing-based analyzer for Ethereum smart contracts.
It performs fuzz testing on the smart contract and gen-
erates diverse transactions iteratively. It records critical
execution traces during the run time and dynamically
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TABLE 6. Comparative analysis of dynamic analysis tools with solidity code as input.

TABLE 7. Comparative analysis of dynamic analysis tools with EVM byte code as input.

TABLE 8. Comparative analysis of dynamic analysis tools with both solidity code and EVM byte code as input.

identifies re-entrancy vulnerability by feeding them to
re-entrancy automata.

• SoliAudit [25]: It is a dynamic testing tool invented in
the year 2019. SoliAudit is a fuzzing and vulnerability
analysis tool based on machine learning and fuzz testing
approach. It analyses solidity code in machine code,
i.e., opcode, to verify 13 kinds of top vulnerabilities:
access control, denial of service, bad randomness, front
running, arithmetic, time manipulation, unchecked low-
level calls, short addresses, re-entrancy. The approach
used by this tool does not require expert knowledge or
predefined patterns.

Tables 7, 8, and 9 present a comparative analysis of the
same type of information as presented in Tables 2, 3, and 4.
Table 7 presents the comparative analysis for dynamic anal-
ysis tools with solidity code as input. Table 8 presents the
comparative analysis for dynamic analysis tools with EVM
byte code as input. Table 9 presents the comparative analysis

for dynamic analysis tools with input both solidity code and
EVM byte code.

IV. DISCUSSION
This paper presents a systematic review of Ethereum
blockchain-based smart contract analysis tools irrespective of
their type and analysis approach. For this purpose, we covered
86 analysis tools and referred to 145 research papers from
the literature and other online resources from 2016 to 2021.
This section covers the comparison of this survey with the
related work, limitations of the survey, and the future research
directions, which help the researchers and smart contract
tools developers to set future research directions in this
domain. The most popular top five vulnerabilities checked
or detected by most of the tools are re-entrance, arithmetic
overflow/underflow, gas-related, timestamp dependency, and
transaction ordering dependency. Figure 7 depicts the share of
each of these vulnerabilities concerning checking or detecting
by static or dynamic analysis tools.
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TABLE 9. Dynamic analysis tools checked vulnerabilities and analysis approach.

The most popular top five analysis approaches employed
by most tools are symbolic execution, fuzz testing, con-
straint solving, code instrumentation, and code transforma-
tion. Figure 8 depicts the share of each of these analysis
approaches concerning the use by static or dynamic analysis
tools.

We selected some tools from each category and performed
an experimental analysis. Some of these chosen tools have
already been practically evaluated in the past on different
data sets. We used a group of 30 contracts tagged with the
top 5 vulnerabilities mentioned in Figure 7 and downloaded
them from the SolidiFI Benchmark [143] data set. The Solid-
iFI Benchmark is a remote data set smart contracts with
9369 tagged vulnerabilities. Figure 9 depicts the average
execution time of each selected tool on the 30 smart con-
tracts. The Slither, Solhint, and Smart check perform bet-
ter in average execution time. The Average Execution time
of the Manticore is very high as compared to other tools.
Figure 10 shows the detected vulnerabilities results by each

tool, and Figure 11 shows the false-positive results of each
selected tool on 30 contracts. The performance of the Slither,
Mythril, and Oyente is better than other tools chosen for
comparison in terms of vulnerability detection. The Slither
and Mythril detect the maximum number of vulnerabili-
ties related to re-entrency and arithmetic underflow/overflow
issues. The false-positive rate of the Mythril and Securify is
high than other selected tools. The false-positive rate of the
SmartCheck, and HoneyBadger is low as compared to other
tools. VeriSmart, RA, sFuzz, SODA, and VeriSolid are some
of the latest tools which have not been explored so much in
the past. The false-positive rate of these tools is meager as
compared to other tools. The RA and VeriSolid are specific
tools for Re-entrency vulnerabilities. The VeriSmart is a par-
ticular tool for arithmetic overflow/underflow vulnerabilities.

In case of an attack on smart contracts, no one is liable
for any losses due to the decentralized nature of blockchain.
Involved parties need to be bound for any loss that occurred
due to the legitimate design of the smart contract because the
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FIGURE 7. Top five vulnerabilities share checked or detected by static or
dynamic analysis.

FIGURE 8. Top five analysis approaches share with respect to use by
static or dynamic analysis.

smart contract code permits the breach. The DAO (Decen-
tralized Autonomous Organization) was the first and one of
the famous attacks on a smart contract which caused the loss
of 60 Million US dollars. The existing tools are unable to
deal with the liability issues. Because of this, smart contracts
must be analyzed for security issues in advance before being
deployed on the blockchain.

A. COMPARISON WITH RELATED WORK
This systematic review can be considered an extension to
the existing surveys in the Ethereum blockchain-based smart
contract analysis tools. To fill the research gap, this paper
covers a deep insight of 86 analysis tools divided into two
main categories static analysis and dynamic analysis. Then
the tools are further divided into sub-categories based on
input to the tool for analysis. It is found that this review
covers most of the tools as compared to any other survey

FIGURE 9. Average execution time of each tool on 30 contracts.

in this domain. To highlight the future research direction in
this domain we considered the most recent literature. Figure 9
depicts the comparison of the present survey and related work
in terms of the number of tools discussed.

B. LIMITATIONS
The Ethereum blockchain is the most prominent one, and
most of the research has the maximum share of the same.
So, our discussion is mainly related to the Ethereum
blockchain-based smart analysis tools. But other blockchain
platforms also have essential concerns. Our discussion
doesn’t consider those analysis approaches that give any tool
name to their approach. The same is left for future research.
Following are some limitations of this review:

1) Our discussion compares the tools with different-
different aspects like source code availability, develop-
ment platform, checked vulnerabilities, etc., but does
not cover the high-level description related to the full
flesh working of the tools.

2) There are several other analysis tools for other
blockchain-based smart contracts like Solana, Hyper-
ledger, etc. Our discussion mainly covers the analysis
tools related to Ethereum blockchain smart contract
because it has the maximum share in the literature
related to smart contracts.

3) This review should not be considered complete because
several new analysis tools and approaches are being
proposed and developed day by day. Our discussion
does not cover the analysis tools proposed in the pre-
prints articles.

4) Some research articles don’t have any name for the
detection approach or model proposed. Such articles
are not covered in this review.

C. FUTURE RESEARCH DIRECTIONS
Blockchain technology is changing day by day at a very fast
pace. So, several new functionalities and features will be
added to the Ethereum blockchain in the near future. So, more
new security vulnerabilities will be discovered. So, it may
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FIGURE 10. Top 5 vulnerabilities detection performance of each selected tools.

FIGURE 11. False positive rate of each tool on top 5 vulnerabilities.

FIGURE 12. Comparison of present survey and related work in terms of
number of tools discussed.

lead to the development of new and advanced analysis tools
for detecting such types of vulnerabilities. No tool is found
in the survey which checks or detects all the vulnerabilities
presented in the literature. A lot of work is suggested to

be done in this direction. Following are some of the future
research directions:

1) We found that most of the tools’ source code is
not openly accessible for evaluation purposes. So,
for building trust among the research community, the
source code must be openly available for evaluation.

2) Most of the Ethereum smart contract analysis tools
mostly check or detect only some of the famous
Ethereum smart contract vulnerabilities. A standard
benchmark should be suggested by the research com-
munity for evaluating the effectiveness of any analysis
tool.

3) The majority of the Ethereum smart contract analysis
tools employ the static analysis approach. But for the
complete analysis of a smart contract, both static and
dynamic analysis is necessary to detect or check all the
vulnerabilities.

4) The research lacks very few tools for designing and cre-
ating new smart contracts. Such types of tools should
be developed that will be an aid for the research com-
munity for developing safe smart contracts.
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V. CONCLUSION
The Ethereum smart contracts security analysis is of essential
concern, and various analysis tools have been developed for
creating safe and secure smart contracts. This paper presented
a systematic review of Ethereum smart contracts analy-
sis tools. Initially, 670 articles were selected from various
databases such as ACM, IEEE explores, Elsevier, Springer,
and Scopus. 132 articles were selected by using various
inclusion and exclusion criteria. Besides it, 13 additional
articles and online sources were also utilized. 86 security
analysis tools in the Ethereum blockchain smart contract
were analyzed regardless of tool type and analysis approach.
These tools were categorized into static and dynamic analysis
tools. After that, different source code analysis techniques
were studied, such as taint analysis, symbolic execution,
and fuzzing techniques. It was found that the most popular
vulnerability checked and detected by most of the static and
dynamic analysis tools is ’re-entrancy’. The most popular
analysis methodology employed by static analysis tools is
symbolic execution and fuzz testing by dynamic analysis
tools. Most of the tools have utilized static analysis, and
some tools were found that employ a combination of static
and dynamic analysis, i.e., hybrid analysis. It is concluded
that hybrid analysis-based tools have considered more than
95% of security flaws. Finally, the paper highlights some
challenges and future recommendations in Ethereum smart
contracts.
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