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Abstract. HSF(C) is a tool that automates verification of safety and
liveness properties for C programs. This paper describes the verification
approach taken by HSF(C) and provides instructions on how to install
and use the tool.

1 Verification Approach

HSF(C) is a tool for verification of C programs based on predicate abstrac-
tion and refinement following the counterexample-guided abstraction refinement
(CEGAR) paradigm [4]. There are a number of successful tools [1,7,5,10,2] based
on abstraction refinement. We give here a brief description of our verification al-
gorithm; interested readers can find more details about the underlying theory
behind our implementation in [10,6].

The algorithm used in HSF(C) is a generalization of the CEGAR scheme that
deals with Horn-like clauses instead of transition systems/programs with pro-
cedures. We use Horn clauses to represent both the program to be verified and
the proof rule used for verification, i.e., safety checking for programs with pro-
cedures. The proof rule lists premises for program safety and requires auxiliary
assertions that represent inductive invariants. Given Horn clauses as input, our
algorithm proceeds in three steps.

1. With a fixed set of predicates, initially empty, we find a solution for the
auxiliary assertions. At this step we perform logical inference and rely on
abstraction to ensure termination in the presence of recursion and to ensure
efficiency in the presence of large sets of clauses.

2. We check whether the computed solution satisfies program safety. If so, the
verification succeeds and the algorithm returns “safe”.

3. We check whether the logical inference performed in the first step in the
setting without any abstraction yields a solution that still violates program
safety. If the violation is still present then we return “unsafe” and the infer-
ence tree as an error path that reaches the error location. Otherwise, we use
the obtained solution to refine the abstraction function and go back to the
first step.
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2 Software Architecture

HSF(C) relies on the CIL library [9] as a frontend for our tool. An additional
frontend step transforms the CIL abstract syntax tree representation in Horn
clauses. The Horn clauses are generated automatically from a proof rule for safety
checking with support for procedure summarization [11]. These Horn clauses are
then solved with the CEGAR algorithm described in the previous section. Our
solver is implemented in Prolog and compiled using the SICStus Prolog compiler
[12]. Our implementation relies on the constraint solver for linear arithmetic
CLP(Q) [8].

3 Discussion

In this section, we present our experience running HSF(C) on the benchmarks
from the software competition.

ControlFlowInteger. We found the approach based on abstraction and refinement
well suited for the benchmarks in the category. The proofs found by HSF(C)
typically involve a small number of predicates. For handling the few pointers
and heap-allocated structures that are used by these benchmarks, we found the
use of the pointer analysis provided by CIL to be sufficiently precise.

SystemC. The benchmarks from this category encode concurrency from the pro-
gram in finite-domain auxiliary variables. Some heuristics proposed in [3] com-
bine explicit-state model checking to model the states of the SystemC scheduler
with predicate abstraction. Such heuristics would have been more appropriate
to handle these benchmarks than our current approach based only on predicate
abstraction.

Other Categories. HSF(C) did not participate in the other four competition
categories, i.e., Concurrency, DeviceDrivers, DeviceDrivers64, and HeapManip-
ulation. Here we list the current limitations of our tool that we need to address
to be able to handle these benchmarks:

– Concurrency: the frontend of HSF(C) needs a model for the functions from
the Pthreads library.

– DeviceDrivers, DeviceDrivers64: some of the features of the C language that
HSF(C) does not precisely model are fixed-size integers, union types, volatile
variables, and bitwise operations.

– HeapManipulation: the pointer analysis that we use is not precise to handle
the data structures from these benchmarks.

To summarize, we ran our tool on 158 benchmarks from two categories. HSF(C)
obtained the following results:



HSF(C): A Software Verifier Based on Horn Clauses 551

– ControlFlowInteger (140/144 points): for all benchmarks where HSF(C) re-
ported a result, the result was correct. HSF(C) ran out of time for two
benchmarks.

– SystemC (8/87 points): for all benchmarks where HSF(C) reported a result,
the result was correct. HSF(C) ran out of time or memory on 57 benchmarks.

4 Tool Setup

HSF(C) can be downloaded from the following webpage:

http://www7.in.tum.de/tools/hsf/

The HSF(C) distribution consists of three statically compiled binaries that corre-
spond to the C frontend, a converter to Horn clauses, and the Horn clause solver.
The distribution also contains a script that runs the three executables with ap-
propriate parameters. The tool should be run as follows: ./qarmc.sh <file.c>.
The working directory (PWD) must be the directory where the HSF(C)’s files are
located. The only required library is the standard glibc 32-bit.
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