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Abstract

In this work, we prove that Interpose PUF is learnable in the PAC model. First, we
show that Interpose PUF can be approximated by a Linear Threshold Function (LTF),
assuming the interpose bit to be random. We translate the randomness in the interpose
bit to classification noise of the hypothesis. Using classification noise model, we prove that
the resultant LTF can be learned with number of labelled examples (challenge response
pairs) polynomial in the number of stages and PAC model parameters.

1 Introduction

The security of a cryptographic solution is dependent on the secrecy of the key employed.
Storing cryptographic keys in Non-Volatile memories has been a major problem in hardware
security. In such a situation, Physically Unclonable Function (PUF) is a preferable alternative
to permanent key storage. PUFs are specialized circuits that give a different output (response)
for a given input (challenge) on different chips. The challenge response behaviour of a PUF
is dependent on the manufacturing variations of the chip. One of the most used PUF type
is Arbiter PUF (APUF). It has been used in many cryptographic applications. The challenge
response behaviour of an Arbiter PUF depends on the difference in the propagation delay of a
signal traversing two identical paths.

However, APUF is vulnerable to machine learning attacks. This was followed by design and
analysis of PUF constructions. Machine learning resistance is one of the important factors in
the analysis. One of the recent PUF construction is the Interpose PUF, which claims to be
resilient against all state of the art machine learning attacks. Most of the machine learning
attacks against PUFs in the literature are ad-hoc and lack proper mathematical explanation.
A formal mathematical framework for security assessment of PUFs has been proposed, for the
first time in [3]. In this work, Arbiter PUF, XOR APUF, Ring Oscilltor PUF, Bistable Ring
PUF have been proven to be vulnerable against modelling attacks. In this work, we perform
a similar security assessment of Interpose PUF using the PAC framework. In [7], there is a
discussion on PAC learning iPUF. However, in-depth analysis of the Percepron based attack is
lacking.

2 Background

This section presents the background information required to understand the concept of PUFs,
LTF, Perceptron algorithm and PAC model.
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Figure 1: Block diagram of an Arbiter PUF

2.1 Physically Unclonable Functions
2.1.1 Arbiter PUF

Arbiter PUF is one of the first PUFs developed and henceforth has been used as a fundamental
component is various other PUFs. It consists of a series of multiplexers followed by an arbiter.
A signal passing in two identical paths through the multiplexers controlled by the challenge
bits, reach the arbiter, which decides the output of the PUF, depending on whether the signal
reaches the top or bottom input first. An n-bit APUF, consists of n multiplexers, each of which
is controlled by a challenge bit. The schematic of an Arbiter PUF is shown in Figure 1.

Let ¢ € {—1,1}"™ be a challenge and y € {—1,1} be the response where n be the number of
switches in the APUF. Let ¢; € {—1,1} be the i** challenge bit. The total delay at the (i +1)*"
stage can be given as follows:
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Gi(i+1) = T—H(pi-&-l +0¢(1)) + TH(SH-I + 65(2)) (1)

. 1+¢ . 1—g¢ .
(i +1) = Tﬂ(qz‘ﬂ + 6o (7)) + Tﬂ(riﬂ +6:(4)) (2)
A(Z + 1) = Ci+1.A(7:) + Qp1-Cip1 + bi+1 (3)
o= Pim @) i) g i)~ (ri— ) @)

2 2
pE = Hci k=0,1---,n—1 p,=1 (5)
i=k—+1

A(n) = aq1po + (042 + ﬁl)pl et (an + 57;71)1?7171 + ﬁnpn
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The APUF output is given by y = sign(A(n)).

2.1.2 XOR Arbiter PUF

Due to the existence of a linear additive model, APUF is vulnerable to machine learning attacks.
XOR Arbiter PUF [11] was introduced to increase the robustness against machine learning
attacks. A k-XOR Arbiter PUF also known as k-XOR PUF consists of k& APUFs of equal
length. Each of the constituent APUF is given the same challenge as input and their responses
are combined by an XOR gate. The schematic of a 3-XOR PUF is shown in Figure 2. However,
this construction has also been found to be vulnerable against modelling attacks [8].
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2.1.3 Interpose PUF

Interpose PUF [7] is a strong PUF constructed using Arbiter PUFs. The PUF construction
claims to mitigate the classical and reliability based machine learning attacks. An Interpose
PUF has a layered construction. A (k,, k;)-iPUF takes an n-bit challenge as input and returns
a 1-bit output. The k,-XOR APUF in the upper layer takes the n-bit challenge and returns a
1-bit response. The output of the k,-XOR PUF is interposed at a given position in the input
of the second k;-XOR APUF. The k;-XOR APUF takes an (n + 1) bit challenge and returns a
1-bit response which is the final response of the iPUF. The schematic of (k,, k;)-iPUF is shown

in Figure 3.

2.2 Linear threshold functions and Perceptron algorithm

A Linear Threshold Function h : R™ — {0, 1} is given by:

1
=h
0,

if 32 (wlil-¢li]) = 0

if > (wli]-¢li])

<0
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where ¢ € R™ is the input vector and w represents the weight vector. The sets of positive and
negative examples of h form two halfspaces S® and S* where S = {¢ € R"| Y7, (wli].¢[i]) > 0}
and SO = {¢ € R"| > 1" | (w[i].¢[i]) < }. Mapping {0,1} — {1, —1}, including the constant in
the weight vector w and appending 1 to the input vector ¢, we get

h = sign(w.¢)

where w = (wy,wa, - ,wy,0) and ¢ = (¢[1],---,¢[n],1). Decision hyperplane is given by
P:w.op=0

Perceptron Algorithm

Perceptron algorithm is an online algorithm used to learn LTF efficiently. The algorithm takes

a set of r labelled examples ((¢1,y1), (d2,y2)," - , (¢r,yr)) and outputs a vector w. It begins

with a zero vector (wo = (wp[1], wo[2], - ,wo[n],0) = (0,---,0)) and updates the vector when

there is a mismatch between the actual and the predicted label. Let w;_; be the weight vector

before the j** mistake. The updated vector w; is computed as
wili] = {;vj_lm tuel]  1<i<n ®)

i — Yy 1=n-+1

The convergence theorem of the Perceptron algorithm gives an upper bound of the error
that can occur during the execution of Perceptron algorithm.

Convergence theorem of the Perceptron Algorithm:

Let ((¢1,91), (d2,92), -, (dr, yr)) be a sequence of labelled examples with ||z;|| < R. Let wx
be the solution vector with ||[w*|| =1 and let v > 0. The deviation of each example is defined
as d; = maz{0,y — y;(w*.¢;)}, and D = /> .._, d?. The number of mistakes of the online
Perceptron algorithm on this sequence is bounded by

R+ Dy2
)

Nmis = <

(Please refer [2] for details.)

2.3 PAC Model

The Probably Approximately Correct or PAC model of learning is a general model which enables
us to formally analyse machine learning algorithms. It consists of a learning algorithm (A),
which is provided with a set of examples picked from the input space X as per distribution
D and labelled using the target function f. The objective of the algorithm is to deliver an
approximately correct hypothesis with high probability. It can be formally stated as follows:
Let C,, be a concept class defined over an instance space X, = {0,1}" and let X = U,,>1 &),
and C = Up>1C,. Let f be the target function in C,. Let H, be the hypothesis class and
H = Up>1H,. The concept class Cy, is said to be PAC Learnable if there exists a learning
algorithm A, polynomial p(.,.,.) and values ¢ and ¢ with the following property: For every
€,6 € (0,1)2, for every distribution D over X,, and every target concept f € C,, when A is pro-
vided with p(n, 1/€,1/6) independent examples drawn with respect to D and labelled according
to f, then with probability atleast 1 — ¢ the algorithm A returns a hypothesis h € H,, such that
error(h) < e. The smallest polynomial p satisfying this condition is the sample complexity of
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A. The concept class C is said to be properly PAC Learnable if C = H. When C # H, C is
known as agnostic PAC Learnable. The error of the hypothesis h with respect to target f is
defined as error(h) =3, cja; D(x) where A denotes the symmetric difference.

Conversion from online to PAC Learning model: There are various conversion mech-
anisms to convert an online algorithm to a PAC Learning algorithm [9]. We use the method
used in [6] as it is asymptotically the most efficient. The steps are as follows:

1. A sequence of labelled examples obtained from Oracle EX() is fed to the online algo-
rithm A,,,.

2. Hypotheses generated by A,,, are stored.

3. A new sequence of labelled examples is obtained from EX() which is used to calculate
the error rate of the hypotheses stored. The hypothesis with the lowest error rate is the
outputted.

The sample complexity of the PAC learning algorithm is related to the mistake bound N,,;s
by the following theorem proved in [6].

Theorem: Let A,, be an online algorithm that updates its hypothesis only when the predicted
and received label differ. The total number of calls that the PAC algorithm A makes to the
Oracle is O(1/€e(log(1/6) + Npmis))-

Therefore, the following holds: (Refer corollary 1 in [4])

Corollary: Let C,, be the class of LTF over {0,1}" such that w; € Z and Z |wli]| < U, then
i=1
the online Perceptron algorithm can be converted to a PAC learning algorithm running in time

poly(n,U,1/e, 1/9).

Note that the weight vector can be converted to an integer vector by using the delay dis-
cretization technique given in [5]. The delay discretization step states that the delay values of
an Arbiter PUF can be mapped to in integer value in the range [—m,m] where m = [60 /K], K
is the precision of the arbiter and o is the variance of the delay distribution. Therefore
w; € [—2m, 2m).

3 PAC Learning of Interpose PUF

A (ky, k;)-iPUF takes an n-bit challenge as input and returns a 1-bit output. It comprises of
2 XOR PUFs in two layers. The k,-XOR APUF in the upper layer takes the n-bit challenge
and returns a 1-bit response. The output of the k,-XOR PUF is given is interposed at a given
position in the input of the second k-XOR APUF. The k;-XOR APUF takes an (n + 1) bit
challenge and returns a 1-bit response which is the final response of the iPUF. Let the interpose
bit position be ¢t. Due to the unknown interpose bit in the second XOR PUF, it has proven to
be resistant against modelling attacks.

If the interpose bit and the bit position is known, then an n-bit (k,, k;)-iPUF reduces to an
(n + 1)-bit k-XOR APUF. Considering the interpose bit to be random, an instance of iPUF
can be considered to be an XOR PUF which takes a (n + 1)-bit challenge and gives a one bit
response. Since both the constituent XOR PUFs are given the same challenge, n out of n + 1
bits are known and only one bit needs to be chosen at random. XOR PUFs have been proven
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Figure 4: Schematic for PAC Learning of iPUF represented as an LTF.

to be learnable in the PAC model [4] under LTF representation. Thus, we use LTF to represent
the class of Interpose-PUF, by assuming the interpose bit to be random.

First, we represent an (k,, k;)-iPUF as a Linear Threshold Function by fixing an interpose
bit position. The Perceptron algorithm used to learn LTF and its conversion to the PAC model
has been presented in the previous section. Next, we present the PAC Learning results for
XOR PUFs obtained in [4]. We then use the theoretical bias calculation given in [10] to explain
the dependence of the iPUF output on the interpose bit. Next we translate the randomness in
interpose bit to classification noise model and estimate the error in PUF response. We calculate
the probability of disagreement between the hypothesis (h) obtained from the PAC learning
algorithm (A) and the sample produced the target hypothesis (f7). Finally, we calculate the
number of mistakes allowed for the Perceptron algorithm and the sample complexity (number
of challenge response pairs) to PAC-learn (k,, k;)-iPUF.

3.1 LTF Representation of Interpose PUF

We adopt the LTF representation of XOR PUFs [4], to represent the Interpose PUF. The
lower XOR PUF in an n-bit iPUF takes an (n + 1)-bit challenge, which comprises of the n-bit
challenge given as input to the iPUF and an additional interpose bit which is the response of
the upper XOR PUF. According to the linear additive model of APUF, we have

A(n+1) = (wh.¢)

where w is the weight vector of length n+ 2 (including the bias) and ¢ is the encoded challenge
vector or parity vector. Assuming y € {—1, 1}, the output of an arbiter is given by

fapur = sgn(A(n + 1))

Assuming the interpose bit and the bit position is known, (k,, k;)-iPUF can be represented as
follows

ky ky ki
frpur = H sgn(w'.¢) = 59”(®WT- ®¢j>
j=1 j=1 J=1

T
= sgn (WIPUF-¢IPUF>

9)

where k; is the number of Arbiter chains in the lower XOR PUF, w;pyr = ®§’: 1wf is the

tensor product of the weight vectors and ¢;pypr = ®§l: 195 is the tensor product of the parity
vector.
Please refer Section 3.1 in [4].
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PAC Learning of XOR APUF with Perceptron: The Perceptron algorithm can be ap-
plied to learn k-XOR APUF after transforming the (n + 1)- dimensional vectors to (n + 1)¥
dimension (refer Equation 9) as shown in [4].

From [4], we get the following result:

Result: For a class of k-XOR PUF over the instance space X,, = {0, 1}(”+1)k represented

by the class of linear threshold functions such that w; € Z and EEZ‘IH),C lw;| < 2m(n + 1)k,
the Perceptron-based algorithm running in time poly((n +1)%,4m?2,1/¢,1/8) can PAC learn an
XOR PUF by calling the Oracle at most O(log(1/5)/e + 4m?(n + 1)¥/€®) times.

In the following sections, we estimate the classification noise to the random interpose bit
and use the method given in [1] which shows that Perceptron algorithm can handle classification
noise to prove that iPUF is PAC learnable.

3.2 Dependence of Response on the interpose bit

In this section, we calculate the dependence of iPUF response on the interpose bit to understand
the impact of setting a random interpose bit. Assuming the interpose bit position to be ¢, we
estimate the dependence of iPUF output on the interpose bit by calculating the probability
with which the output of an iPUF will flip on flipping the interpose bit. This probability is
obtained from the bias of the PUF response. Since the iPUF can be abstracted as an XOR
PUF with an extra (unknown) bit, we calculate the bias of an k-XOR PUF which takes an
(n + 1)-bit challenge as given in [10]. The bias of a k-XOR, PUF is calculated from the bias of
its constituent APUFs.

Let  and & be two (n + 1)-bit challenges which differ in the ¢** position. Let z and 2 be
the corresponding responses. The bias of an APUF is given by Pr[z = Z]. From [10], we get

2 2 — 1
Prlz=2]=1-— Ztan™? 10
rle =4 —— \/2(n+1)—2t+1 (10)

k
The XOR response is given by r = @ sign(A;(n)).
i=1
The bias on a k-XOR PUF can be calculated using Equation 10 and Piling Lemma.
k

The Piling Lemma states the if Pr[X; =0] =p; = %—|— € fori=1,---  k, then Pr[@ X, =
i=1

1 k
— k-1 )
0] = 3 +2 ‘|_|1 €.
Thus the bias of k-XOR PUF is given by:

1
Priz=2%] = 3t ok=1lek — g

where

12 2 — 1
- — —tan
2 7 2n+1)—2t+1

Consequently, Pr[z # 2] =1 —n.
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3.3 Estimation of classification noise due to random interpose bit

Let h be the hypothesis output by the Perceptron-based algorithm and f; be the oracle used
for generating challenge response pairs. Let (¢,r) be a challenge response pair provided by the
oracle fr, where ¢ = (c1,¢2, -+ ,¢,) € {=1,1}" and r € {—1,1}. The lower XOR APUF takes
an (n 4 1)-bit challenge. Let it be denoted by « = (¢1,¢2,- -+ ,¢t—1,8,¢Ct, -+ , ) Where s is the
interpose bit. As per the Perceptron algorithm, the hypothesis (h) is updated only when the
predicted response doesn’t match with the actual response.

Here, h is a LTF and is represented by a weight vector w = (wy, wa, - -+ , W1, Ws, Wi, "+, Wy, Wyt1)

of length n+2. Given challenge ¢, first the input x is generated as © = (c1,¢2,-+* ,¢t, S, Cep1,+* ,Cp)

by choosing s € {—1,1} randomly. Then the corresponding parity vector ¢ is calculated as
n+1

¢li] = H z[j]. Finally the output of the hypothesis h is given by y = sign(w.¢). Let Cj
j=i

be the se_t of challenges for which the hypothesis returns 1 as output and C§, be the set of
challenges for which f; returns 1 as output. then d; can be defined as follows

dh = 'D(ChACfI) = Z PT’D[C}
ceCLACY,

where C, ACYy, denotes the set of challenges for which the output of the Oracle does not match
with the output of the hypothesis, irrespective of the value of s. As per PAC model, dj < e.

Thus the probability that an example (¢, r) produced by f; disagrees with hypothesis h is
calculated as follows:

Preplh(z) # fi(c)] = p = Preplc € CrLACY,](Pr[s doesn’t affect r])
+ Preple ¢ ChACY,](Pr(s affects r].Pr[s is incorrect])

:dh.n+((1—dh)(1*n)é) (11)
~(X=n)  dn(Bn-1)

== B 5

. (1;77) . 6(3772— D) ldy, < €]

As shown above, the probability that the hypothesis output disagrees with the output of
f1 depends on two factors: i) The dependence of hypothesis output on the interpose bit and
ii) the challenge lying in C, ACY,. Thus the there are two possibilities: i) The challenge lies in
CrACYy, implies that the hypothesis and the target function will differ on that challenge and
the interpose bit does not affect the final response. ii) The hypothesis and the target function
agree on a challenge and due to the incorrect interpose bit, the response gets flipped.

When hypothesis h becomes equal to the target hypothesis f, we have (¢ = 0) = p =
(1—n)/2, since error will occur only due to the change in response as a result of random selection
of interpose bit. Since 1/2 < n < 1, for any hypothesis h, the error is atleast (1 —7)/2. Now
for a e-bad hypothesis (g), D(gAfr) > €, thus

(1-n)  eBn-1)
2 T 2

P

Thus we have a separation of atleast €(3n — 1)/2 between the disagreement rates of correct and
e-bad hypothesis [1].

8
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3.4 Sample complexity

The maximum number of mistakes that can be made by the Perceptron algorithm is polynomial
in the separation (e(3n — 1)/2) and is given by

Moio = ()

where [|¢]| < R and |[|[w*|| = 1 where w* is the weight vector corresponding to hypothesis
output by the Perceptron algorithm after feeding r CRP. (refer Theorem 3 in [4]).

Theorem 3[ [4]] Consider r labeled examples < (¢1,71), - (¢s,7i), - - - (¢r, 7) > which are
fed into the Perceptron algorithm and let ||¢]] < R. In case of a noisy labels (due to random
interpose bit), let w* be the solution vector with |[w*| = 1, and (w*.¢;).r; > €(3n—1)/2 > 0,
then oR )

= ()
mas 6(3’[’] _ 1)
We know that ||¢|| < (n + 2)*. Therefore,

4(n + 2)*
e(3n — 1)

1 1/l 2 1 2t —1 k
n=_-+2 <f—ftan ( ))
2 2 7 2n+1)—2t+1
If N,pis is the number of mistakes made by the learning algorithm, and the learning algorithm
updates its hypothesis only when the predicted response and actual response differs, then the
total number of calls that the learning algorithm makes to the Oracle (iPUF in our case) is
O(1/e(log(1/6) + Nimis)) [6]-
Therefore, number of CRPs required

Nmis =

where

(3t} + )

A (2log(1/6)  32m?(n+2)k
B 0(6(37] -1) e3(3n —1)3 )

(12)

The sample complexity is poly(n,m,1/e,1/§). It is to be noted that in our calculation, we have
fixed the interpose bit position. However, varying the interpose bit position across all the stages
and adding the number of challenge response pairs required, the sample complexity will still
remain poly(n,m,1/e,1/6). This proves that Interpose PUF is PAC Learnable.

3.5 Perceptron algorithm for learning LTF with random interpose bit

The Perceptron based PAC algorithm takes a sample S comprising of r,,,, CRPs and splits it
into training sample Stqin and test sample Sies:. In the training phase, the algorithm takes
Strain CRPS and the number of APUF's in the lower XOR APUF as input and outputs a set of
weight vector w;, each corresponding to one of the hypothesis generated during the execution
of the Perceptron algorithm. Each of these hypothesis is then tested with the CRPs in Siest
and the hypothesis with the least error is given as output. The Oracle f; gives challenges of
length n, which is then transformed to obtain (n + 2)* dimensional vector. The training and
testing phase of the Perceptron-based algorithm is given in Algorithm 1 and 2.
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Algorithm 1: Training phase of learning algorithm

Input: Labeled examples ((C;,7;)),0 <4 < |[Strainl
Number of APUF's in lower XOR APUF: k

Output: Weight vectors: v
Initialize j < 1,w < 0
Initialize v < {}
for i =1 to |Strain| do

s <% {0,1}

T < <Ci,1, Gty S Cigt 1, ;Ci,n>

¢; < parity_generation(z;)

:l)i < Sign(Wj.(bi)

if @l =T then
| 8 =S8

end

else

T < <Cz',1, s City =S, Cit41, ,Ci,n>

¢$* «+ parity_generation(z7°)

i < sign(w;.9F%)

if :l)l =T then

| s =—s
end
else
v vUWwW;
W1 < Wi+ &1
j—j+1
end
end
end
Return v

4 Conclusion

We proved that Interpose PUF is efficiently learned in the PAC model for various values of ac-
curacy and confidence. To this end, we presented an approximate representation of an Interpose
PUF as a Linear Threshold function with a random input bit. We translated the randomness
in the interpose bit to classification noise. We showed that the classification noise is bounded
by 1/2. Finally we showed that the original perceptron algorithm that can be used in this noisy
setting to efficiently learn an LTF and proved that the sample complexity is polynomial in the
number of stages (n), maximum propagation delay (m) and the PAC model parameters.
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