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ABSTRACT 

It would be unlikely for any first year programming class to be 

solely composed of novices with the same aptitude for learning. 

We all have students who arrive with a range of abilities and 

backgrounds.  We have students who barely know their way 

around a keyboard and those who have programmed 

professionally; this starting knowledge is also no indicator of 

learning ability. We need to support struggling students with little 

knowledge whilst maintaining the enthusiasm of those who are 

quick to learn, and trying not to demotivate the ones in the middle.  

The aim of this working group was to explore the ways in which 

academics around the world enthuse their high achieving students; 

seeking things that work and things that don’t.  This has been 

achieved by a mixture of literature review and survey of current 

practice.  The synthesis of these forms the basis for the 

recommendations we make. 

Categories and Subject Descriptors 

K.3.2 [Computers and education]: Computer and information 

science education – computer science education 

General Terms 

Human Factors. 

Keywords 

Motivation, differentiation in the classroom, learning 

programming. 

 

 

1. INTRODUCTION 
This paper draws together evidence based on practice in different 

countries, which are in turn incorporate differing assumptions and 

process structures. In the US it is normal for students’ first 

experience of programming at university level to be as part of a 

broad program of studies. In contrast, in the UK, Australasia and 

Europe students typically embark on a specialized program of 

study from the outset. Thus this latter group of students will 

usually have already definitely fixed upon computer science or its 

related disciplines as a future academic career path. Evidence 

drawn from different countries needs to be considered in this 

context, and findings of the research may be of differing value and 
relevance accordingly. 

In the UK in the 1960s only 5% of 17 to 30 year olds received a 

university education. These were the top performing high school 

students. Since then and some governments later, the UK 

government’s aim has up to now been that there be a 50% 

participation in Higher Education by 2010. Currently it stands at 

43%. Universities have opened their doors to quite a sizable 

proportion of the school leaver population. It is for this reason that 

undergraduate courses are very much pitched at the majority of 

the group; a similar story can be told in many countries.  

Undergraduate Computer Science courses are also often aimed at 

students who have no prior knowledge of programming or 

computing, because it is not necessary to have done IT or CS at 

pre-university level to gain entry to the course. Having designed 

courses to suit the main body of such students we still have our 

5% top performing students to teach, some of whom have 
previously studied the subject. 

These students begin their first year at university looking forward 

to an opportunity to finally be challenged after possibly many 

mundane years at school, comfortably sitting at the top of the 

class.  What a let down, after having entered the hallowed doors 



of possibly a much respected university which has a stream of top 

academic scholars, to its name only to be asked to type in ‘hello 
world’ after the first week of lectures.   

Pre university educators recognize that some students demonstrate 

characteristics such as the extreme need to learn at a much faster 

pace and process material to a much greater depth than others in 

their class.  Some children may be so far ahead of their peer-age 

friends that they know more than half the curriculum before the 

school year starts, and the resulting boredom can lead to low 

achievement and poor grades; there are recognized mechanisms in 

place to help such students and their educators. Unfortunately, 

once these students reach higher education we are so busy 

providing extra help for our struggling students that their needs 
are often ignored. 

Anecdotally there is an oft cited typical scenario involving 

undergraduate students who are ahead of the curriculum before 

they enroll.  It involves them taking an entry-level course and 

realizing that they already know much, if not all, of the material 

covered. For some students their belief in both their own ability 

and the level of the course they are taking will be reinforced by 

scoring highly on the first few assignments, labs and tests without 

much, or indeed any, studying. These students then stop attending 

classes because they assume that all the material will be a 
repetition of what they already know.  

Educators are aware that for the majority of students in this 

category it is common that shortly after they stop attending, the 

course moves on to new material, with which they are not familiar 

at all. The students finally receive a huge shock when they 

discover, on a midterm or final test, that they cannot answer most 

of the questions; often such students end up with failing grades. 

A number of students arriving with the same level of previous 

knowledge as the group cited here do attend everything and revel 

in the fact that the work is easy and have their self-belief 

confirmed.  But how should we deal with the students we have 

disappointed and disillusioned?  We ‘lost’ them because we did 

not impress them and failed to challenge them right from the 

beginning.  Once they have stopped attending it may be too late 
for any kind of intervention. 

2. BACKGROUND 
A significant challenge that faces any teacher of introductory 

programming is undoubtedly the diversity of the class.  At one 

extreme there will be students who have never programmed 

before, while at the other there will be students who have many 

years experience of programming.  This diversity does not mean 

that some of the students cannot benefit from a programming 

course.  Rather, it is simply that their needs are different. A novice 

needs to understand the mysteries of loops, conditional statements 

and all the usual programming minutiae. But the experienced 

programmer can still learn; there is a chance for consolidation, to 
pick up a new language, or to explore more advanced topics.   

The challenge for the instructor is how to provide content suitable 

for both these groups and, of course, all those who fall between.  

Handling this diversity is difficult. The temptation for the 

instructor is often to focus on the novice group and to assume that 

the others will get by with minimal supervision. This is 

understandable, but it can be risky. There is a very real risk that 

the neglected group of experienced programmers becomes bored 

and disengages from the course. At the worst, they can lose 
motivation and fail or drop out altogether. 

If students don’t engage with the material they are not going to 

expend the effort required to learn [64, 65]; motivation is the key.  

In 2001 Davis et al [38] observed that the majority of university 

level courses offer a similar experience to all students. They 

argued that in the teaching of introductory programming this 

practice had become increasingly difficult to justify.  There have 

been several initiatives aimed at increasing student motivation and 

engagement.  The use of toys, such as robots [124, 125] has 

successfully been tried on several occasions.  Some less effective 

strategies, such as musical composition [126] and Judo grading 

[127], have experienced partial success but may be categorized as 

gimmicks rather than something that seamlessly blends with the 
topic being taught. 

2.1 Helping Strugglers to Success 
Much has been written about helping the students struggling with 

learning to program [6, 18, 19, 36, 48, 54, 68, 72, 90, 91, 95, 96].  

Ragonis and Ben-Ari [121] identified areas where students 

struggle and suggested ways of helping them.  Ala-Mutka [1] 

identified ways in which automation can help. 

2.2 Boring the Experienced? 
Whilst much has been written about helping the students 

struggling to learn the basics, there is much less literature 

available about motivating / catering for the students who have 

little difficulty mastering the techniques and can become bored 

waiting for the others to catch up.  Whilst it may be tempting to 

state that these students should help their less able peers it hardly 

seems fair; they haven’t enrolled on our courses to become unpaid 

tutors.  It is also not helpful to suggest that these students ware not 

as good as they think they are.  Jenkins and Davey [135] describe 

an approach to segregating the class and allowing the students 

who can to attempt more challenging tasks that fulfill the learning 

outcomes whilst maintaining interest.   

2.3 Changing approaches over time 
Methods of instruction and classroom interaction have been 

influenced by external expectations and changes across the 

broader educational community. There has been a gradual shift 

since the 1990s away from instructionalism towards creating 

constructivist learning environments [128] and promoting active 
learning [8, 10, 18, 32, 56, 59, 61, 62, 74, 94, 109].   

At the same time many institutions have purposefully revised 

curricular activities in a manner which they have described as 

being ‘student centered’ as opposed to teacher centered (which by 

association privileges covering curriculum content over pacing the 

experience of the learner.  This move away from teacher focused 

to student focused has been made explicit through Biggs’ work on 

the SOLO taxonomy [11] an educational framework which has 

been applied in a number of contexts to the area of Computer 
Science Education, see for example [22] . 

2.3.1 External Initiatives and Accreditation 
The work of external organizations such as the National Science 

Foundation, national funding councils and professional and 

statutory bodies reflect wider intellectual understandings and in 

turn influence behaviors in university practice which is recorded 
in the literature.  

NSF funding on the research experience in universities has 

stimulated initiatives which have provided opportunities for high 

achieving students to engage in authentic activities where they can 



apply their programming skills in a research context [4, 37, 71, 
83, 85, 88, 89, 104].  

Changes in the way courses are taught and assessed and in the 

wider structure of degrees have been influenced by the work of 

accreditation authorities on specifications such as the ACM 

curriculum, ABET and the UK’s QAA subject benchmark 

statements. These specifications tend to be expressed in terms of 

expected outcomes in students’ understandings / behaviors / 
competencies or knowledge, skills and understandings.  

The Computer Science Education literature reflects the impact of 

such external changes in what we do and how we do it 

demonstrating that approaches to teaching and assessing 

programming have evolved to incorporate response to demands 

and expectations of external stakeholders such as accrediting 
bodies and employers [50, 141]. 

2.4 Communities of Practice 
The educational literature has given us the theory and vocabulary 

to identify and discuss communities of practice [140].  

Associations such as SIGCSE, ITiCSE and the HEA-ICS act as 

foci for such communities for Computer Science Education. The 

debate on approaches to the teaching of programming is well 

documented with much effort being invested in addressing the 

needs of learners who struggle to master programming and 

overcome its associated conceptual challenges [140, 141].  In the 

UK additional concern for the needs of the more able students has 
emerged as a component of this discourse. 

The HEA-ICS 1-day teaching of programming conferences began 

in Leeds in 2001. The idea was to bring together like-minded 

people who were struggling to come to terms with the fact that, 

despite our best efforts, our attempts at teaching programming 

were still leading to final year students graduating without being 

able to write code. For example, in the UK the HEA-ICS [57] runs 

between 25 and 30 workshops/conferences a year around the UK 

with Computing Science academics.  One of these is specific to 
programming and has been running for 10 years. 

This has created an environment which fosters collaboration and 

innovation [139].  One example of an initiative that was born via 

this mechanism is the Teaching Over-Performing Students 
(TOPS) project. 

2.4.1 What is TOPS? 
There is no argument about students having a variety of learning 

styles and requiring different approaches to teaching but we all 

too often focus on the students who are less able.  Discussion will 

almost exclusively focus on ensuring students keep up, it is only 

the TOPS research (Teaching Over-Performing Students) that 

veers away from this scenario and focuses on over performing 
students.  

TOPS looks at motivating and engaging students through 
competition and through enticing them to achieve.  

Independent competitions, such as those run by the BCS, 

Microsoft and IBM can be used to motivate students – winning 

looks good on the CV – but the challenge may not fit well with 

the local syllabus and student knowledge. Activities which are 

designed in the specific context of an existing curriculum can 

therefore have greater educational strengths. Furthermore, 

students can be encouraged to learn new skills and extend those 
that we consider important for their future educational career. 

The competition had to be fun, but it also had to address our 

departmental learning objectives.  Peer observation facilitates the 

sharing of existing practice within its natural context and also 
enables a comparison of student cohorts.  

The competition component is split into two sections: designing a 

challenge for the other student teams to attempt in pairs; 

attempting the challenges designed by students from the other 

institutions. 

Teams comprise five students, four of whom pair up to attempt 

the coding challenges; this allows students with commitments or 

who are reticent about competing in the programming stage of the 
competition to join in, as well as allowing for drop-outs.  

The teams are given the brief to design a challenge that could be 

undertaken by a pair of students sharing a laptop within the 

timeframe of 1-hour. The challenges must relate to a specific 

scenario such as “something useful for a group of students 
attending an event in London”.  

Even the process of choosing teams is worthy of investigation. 

Some students push themselves forward because they want to 

achieve for themselves, others will nominate the strongest 

students in their group in order for their own institution to have 
the best chance of winning. 

3. RESEARCH APPROACH 
The working group set out to identify the broad set of literature 

which underpins our existing understanding of the factors which 

influence the design and delivery of the curriculum associated 

with initial programming, and interventions which have been 

crafted to address any specific additional needs of learners within 

that curriculum. The review covered conference and journal 

publications across the area of computer science education and 

associated cognate areas which extend across the science, 
technology, engineering and mathematics (STEM) disciplines. 

A brief survey was designed to specifically elicit evidence of 

current practice with respect to the initial teaching of 

programming. The survey supported a mixed methods approach 

by gathering quantitative and qualitative data. The qualitative data 

was sought to illuminate detail of current practice and to provide 

an opportunity to investigate attitudes and beliefs held by faculty 

associated with their motivations and experience of classroom 
practice.   

The survey questions are included in this paper as an appendix. 
The survey data has been analyzed across three broad sub sections 

1. Demographic data 

2. Current practice in introductory programming courses 

3. Investigating key practices identified in the literature 

The findings from the survey and the literature review are 
presented together in the results and discussion sections below. 

4. RESULTS 
An online survey was created and responses were solicited.  A 

copy of the survey questionnaire forms the Appendix of this 

paper.  Over 80 people provided some kind of response, but only 

41 were complete.  The complete responses have been analyzed 
here to provide an indication of current practice and issues. 



4.1 Demographic Data 
The majority of responses were from the USA, but other countries 

were represented (question 1).  Figure 1 shows the locations of the 
respondents’ institutions. 

 

Figure 1.  Respondent location 

Respondents were asked to identify the type of institution and the 

level (undergraduate / postgraduate / etc) of the students being 

taught their first programming course (question 2).  The institution 

type was predominantly university (32 out of 41) with seven 

liberal arts colleges and 2 community colleges represented.  34 of 

the respondents stated that the first programming course was 

taught to undergraduate students, with 4 stating postgraduate and 

a further 3 stating sub-degree level.  There were no qualitative 

differences between the responses from the different categories of 

institution or course level so the data has been treated as a whole 
for the remainder of the analysis. 

4.2 Initial Teaching Patterns 
Respondents were asked to indicate how they initially treated the 

three major discernible categories of students; struggling from the 

outset; new to programming but coping; experienced 

programmers (question 3).  Each of the textual responses was 
classified and six discernibly different approaches emerged: 

1. peer support 

2. differentiated teaching 

3. slow pace 

4. novelty 

5. external motivation 

6. nothing (ie the usual mix of lectures, labs and TA support)  

The frequency with which different intervention methods were 

indicated was analyzed, as shown in table 1 (A = strugglers, B = 

copers, C = experienced), and a number of common patterns 
emerged. 

The prevalence of different approaches was considered from a 

number of different perspectives. Figure 2 shows the relative 

distribution of the different methods which were adopted by 
instructors. 

 

Table 1.  Initial intervention by student category 

Intervention method A B C 

1) Peer support 5 4 0 

2) Differentiated teaching 7 10 17 

3) Slow pace 6 1 0 

4) Novelty 4 4 5 

5) External motivation 5 5 5 

6) Nothing 14 17 14 

 

Figure 2.  Distribution of Instruction Methods 

this visualization was derived from the data in table 1, where the 

innermost ring (a) represents struggling from the outset, the next 

ring (b) represents new to programming but coping and the final 
ring (c) represents experienced programmers. 

The data was also visualized as a network diagram, figure 3, 

where the different approaches adopted by instructors were 

mapped as a vector. This analysis of this data is further recounted 
below. 

 

Figure 3.  Network Diagram Mapping Approaches 

4.2.1 Business as usual – 6,6,6 (11)  
The most frequent response suggested a familiar mix of lectures, 

labs and support from teaching assistants.  In these responses 

there was no indication of any special interventions for either the 

strugglers or the highest achieving groups of students (total 11 out 
of 41 responses).  



"We do not have a formal support program. We have a few TAs, 

and the professors provide what help they can, but students who 
do not take the initiative to seek help slip through the cracks." 

4.2.1.1 Business as usual – plus something for the 

best 6,6,5 (1) 6,6,2 (2) 
A further three respondents indicated whilst initially that they 

made no special concessions for the strugglers, they did suggest 
that they made additional effort for the higher achieving students  

Further reflection - it might be worth looking at this in a different 

way – Twenty seven of the respondents took an approach which 
did not (at least) begin not business as usual. 

"lots of hands-on exercises, some "challenge" or "bonus" 
questions” 

4.2.2 Active interventions 
There are a number of active intervention patterns identified by 

the responses.  Altogether sixteen respondents indicated that they 

began with an active intervention, and 13 of those respondents 
took a predominantly active approach 

4.2.2.1 Differentiated Teaching – 2,2,2 (6) 
The proponents of differentiated teaching were mostly committed 
to it throughout (six out of 41 respondents).  

"We have three tracks through the intro sequence: one for those 

interested in bio, one for those with some previous experience, 
and one for those with no previous experience." 

One respondent appeared to apply it for the strugglers (2,2,6) 

while addressing the needs of the most advanced students with no 
special interventions.   

Lesser clusters – in a number of response patterns four out of 41 
responded in the same ways 

4.2.2.2 Peer support – 1,1,2 (4) 
A number or respondents chose peer support initially and for the 
strugglers, with differentiated teaching for the higher achievers. 

[strugglers] "1. in-class activities and time to work on homework 

with instructor assistance 2. encourage students to work with a 

partner of similar ability 3. evening workshop run by experienced 

student trained as a tutor 4. "fun" assignments, typically involving 
graphics or simple games"  

[high achievers] "open ended assignments where they can go 
above and beyond core requirements" 

An additional response which initially privileged peer support  -
1,5,2 (1) also incorporated  

4.2.2.3 Purposeful beginnings 3,2,2 (2) 3,3,6 (1) 

3,6,2 (1) 3,6,4 (1) 3,6,6 (1) 
Another active intervention of note was those who started out with 

slow pace. They opted for a range of different strategies for the 

strugglers and top students – 3,2,2 (2) 3,3,6 (1) 3,6,2 (1) 3,6,4 (1) 
3,6,6 (1) 

[strugglers] "I work with them slowly, repeating sections they do 

not understand, and try to give assignments that are easy enough 
to get them to understand those basics."  

[everyone else] "I assign extra credit work that is beyond the nail-

the-basics assignments, to push students that are experienced, and 
challenge those who find programming easy with just the basics." 

4.2.3 Teacher sets context 
A smaller group of respondents took approaches which might be 

conceived as being dependent upon the individual teaching leader. 

These colleagues emphasised approaches which tend towards 

enhancing motivation, either through personal 

leadership/guidance in the teaching style, or through the use of 
novelty and technical challenge.   

4.2.3.1 External motivation rules 5,5,5 (4)  
Those who believed that external motivation is powerful, were 

consistent in their use of this intervention across the piece. One 

additional respondent used external motivation for openers, but 

indicated that the most able students and the most able students 

were later supported by differentiated teaching - 522 (1) 

"job opportunities, make money, let them know practice is the key 

(not talent)" 

4.2.3.2 Novelty rules 4,4,4(4)  
Those who believed that novelty is powerful, were consistent in 

their use of this intervention.  It may be that these interventions 

are, in effect, led by the teacher’s personal beliefs (or perhaps 
experience).  

"I use an assignment with Origami to teach about proper syntax 
and clarity in writing” 

4.3 As the Course Progresses 
Respondents were asked to describe how they deal with the 

extremes of the class once the course has been running for a while 

(question 4).  It is possible that instructors wait until they know 

the students well before tailoring their teaching to suit individuals, 

so a snapshot of practice and a comparison of initial and later 
responses was made.  

The responses relating to how instructors adapt to teaching 

strugglers and over-achievers were categorized and tabulated 

(Table 2, A= strugglers, B = over-achievers) as previously and 4 
distinct categories emerged: 

1. peer tutoring 

2. differentiated teaching 

3. providing extra help 

4. nothing 

Table 2.  Later interventions by student category 

Intervention method A B 

1) Peer support 5 0 

2) Differentiated teaching 9 22 

3) Extra help 3 0 

4) Nothing 24 19 

4.3.1 Changes with Time 
Analysis of changes in approach throughout the course proved to 
be interesting. 

Many who initially practiced differentiated teaching continued to 

do so.  Whilst absolute numbers for doing nothing special remain 

constant it is the case that the respondents’ answers varied with 

time.  Many who do nothing at the outset do adopt differentiated 

teaching practices as time progresses. 



4.3.1.1 Strugglers 
One third of the respondents who do nothing special at the outset 

do progress to differentiated teaching.  On the negative side 

however there are twice as many doing nothing special once the 

course is well underway.  It appears that many respondents begin 

with good intentions but, whatever their initial stance, these 
interactions/initiatives tail off with time. 

4.3.1.2 Over achievers 
Although actual numbers indicating no special interventions 

remain constant it is the case that approx one third start to 

differentiate teaching as time progresses, although many 

beginning the course with external motivation to maintain 

enthusiasm stop this after a while. 

4.4 Rating Importance of Help 
As well as being asked what teaching and support strategies are 

used respondents were asked to rate the importance, on a scale of 

1 (unimportant) to 10 (very important), such interventions and 

strategies for the 3 groups of students (question 5).  Table 3 
summarizes the responses: 

Table 3.  Importance of Helping Students at Different Levels 

 mean s.d. Mode (n) 

Strugglers 8.6 1.7 10 (19) 

Over-achievers 7.0 2.4 10 (11) 

Rest of class 8.0 1.7 10 (13) 

Correlating numerical ranking with actual interventions shows 

that even instructors who provide no extra help or motivation for 

students at the extremes of the cohort think it important to do so.  

11 of the 19 responses rating help for strugglers as very important 
(score of 10) admit to doing nothing extra to actually help them. 

4.5 Pair Programming  
Experience of collaborative work that students can achieve 

through pair programming has been shown to benefit student 
satisfaction and retention [7], [109], [115], [117], [118].  

Pairing students together can be an important factor in improving 

student success, particularly in introductory CS courses. In the 

context of CS education, pair programming involves two students 

using a single computer to work on an assignment or a project. 

One student is the “driver” in charge of designing and typing up 

the code, while the other, “navigator”, is responsible for 

monitoring the driver’s work to detect errors and suggest ideas 

how to solve the problem. The students would periodically switch 
these roles [120].  

Instructors using pair programming in CS courses expect students 

to learn from one another as they cooperate to complete an 

assignment. One of the problems here is that a single student can 

often solve the assigned exercises or problems with no meaningful 
or structured cooperation among students [8].  

In our survey (question 7) 13 instructors indicated that they 

always use pairing of students to work on assignments and 

projects, while 22 other instructors said that they do so sometimes. 

Only six respondents explicitly stated that then never use student 

pairing.  

When selecting which students to put in a pair, many factors must 

be considered in order to ensure that the pair produces a 

meaningful outcome, and most importantly, that both students 

benefit from such an experience. Closely matching class schedule 
is one of the most obvious factors in pairing students.  

“Pairs are drawn from the same supporting class so that students 

are timetabled together.” ”Students have such busy schedules that 

they may have actually found the ONLY other student in the class 
with overlapping study time.”  

In addition to the schedule of classes and, possibly, a work 

schedule, survey respondents indicated that a number of other 

factors related to convenience and/or preference of students has to 
be taken into account:  

“I have students pair up, based on living location, work habits 

(weekend vs evening), aggressiveness (like to work immediately 
and finish early).”  

“I try to put people with others they probably live near (based on 

their "college" -- there are 6 undergrad colleges that make up our 

campus). A woman student has reported to me that she was so 

happy that she got paired with someone who lives in her dorm.”  

Pairing students who can easily find a mutually convenient time 

and place to work together is an important prerequisite for a 

successful learning outcome. This is especially important because 

from the student’s viewpoint, the single most important problem 

with pair programming is finding time to work on the program 
together with their partner [76].  

Social interaction plays a major role in pair programming, 

therefore, choosing a suitable partner is an important factor in 

ensuring the success of a pair of students working on a 

programming assignment or a project. Previous research indicates 

that pairing incompatible students may result in student’s dislike 
the collaborative work [131].  

A large-scale empirical meta-study of pair programming 

conducted by Salleh et al [120] indicates that pairing students with 

different personalities (as determined using Myers-Briggs Type 

Indicator) often produced better results compared to pairs of 

students with similar personalities. This work also indicates that 

student skill level (whether actual or perceived) also plays a major 

role in determining the success of a student pair. The actual skill 

level is determined by the academic background and performance 

of the student, as well as their programming experience. Salleh et 

al [120] indicate that the majority of pair programming teams 

produce better results when the pair has a somewhat similar skill 

level.  

Many instructors prefer allowing students to select their own 

partners. Out of 41 respondents, 10 indicated that they always 

allow students to self-select their pair partners, while an additional 

21 said that they sometimes allow that. Some instructors choose to 

make suggestions to students as to how they should select their 
partners:  

“I allow students to self-select, but I tell them it works better if 

they pair with someone of their own ability. Also they are not 

required to continue with a pair, and are even expected to 
switch.”  

“At the start of the semester, I allow students to select their own 

pairs for the first lab. Thereafter, I assign pairs randomly, with a 

change every 2-3 class days (the class meets 4 times per week, so 
students change partners more often than every week).”  

Many instructors indicated that the rules (or lack thereof) for 

selecting student pairs depend on the nature and level of the 
course. For example:  



“It depends on the class. It depends on many things. I don't put 

students into boxes and I don't do it to myself either... so... it just 
depends.”  

In some circumstances it may be very difficult, or even impossible 

for the instructor to manage the student pair selection process, 

which may lead the instructor to abandon the entire idea of pair 
programming:  

“We use pair programming in our second courses. Our first 

courses are between 300 and 1200 students per term, which is too 
difficult to manage pairs in.”  

Some instructors are not in favor of allowing students to self-

select their partners. In particular, one instructor said: “I have 
found self-selected pairs to produce the least effective pairings.”  

A small number of instructors use a random selection of student 

pairs. Out of 41 responses, three indicated that they always select 

student pairs at random, while 14 said that they do that 

sometimes. Many instructors indicated that if they do resort to a 

random pairing, this usually is not the first option for student 

selection that they exercise. For example, student preference is 

often taken into account: “Sometimes random. Sometimes self-

select. Sometimes a mixture ("if you have a preference, let me 
know, otherwise I'll assign")”  

On other occasions, instructors allow students to select their own 

pairs first, but they may use a random selection later: “At the start 

of the semester, I allow students to select their own pairs for the 

first lab. Thereafter, I assign pairs randomly, with a change every 

2-3 class days (the class meets 4 times per week, so students 

change partners more often than every week).”  

In our survey, a large number of respondents (20 out of 41) 

indicated that they never use random pair assignment. As 

illustrated in the quotations above, random pairing is often used as 

a last resort measure because there are better and more effective 

ways to maximize the benefits that students receive from pair 

work. One approach is to pair students based on their abilities, 
which is often determined using student self-assessment:  

“I assign pairs randomly for the first couple of weeks, then I give 

a questionnaire and assign based on ability/major and also 
student requests.”  

“[Students are paired] based on a rough estimate of self-
efficacy.”  

Current or past academic performance is used by some instructors 

to pair students together: “Sometimes I will pair students based on 
their performance in the class.”  

In many cases reported in our survey, students with similar 
academic performance were assigned to work together:  

“We pair students who have demonstrated similar performance in 
the course (strong with strong and weak with weak).”  

“[Students are paired to] balance average in-course 
achievements of the groups.”  

“[We] try to pair students who aren't both in trouble, but not with 

huge gaps between them either.” “Sometimes due to personality 
or skill levels I will pair students.”  

On the other hand, some instructors deliberately choose to pair 

students with disparate levels of academic performance, which 

allows underachieving students to learn from stronger students: 
“Sometimes I pair known good students with known strugglers.”  

If students had worked together previously, chances are that they 

will be successful again and this could be used as a good criterion 

when assigning students to pairs: “Based on who has not worked 

together recently, so students get to know new people in the 
class.”  

Katira et al [132] reports that gender is likely to determine the 

compatibility of a student pair. This work suggests that student 

pairs of different gender may be incompatible, while pairing 
female students would likely lead to a compatible pair.  

Werner et al [133] indicate that that pair programming is 

particularly beneficial to female students, especially when they 

are paired together. They argue that “it addresses factors that 

potentially limit their participation in CS. The collaborative nature 

of pair-programming teaches women students that software 

development is not the competitive, socially isolating activity that 

they imagined.” Pair programming, therefore, is one of the ways 
to encourage female students to pursue studies and careers in CS.  

Katira et al [132] report that when they are allowed to self-select 

their pair partners, students belonging to a minority group tend to 

pair up with other minorities, although not necessarily from the 
same minority group.  

Some instructors responding to our survey believe that pairing up 

students from underrepresented groups can help them achieve 
higher academic results:  

“I always pair women with women.” 

 “[We] keep minorities in the same group.”  

In general education courses where there are many non-CS 

majors, student major and their current level are the most 

straightforward criteria for pairing students: “Also, I pair majors 

with majors and try to put non majors with others in their own 

major. Within THAT I pair by year in school (do not put a senior 
with a freshman).”  

A number of instructors, however, may be opposed to pair 

programming because of added responsibilities for managing 

student pairs and because of perceived increased risks of student 

failure. Based on their work, Jacobson and Schefer [134] offer a 
number of good suggestions how such risks can be alleviated . 

From a cross-section of the survey responses we received, it 

appears that using paired student work plays a prominent role in 

many CS courses, although a small number of instructors seem to 

be completely alien to this idea.  There may be many factors 

affecting this: staff workloads; local circumstances; nature of the 
students. 

Some instructors use random pairing, but often only as the last 

resort, when other criteria, such as pairing based on the level of 

student achievement, schedule, and/or interests, do not work well 

enough to produce student pairs. The following quote can be used 

to summarize the prevailing opinion of instructors with regards to 

pairing students: “Sometimes I will pair students based on their 

performance in the class. Other times, they are "randomly" 

selected or self-selected. I have found self-selected pairs to 
produce the least effective pairings.”  

4.6 Getting to Know our Students 
Just over half the respondents routinely collect previous 

programming experience data from their incoming students 

(question 10). (22/41) Of these, approximately one third use the 

collected data to help plan their teaching, ahead of the course. 



Such planning and preparation might take the form of streaming 

the new students - guiding them into particular, more appropriate 

courses based on their level of experience, tailoring the course 

material, adjusting existing material to help student orientation to 

the course, general administration purposes and establishing 

instructor-student rapport. Half of the respondents collecting data 

on level of current experience indicated that this was primarily for 

streaming their students, though whether this was to produce an 

intentional mix of abilities or align those with a similar level of 

experience was not evident from the responses. Typical responses 
included: “ 

We counsel students into [X] or [Y] depending on whether they 

have experience programming recursive functions”, “In 

placement into an appropriate [X]” (mentioned by three 
respondents)  

“...to enlist them into slightly more advanced projects, etc.”  

The collected data informed instructors in several other ways, 
including identifying those at risk;  

“I take note ... to be sure that some students who do not have 

previous programming background are able to excel in my class.” 

“My primary concern is the students taking the course more than 

once - how many there are, and is their fraction still decreasing 
as during the past 4 years.”  

The ability to offer a “heads-up” for changing patterns of student 

experience was another motivation for the exercise, as evidenced 
by the following responses:  

“90% of our students have no previous programming 
background. If that changes, we would adjust our instruction”  

“To watch for significant changes in student preparation, which 
we have not seen recently.”  

Those wanting to tailor the course material to suit the declared 
experience levels said:  

[were we safe in] “assuming a lot of mathematical background or 
[should] I ... review some algebra and geometry concepts.”  

“In the unlikely event that an advanced student comes in I make a 
point to establish a relationship with them.” 

“The main audience is taken into account in lectures, level of 
presentation.”  

Tuning and tailoring instruction to help orientate the student, 

making them more comfortable with the material, was another 

useful outcome reported from the collection process reported on 

within the survey responses. The purported benefits of this are 

many, from reducing anxiety and the fear of the unknown, which 

might be barriers to full engagement, to ensuring good 
progression and continuity.  

“This helps me in how I structure the progression of the course...”  

“To customize explanations: if a student has already seen some 

Java or C++, I'll use different terminology and analogies in 
explaining things to that student.”  

In contrast, one respondent made no such use, asserting,  

“We only use it to get an idea of who is taking the course, and do 
not use it to structure their learning.”  

Several responses indicated either only relatively cursory use of 

the data, or else labeled it for “administration purposes” only. 
Responses in this category included:  

“qualitatively, to understand student background”  

“First day of class I collect information on 3x5 cards ... 
[including] ... Why taking this class?”  

“For initial identification”  

“I collect it informally and the result is always the same for my 

school” “[previously] we had a formal entrance test; now we just 
remind them of the prerequisite and let them self-select.”  

“For interest” “We only use it to get an idea of who is taking the 
course ...”  

“It's not retained, but students are asked at the beginning of the 

course.”  

Finally, two respondents, though currently not making use of the 
collected data, had plans to use it in the future:  

[The data will be] “Incorporated as baseline into longitudinal 
outcomes study.”  

“I administer a survey to [X]. In Spring 2011, I hope to analyze 
four years' data.”  

Traditionally, effort invested in enhancing student motivation has 

gone into the under-achievers. Students who "cope" and meet 

"satisfactory" levels of achievement have tended to find their way 

through the tertiary learning experience because or in spite of the 

efforts of instructors. High achievers have tended not to attract 

extra attention, partly because their progress poses no threat to 
pass/completion rates.  

Perhaps also, their particular development requires a different 

kind of extra effort. Producing additional material for students 

working at the "satisfactory" level is relatively simple; however, 

when trying to create additional material at an appropriately high 

level in order to stretch high achievers, the task becomes much 

more demanding. This opportunity, to provide some assistance to 

those who find themselves with exceptional students by pointing 

in the direction of effective resources, approaches or practices 

should:  

1.  Initially, make the instructor’s life a little easier  

2. Help the high achievers realize more of their potential.  

4.7 Collaboration with Colleagues 
From the survey (question 9) it is surprising how few teachers of 

CS collaborate with other colleagues, just over 34% reported that 

they did. Yet many CS teachers voice that they considered it most 

important to provide help for both strugglers and over achievers. 

The importance of providing help for strugglers was given a score 

of 8 or higher by 85% of introductory CS teachers, and almost 

50% gave the same score for high achievers. It would seem that 

many teachers in CS use their own imagination and to some 

degree ‘think on their feet’ when it comes to coming up with ideas 

on how to deal with their range of students. Others have quite a 

range of options/facilities in place such as providing a homework 

club, extra support session groups and extra challenge session 

groups, upper-level students acting as mentors and for over 

achievers the availability of interesting assignments with 

challenging extra parts. The range of students’ ability can vary 

from year to year depending on the intake and therefore the onus 

is on the teacher to possibly adapt his assignments or to have 

contingency plans in place to provide extra projects or tasks 

should they be required. From the 14 respondents who reported 

that they did collaborate 50% said they got their ideas from 

attending workshops at conferences such as SIGCSE, CCSC, 



ITCSE and other institutional conferences. 36% said they 

embarked on informal work with another colleague and only 7% 

took part in a collaborative project specifically aimed at 

addressing the needs of high achievers such as an organised inter 

collegiate competition. Collaboration took the form of simply 

enjoying an exchange of ideas with friends on the topic by 7% of 

the respondents who responded positively. The benefits of 

collaborative programming are described very aptly as, ‘To work 

over time and distance..adds the dimensions of collaborative 
technologies , language, and culture’ [137].  

It would seem that depending on the personality and experience of 

teachers that there is a wealth of ideas and approaches in dealing 

with the problem of motivating both our struggling and over-

performing students and that it would be a welcome development 

to provide a repository of these ideas for the benefit of others as 

collaboration in this area would be considered helpful. “Educators 

can share requirements, ideas for features, and experiences with a 

particular project or technology” [138]. Like the open-source 

movement itself, they would collaborate not only ideas, but on the 
actual artefacts themselves’ [139].  

It would then be possible for a teacher to choose an approach, a 

set of assignments or simply make use of a colleague’s pertinent 

quote which had previously got through a message of motivation 

to their students. For example one CS teacher uses an analogy of 

‘The Karate Kid’ to motivate his experienced students and another 

anticipates his being comfortably over confident and warns them 

‘that often their experience ends about 2 weeks before they realize 

it does.’  

International collaboration can prove to be a very useful method 

of approaching an international problem. The Runestone project 

was an example of collaborative work carried out which involved 

two international universities. ‘The projects’ primary goal was to 

provide international collaboration into Undergraduate Computer 

Science Education in away that has value for all participants’ 
[123]. 

4.8 Competitions 
Typically all first year classes will have students with varying 

degrees of subject knowledge. Universities computing programs 

rarely ask for previous experience of programming however we 

invariably find that a small proportion of our first year students 

are more than proficient in coding. These students can very 

quickly become extremely bored in class whilst the novices start 

from scratch. Programming competitions aimed at first year 

students can be used as a tool to motivate these students (see 
section 2.4.1).  

There can be little doubt that access to suitable programming 

competitions can motivate and inspire some of these students (and 

not just the over achievers). It can be an opportunity for students 

to test their ability in designing, understanding and implementing 

code. Competition can also be the spur that pushes a very ordinary 

student to achieve much more and it is a fact that a competition 
win will greatly enhance a new graduates’ CV.  

Both academics and students opinions of the competitions on 

offer vary as does the type of students who volunteer themselves 

for competitions – typically a very small proportion of a class. Of 
those surveyed (question 8) one academic noted:  

“I run one [competition] myself in project week. However it is 

voluntary and only a very small number of students participate 
(about 10 out of 160)”  

another said  

“... only a limited set of students tends to participate”  

Pastor et al [129] looked at an international robot contest as a way 

to develop professional skills in engineering Students "...with the 

aim of strengthening a set of basic skills that would be useful for 

the future professional lives of the participants..." Importantly 

they asked the students what motivated them to "participate in the 

competition, what they gained in their personal and professional 

lives for having participated as well as positive and negative 

aspects of the experience". The students cited social and personal 

reasons. 19% wanted to have a good time against 13% being 

interested in the competition. However we can include another 

11% who were interested in the personal challenge, a further 16% 

attracted by the desire to participate and the fact that they had 

passed previous national competitions as a reason for going. 

Another 7% of the participants participated in the competition in 

order to learn and to gain experience. Clearly the students who 
compete gain a great deal from the experience. 

There is also concern from some that competition leads to bad 
habits:  

"... we have serious concerns that programming competitions 

reward quick and dirty coding that is hard to maintain in the long 
term ..."  

O'Leary [130] discusses using poster competition to motivate 
students (rather than programming competitions) and claims that:  

"... that learning and interaction can be accelerated, through the 

introduction of an additional incentive (for example prizes for 
best entries and peer recognition)"  

however the aim is for an  

"effective method of communication with a group in a 
nonthreatening and informal way".  

This is a different objective and aims for inclusivity rather than 

intense competition. The British Computer Society also runs an 

annual one-day event (BCSWomen Lovelace Colloquium) that is 

open to all undergraduate and taught postgraduate women in 

computing and related disciplines across the UK, and beyond. 

Again the competition is a in the form of a poster, do poster 

competitions appeal more to female students and programming 

ones to male students?  

Results of our survey cite the ACM International Collegiate 

Programming Contest (ICPC)as the most popular programming 

competition however this could be influenced by the fact that of 

the forty one responses thirty were from US academics. The ACM 

competition started in 1970 and they note that "the idea quickly 

gained popularity within the United States and Canada as an 

innovative initiative to raise the aspirations, performance, and 

opportunity of the top students in the emerging field of computer 

science". The competition is now a global network of universities 

hosting regional competitions that advance teams to the ACM-

ICPC World Finals. At the other end of the scale many individual 

institutions run in-house and intercollegiate competitions. Carter 

et al, established TOPS (Teaching our Over-Performing Students) 

competition in 2005, a competition run between four UK 

universities. The competition was one of the components of the 
project and was to  

"... be fun, but also had to address our departmental learning 
objectives" 



Carter [26, 27] shows that the students enjoyed the day and that 
their comments were overwhelmingly positive:  

"Working together was great. Everyone worked amazingly well in 
teams"  

"I liked that we were supposed to work at our own natural pace 
and that we had to think"  

On a smaller scale again Rosenbloom [92] suggests "Take [ing] a 

break from the ordinary lecture, test, assignment routine and run 

an in-class competition to motivate, challenge and boost student 

self confidence." Rosenbloom concludes that "Students enjoyed 

this exercise, debated the efficiency of their solutions and were 

engaged in the followup lectures. The competition was a great, 

motivational, educational and engaging break from their usual 

routine."  

Undoubtedly the students who choose or are selected to compete 

in programming competitions enjoy the process and are enthused 

by the challenge. 

5. DISCUSSION 
The evidence which we have drawn from the survey is based on 

current practice. It is important to be conscious  that this evidence, 

and the evidence which we have drawn from the literature is the 

product of individual or institutional compromises which must 

balance workload represented by staff student ratio and individual 

teaching commitments. It will be mediated by the prior experience 

of the teaching faculty member and the availability and additional 

support such as experience of graduate teaching assistants. 

Individual departments or institutions may have local cultural 

traditions and practices. The data reflects the balance of the 

available evidence, but does not necessarily guarantee that any of 

the recounted methods will provide a perfect solution for a 

particular problem of introductory teaching of programming at 

any given institution.  Key findings which are discussed in the 
subsequent sections cover the following key strategies 

• Streamed teaching 

• Meeting student expectations 

• Research experiences 

• Maximizing individual potential 

• Interdisciplinary connections 

5.1 Streaming  
It is becoming increasingly apparent that we need to consider 

offering students with different skill sets a variety of approaches 

to learning the fundamental nuts and bolts of computer science. 

Davis et al [38] notes "... we must find a way of enabling 

complete beginners to learn the basics, while providing enough 

interesting subject matter to keep the experienced programmers 

enthused". Some universities use aptitude tests to categorize 

students and at Leeds University students are classified as either 

Rocket Scientists, Averages or Strugglers [135]. At Southampton, 

where they use a student self-evaluation survey to calibrate prior 
experience, Davis and his team embarked on a project to:  

• find out whether student satisfaction would be improved by 

providing differentiated experiences for the groups of 

students at either extreme of the initial experience 
continuum;  

• find out whether students were capable of correctly deciding 
for themselves which group they belonged in;  

Davis's team discovered that the student experience was improved 
by allowing students to study at their own pace.  

There is much research on differentiated learning in higher 

education and many approaches have been tried and written up 

[12, 38, 39, 51, 100, 122]. It is also accepted that in order to 

motivate our more gifted students we need to engage them in a 

different way from the rest of the cohort, it seems the success of 

these approaches is entirely dependant on the skill and enthusiasm 
of the academic leading the initiative. 

5.2 Meeting Student Expectations 
Students’ expectations and what they actually encounter at the 

beginning when they arrive at university is very important. If this 

differs a lot it can lead to de-motivation. This tends to be the case 

for both top students and less able students [25]. If we, the 

teachers, get this right it can have a very positive affect on the 

students’ success. Peer learning, active learning and collaborative 

learning are beneficial for a whole range of students [87]. Some 

institutions will give tests to students on entry to find out what 

they know and what they don’t know [47]. Streaming and letting 

students set pace of what they are aiming for can help keep 

everyone on board. Industry wants colleges to produce 

‘international life long learners’ and students who can apply their 

learning to the real world [15]. The challenge is to design an 

introductory programming course that addresses the fact that there 

is diversity in the group of entry students who have very possibly 
varied expectations [51]. 

5.3 Research experiences  
One of the ways top students can be kept motivated and engaged 

in their academic programs is to involve them into research 

projects [85, 104]. A number of research works indicate that such 

research experiences can be very effective to increase student 

retention and encourage undergraduates to continue their studies 

and enter graduate school. In the US, National Science 

Foundation sponsors the Research Experiences for 

Undergraduates (REU) program, which enables universities to 

host small cohorts of undergraduate working on faculty-led 

research projects during summer months [37, 71, 89]. Projects 

conducted at REU sites hosted at each university typically are 

centered on a particular unifying theme, e.g. visualization, 

information security, or bioinformatics. These projects often lead 

to collaborations between faculty and students extending well 

beyond the summer projects. REUs frequently result in student-

authored or co-authored research papers, posters and 

presentations. Finally, REU projects frequently serve as a 

springboard for top students to gain useful research experience 

prior to entering graduate school. Many REU programs are very 

competitive with many top students across the country competing 
for a spot in each program.  

Although REU programs provide an excellent support for faculty 

and students, they are not the only avenue for undergraduate 

research [83, 88]. Many faculty often involve top-performing 

undergraduate students into their ongoing research projects in the 

form research assistantships, independent studies (in which 

students receive academic credit), or by offering such students 

more challenging course projects in the framework of a regular 
course.  

Successful outcome of a research project, such as attendance and 

presentation at a research conference or a student research 

competition, is always an exciting event for a student because it 



not only provides them with an opportunity to showcase their 

work, but also to compare it with the work of their peers. Finally, 

engaging students research projects have been shown to be 

especially successful to attract female students to study CS and 
keep them motivated to continue their studies [4]. 

5.4 Maximising Students’ Potential  
One of the tasks of the instructor is to deliver a course to meet the 

appropriate educational needs and expectations of the student, for 

the duration of the whole course. This requires supplying material 

that will allow the average (coping) student to pass the course and 

also to assist and recover strugglers wherever possible. Helping 

along those not coping with the course has long been a 

requirement of academic staff (e.g., [27, 60]); the situation has 

been exacerbated in recent years, by the need to comply with the 

institution’s student pass/completion rates – allowing students to 

fail or drop out invariably leads to financial penalty in countries 

such as the UK and New Zealand. It is argued here that instructors 

should also provide intellectual stimulation sufficient to retain the 

motivational levels of our high achievers – not only is it good for 

their own sense of achievement, it is likely to repay the effort with 

a reduction in drop-out rates that might in turn produce financial 

penalties. A student lost from the roll costs the same whether or 

not they are low-achievers or potentially high ones. Catering for 

the high achievers, then, we maintain, occupies far less of our 

time than it probably ought to do. Courses are understandably 

built around the abilities of the average student. If we are prepared 

to invest extra effort in the strugglers, why not the high-flyers? 
We owe it to them to meet there needs too. 

5.5 Interdisciplinary connections   
One way to enthuse top-performing students who may have 

already explored many areas of CS, is to expose them to other 

disciplines by showing them how CS can be applied to solve 

practical/research problems in these disciplines. Establishing such 

interdisciplinary connections has been successfully used as a 

technique to increase enrollments in CS programs and to attract 

and retain female students [73]. In recent decades, it has become 

evident that CS is having a profound and pervasive impact on a 

range of other scientific disciplines, paving a way to 

interdisciplinary courses offered within CS programs and research 

projects, from which many CS students can reap tremendous 

benefits [93, 111]. Students who have experienced such first-hand 

connections between CS and other disciplines become more aware 

of the breadth and richness of career and study opportunities, 

which can be a significant factor in increasing their motivation 

and interest in the discipline. Interdisciplinary research projects 

have been shown to be especially successful and are very popular 
among REU programs discussed above [5]. 

6. RECOMMENDATIONS 

6.1 The Good 

6.1.1 Challenge Tasks 
One common theme that emerges from literature and survey 

responses is that of setting graduated assessments.  Students are 

all presented with the same assessment, but they choose how 

much they wish to attempt.  Students struggling to master the 

basics may opt to attempt only the baseline section of the work to 

obtain a pass, whilst students who find everything easy may opt to 

attempt everything in the hope of attaining top grades.  This may 

motivate the students who want to prove (to themselves or others) 

that they do indeed understand the subject matter thoroughly.  

Whilst challenge tasks may not motivate all, they are easy to 
administer and may well help some.   

6.1.2 Streaming 
Students who struggle can be demoralized by the students who 

don’t.  They are unlikely to ask questions about initial basic 

concepts in front of those asking questions that test the knowledge 

of the instructor.  Some of these questions are a mechanism for 

top students to show the instructor that they understand, but also 

serve to reinforce their ranking within the class.  Yet other 

students stop attending classes because they are bored and this 

leads to disengagement.  Streaming can help to alleviate this.  

Students can be explicitly excused certain lectures about basics, or 

even all lectures.  Classes are streamed by ability and different 

materials should be provided to students in classes at different 

levels.  Some suggest different assessments, but others like the 

self-confessed top students to prove that they do indeed have the 

knowledge they claim by attempting the same assessments as 
others.  

6.2 The Bad 

6.2.1 Doing nothing 
It is easy to treat everyone in the class the same, but it isn’t fair to 

anybody – even the instructor suffers when students fail and drop 
out. 

6.2.2 Humiliating students 
Don’t do it – EVER! 

Telling students they aren’t as good as they think they are, or 

constantly reminding them about a silly error they once made 

(when they were having a bad day / ill / hungover / suffering a 
bereavement) is not the way to motivate anybody. 

7. WHAT NEXT? 
The outcomes from this work may not address all the goals 

identified at the outset, but they do form a solid basis for future 

work in the area.  We have identified recurrent themes and linked 
current practice with current literature. 

The working group initially aspired to investigate methods for 

motivating our top students following on from work which 

established an inter-university programming competition created 
for that specific purpose in the UK.  

In reviewing the literature and conducting the survey we have 

identified and attempted to inter-relate a broad body of work 

which spans teaching methods, student motivations, curriculum 

design and some aspects of educational theory. In reviewing our 

analysis we have identified places where our survey failed to 

establish evidence, although we know it to exist (for example 

there was no mention of the Imagine Cup or Lovelace events, 

even though it is the experience of the authors that these events 

are used as motivators by some academic colleagues). Further 

work could usefully be established to make a more thorough 

classification of available interventions, perhaps in some dynamic 

form such as an information wiki. An associated area of 

potentially useful investigation might be the consideration of 

programming competitions and poster competitions. It would be 

useful to derive some evidence of the impact and outcomes of 

such events, and to gather associated attitudinal data from faculty 

and students in order to evaluate their perceived use and value.  

Are their impacts similar or different, are their effects which vary 



by gender or other variables such as mode of study or prior 
experience?  

We have not been able to provide any indicative descriptions of 

what constitutes a struggler or high achiever beyond the bald 

calibration of such students against their performance/potential in 

programming. It might be interesting to gather some ethnographic 

data which documented the range of backgrounds and experiences 

(prior and post their introductory computing course).  

Our interest in competitions as a device or intervention for 

enhancing motivation might usefully be explored; what is the 

difference for such events between the group or individual 

experience; is it the competition that drives the students or the 

opportunity to work in a group with others of equal ability? Are 

their any patterns which can be discerned across the students to 

participate in competitions, does that vary according to the focus 
of the competition? 

We contend that students involved in competitions enjoy them 

and greatly benefit from that experience – it might be useful 

therefore to investigate those over-achieving students not involved 
in competition.  

These questions point to this area as being one with considerable 

potential for future research in computer science education. We 

hope that our readership find this paper a useful contribution to 
this area and are motivated to join us in future research.  
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10. APPENDIX 
This appendix comprises the survey, which was advertised to academics via mailing lists that working group participants subscribe to.  It 

was administered through SurveyMonkey [98].  The free survey service allows for a maximum of ten questions with question types chosen 
from a small selection of predetermined styles.  It allows a maximum of 100 responses to be stored and analyzed. 

 

1. In which country is your institution? 
If you are willing to be contacted about your responses then please provide your email address. 

Country:  __________ 

Email Address: __________ 

 

2. About your institution. 
Level of course taught: 

 sub-degree 

 undergraduate 

 postgraduate 

Type of institution (e.g. community college, university) _______________________________ 

 

3. At the start of the academic year how do you support / motivate the students who are: 

a. Inexperienced and having difficulty mastering the basics ________________________ 

b. Inexperienced yet quick to learn ________________________________________ 

c. Experienced? ________________________________________________________ 
 

4. As the course progresses and differentiation within the classroom becomes more apparent, how do you support: 

a. Strugglers ________________________________________________________ 

b. Over-achievers? ________________________________________________________ 
 

5. How important is it to provide help for: 
(1-not important – 10-very important) 

 1 2 3 4 5 6 7 8 9 10 

Strugglers           

Over-achievers 10 10 10 10 10 10 10 10 10  

Rest of the class?           

 

6. Do you employ students as tutors? 

 yes 

 no 

 

7. Do you use pair programming with your students? 

 always sometimes never 

Do you allow pair programming sometimes  sometimes 

Do students self-select pairs    

Are pairs randomly assigned    

If pairs are not randomly assigned how do you allocate them? ________________________ 



 

8. Do your students enter competitions? 

 yes no 

At your institution  yes 

Nationally   

Internationally   

If your students do enter competitions, which ones? _______________________________ 

 

9. Have you collaborated with colleagues from other institutions to provide tasks to better motivate your students? 
 yes 

 no 

If so, please provide brief details _______________________________________________ 

 

10. Do you routinely collect data relating to the previous programming background of your students? 
 yes 

 no 

If yes, how do you use it? _______________________________________________ 

 


