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a b s t r a c t

Context: Software documents are core artifacts produced and consumed in documentation activity in the

software lifecycle. Meanwhile, knowledge-based approaches have been extensively used in software

development for decades, however, the software engineering community lacks a comprehensive under-

standing on how knowledge-based approaches are used in software documentation, especially documen-

tation of software architecture design.

Objective: The objective of this work is to explore how knowledge-based approaches are employed in

software documentation, their influences to the quality of software documentation, and the costs and

benefits of using these approaches.

Method: We use a systematic literature review method to identify the primary studies on knowledge-

based approaches in software documentation, following a pre-defined review protocol.

Results: Sixty studies are finally selected, in which twelve quality attributes of software documents, four

cost categories, and nine benefit categories of using knowledge-based approaches in software documen-

tation are identified. Architecture understanding is the top benefit of using knowledge-based approaches

in software documentation. The cost of retrieving information from documents is the major concern

when using knowledge-based approaches in software documentation.

Conclusions: The findings of this review suggest several future research directions that are critical and

promising but underexplored in current research and practice: (1) there is a need to use knowledge-

based approaches to improve the quality attributes of software documents that receive less attention,

especially credibility, conciseness, and unambiguity; (2) using knowledge-based approaches with the

knowledge content in software documents which gets less attention in current applications of knowl-

edge-based approaches in software documentation, to further improve the practice of software docu-

mentation activity; (3) putting more focus on the application of software documents using the

knowledge-based approaches (knowledge reuse, retrieval, reasoning, and sharing) in order to make the

most use of software documents; and (4) evaluating the costs and benefits of using knowledge-based

approaches in software documentation qualitatively and quantitatively.

� 2014 Elsevier B.V. All rights reserved.
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1. Introduction

Software is defined as the ‘‘intellectual creation comprising the

programs, procedures, rules, and any associated documentation per-

taining to the operation of a data processing system’’ [6]. Software

documentation (SDt1)2 is a formal writing in both print or electronic

form that supports the efficient and effective use of software in its

intended environment [12]. SDt is regarded as an integral part of

the software development process [54] and has a number of uses

in software lifecycle (e.g., as a communication medium for stake-

holders, information repository for maintainer, and guide for soft-

ware users) [62]. The essence of software development process is

the coordination and communication of ‘‘individuals’’ towards

achieving common and explicitly recognized goals in order to pro-

duce working software [38]. Software documents (SD3) provide an

asynchronous way for the communication among stakeholders,

which overcomes the time and geographical restrictions during soft-

ware development process. Improving the quality of SDt will im-

prove the quality of software accordingly [55].

Software development is a knowledge-intensive activity

[60,72]. In knowledge management (KM) theory, knowledge can

be classified as ‘‘tacit knowledge’’ or ‘‘explicit knowledge’’ [53]. Ex-

plicit knowledge is the knowledge codified in certain form (e.g., a

document or a model). Tacit knowledge resides in people’s head

and is not easily visible and expressible. Explicit knowledge is easy

to use and reuse, while tacit knowledge tends to vaporize over

time, especially when the people who possess the knowledge

leave. From a KM perspective, SDt provides a way to transform ta-

cit knowledge into explicit knowledge, and exchanges the knowl-

edge among individuals and organizations [60].

There are many types of SDt, such as requirements documenta-

tion, design documentation and test documentationwhich are used

extensively across the lifecycle of software development. To achieve

a better focus andmeaningful results in this review,we stress the SD

for architecture design, covering requirements and architecture

documents. The software requirements document (SRD) describes

externally-observable behaviors and characteristics expected of a

software system [22]. The software architecturedocument (SAD) re-

cords architecture design and related architecture information in

e.g., architecture views [20]. SRD and SAD are the software artifacts

produced in the requirements engineering and architecting phase

respectively, two closely-related phases in the software lifecycle.

These two types of documents are typically written in natural lan-

guage with supporting diagrams (e.g., UML use case diagrams and

component diagrams) for the communication between various

stakeholders of the project, such as customers, managers, require-

ments engineers, architects, and developers. Various formats of

SDt are used in practice,most of themare in files (e.g., MSWord doc-

ument), as well as in emails, textmassages, blogs, andwikis [71]. All

these formats of SDt that contain requirements or architectural

information are regarded as SRD or SAD. The quality of SRD contrib-

utes to the successful and cost-effective creation of software [22],

and improving the quality of SAD can facilitate various architecting

activities, such as architecture review [36]. To this end, the quality

aspect of SDt is a research focus in this review.

1 SDt (software documentation) and SD (software document), these two terms and

abbreviations are both used in this paper with different meanings. SD denotes the

document artifact produced by software documentation activity, and SDt represents

both the document artifact and documentation activity.
2 For readability and clarity, we list all the abbreviations used in this paper in

Appendix B for reference.
3 SD is singular as well as plural based on the context in which it is used. This rule is

also applied to abbreviations SRD (software requirements documents), SAD (software

architecture documents), and QA (quality attributes).
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A knowledge-based approach in this context is one that explic-

itly facilitates the development, evolution, and use of knowledge

that is critical to successful software development and evolution

[34]. Knowledge-based approaches can facilitate the understand-

ing and management of documentation [26,39,46]. A rigorous

assessment and review on knowledge-based approaches in SDt is

meaningful and necessary to increase their acceptance and guide

their application in SDt practices.

We decided to use systematic literature review (SLR) method in

this study since we aimed at identifying, evaluating, interpreting,

and synthesizing all available studies to answer particular research

questions, and establishing the state of evidence, with in-depth

analysis [37,57]. The objective of this SLR is to understand what

knowledge-based approaches can be employed to improve the

quality of SDt. We also investigate what quality attributes matter

to SDt, and the costs and benefits of using knowledge-based ap-

proaches in SDt. This work has a special focus on software require-

ments and architecture documentation [56].

To the best of our knowledge, there is currently no survey or

systematic literature review specifically conducted on knowl-

edge-based approaches to SDt. However, there are a number of

surveys and secondary studies (e.g., systematic mapping studies)

on the sub-areas of SDt using specific knowledge (e.g., rationale

knowledge in architecture description) and different aspects of

KM for software development. The studies on using knowledge

or KM in software engineering, information systems, and manage-

ment disciplines are too broad, and are out of the scope of the re-

lated work.

(1) Knowledge in architecture design: Nakagawa et al. used a sys-

tematic mapping to explore, understand, organize, and sum-

marize the research and practices of software architectural

knowledge [51]. Their study focuses on the architectural

knowledge for constructing reference architectures, while

our review pays attention to using knowledge for architec-

ture documentation. Tang et al. employed a survey research

method to get an understanding of architects’ perceptions

on the documentation and use of architectural design ratio-

nale [66], which is an important part of architectural knowl-

edge. In another work, Tang et al. surveyed five architectural

KM tools and made a comparison on their support for archi-

tectural knowledge management and their satisfaction of

the criteria from the architecture description standard [65].

Their work used a comparison method to analyze how and

to what extent an architectural KM tool can support archi-

tecture descriptions. Shahin et al. analyzed existing architec-

tural design decision models to identify their consensus and

differences at the model level [61]. Their work focuses on

architectural design decisions themselves and relevant sup-

porting tools without considering the impact to the archi-

tecting process.

(2) Knowledge in requirements specification: Barmi et al. con-

ducted a systematic mapping study on the alignment of

requirements specification and testing [13]. Nicolás and

Toval systematically reviewed the literature related to the

use of software engineering (SE) models to generate require-

ments specification [52]. These two secondary studies focus

on specific knowledge (e.g., models and alignment knowl-

edge) in requirements specification, but have little discus-

sion about the relationship between general knowledge

and their application in requirements specification.

(3) Knowledge engineering and management techniques for SE:

Briand surveyed the knowledge engineering techniques that

SE problems can benefit from [16]. His study has little dis-

cussion of SD and, as a position paper, it only introduced

the candidate knowledge engineering techniques without

further investigation. Dingsøyr and Conradi conducted a sur-

vey on the literature that reports case studies of using KM

approaches in SE whose results have a high level of evidence

[27]. The definition of KM approaches in their survey is sim-

ilar to the knowledge-based approaches used in this review,

but the scope of their survey is much broader than the scope

of SDt and has a special focus on case studies research.

(4) Software documentation: Biehl made a survey on how

researchers and practitioners document the ‘‘why’’ in archi-

tecture descriptions in the form of design rationale, design

decisions, and architectural knowledge [14]. His survey

stresses software architecture descriptions, but our review

focuses on both software requirements and architecture

documents. Forward and Lethbridge presented a practical

survey that evaluated tools and technologies for SDt [31].

Their survey did not cover the relevance of knowledge to

SDt, and related tools and technologies.

This paper presents the results of a SLR on knowledge-based ap-

proaches in SDt published from January 2001 to September 2011.

The main objectives of this review are the following: (1) systemat-

ically select and review literature, and present a holistic overview

of existing studies on knowledge-based approaches in SDt, with a

special focus on documentation for architecture design (i.e.,

requirements and architecture documents); (2) comprehensively

understand how knowledge-based approaches are employed in

SDt, their influences, and the costs and benefits of using knowl-

edge-based approaches in SDt; (3) identify research challenges

and gaps that require further exploration and investigation in this

area, and provide evidence-based recommendation to the future

research directions on this topic.

The remainder of this paper is organized as follows. In Section 2,

we describe the SLR research method and the review process. The

results of this SLR are presented in Section 3. Section 4 discusses

the scope of this review, the quality assessment of selected studies,

and the threats to the validity of the review results. The conclu-

sions and future directions are outlined in Section 5.

2. Research method

2.1. Context and research questions

2.1.1. Knowledge-based approach

Knowledge is information possessed in the mind of individuals,

and it is personalized information related to facts, procedures, con-

cepts, interpretations, ideas, observations, and judgments [8]. In

KM theory, KM is largely regarded as a process involving various

knowledge activities, including creating, storing/retrieving, trans-

ferring, and applying knowledge [8]. In this review, we define a

knowledge-based approach as any approach which can be applied

in KM and facilitates the knowledge activities in KM. The classifica-

tion of knowledge-based approaches employed in this SLR can be

readily mapped to these basic knowledge activities discussed

below.

According to the definition and analysis of knowledge-based

approaches, we propose a knowledge management process in

SDt, which is shown in Fig. 1. The general KM process proposed

in [8] is shown at the top of Fig. 1. The arrows in this general KM

process denote the sequence of knowledge activities that consti-

tutes a KM process. The KM process in SDt shown in the lower part

of Fig. 1 can be regarded as a specific KM process, one in which

knowledge-based approaches of producing and consuming soft-

ware document knowledge are mapped to knowledge activities

in the general KM process.
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The mappings with dashed arrows from knowledge-based ap-

proaches to general knowledge activities are shown in Fig. 1 from

the perspective of the use (production and consumption) of knowl-

edge in SD: (1) Knowledge can be captured from SD. Meanwhile,

captured knowledge can be represented in a certain form (e.g., nat-

ural language or formal models). These activities belong to knowl-

edge capture and knowledge representation (KCR) which can be

mapped to the knowledge storing activity. (2) The activity of

retrieving knowledge from SD belongs to knowledge retrieval

(KRt) (e.g., captured knowledge can be returned in a structured

form), which can be directly mapped to the knowledge retrieval

activity. (3) Knowledge in SD can be shared with other individuals

and organizations. The approach is called knowledge sharing (KS),

and it can be mapped to the knowledge transfer activity. (4)

Knowledge in a SD can be (re)used in another SD, e.g., software

requirements reuse in a product family or architecture patterns

to address similar design issues, which are classified as knowledge

reuse (KR), and it can be mapped to the knowledge application

activity. (5) Implicit knowledge in SD, such as implicit dependen-

cies between parts of a document, can be recovered to become ex-

plicit knowledge, which belongs to knowledge recovery (KRv).

Since this approach creates new (explicit) knowledge, it can be

mapped to the knowledge creation activity. (6) New knowledge

can also be created from existing knowledge in SD through knowl-

edge reasoning (KRs), and this approach can be mapped to the

knowledge creation activity. For example, reasoning on architec-

ture design (i.e., existing architectural knowledge) can be used to

detect design conflicts in architecture (i.e., new knowledge) [69].

Based on Alavi and Leidner’s review on KM and KM systems [8],

the classification of knowledge-based approaches in [42], and the

mapping from the KM process in SDt to general knowledge activi-

ties discussed above, the knowledge-based approaches to SDt can

be classified into knowledge capture and representation, retrieval,

reuse, sharing, recovery, and reasoning, which are further elabo-

rated below:

� Knowledge capture and representation (KCR) aims to extract

knowledge from different types of SD, and represents knowl-

edge in certain forms so that the captured knowledge can be

used by other knowledge-based approaches. The reason we

combine these two approaches (i.e., knowledge capture and

knowledge representation) as an integrated approach is two-

fold. Firstly, knowledge capture is the prerequisite of knowledge

representation. i.e., only captured knowledge from SD is repre-

sented. Secondly, knowledge representation is integrated with

knowledge capture, in the form of natural language or formal

models to represent (describe/specify) explicit knowledge.

KCR is widely used to improve SD quality (e.g., KCR is used to

exploit and integrate existing information and collect new

knowledge to support architectural assessments [49]).

� Knowledge retrieval (KRt) seeks to return knowledge in a struc-

tured form, such that the knowledge can be used in a meaning-

ful way to support software development [68]. For example, a

SAD can be annotated and stored to a knowledge base, so that

concerned stakeholders can retrieve architectural knowledge

more efficiently for various purposes [25].

� Knowledge reuse (KR) reuses captured document knowledge in

software processes (e.g., security requirements knowledge in

requirements specifications can be reused in large projects

[45]).

� Knowledge sharing (KS) exchanges knowledge (e.g., require-

ments, frameworks, or design decisions) in SD among stake-

holders of software projects.

� Knowledge recovery (KRv) recovers knowledge that is not expli-

cit in existing SD (e.g., architectural knowledge acquired from

an existing SAD is used to understand a new SAD).

� Knowledge reasoning (KRs) draws conclusions and gets new

knowledge from existing knowledge in SD (e.g., knowledge of

design decision in a SAD is visualized to reason about new

knowledge [40]).

2.1.2. Software documentation

Poor software documentation is the cause of many errors and

reduces efficiency in software development and use. How to pro-

duce and use SDt has been a critical issue in software development

[55]. As mentioned earlier, the scope of this SLR is SDt for architec-

ture design, concerning SRD and SAD. The QA of SD define the eval-

uation of the quality of SDt [22]. In order to find which QA of SD are

affected by using knowledge-based approaches, we survey and

collect the QA of SD from existing literature and standards on

SRD and SAD [1,2,22,36], and derive an initial set of QA used in

this review, including completeness, understandability, traceability,

Knowledge-

based Approach

Fig. 1. Using knowledge management process in software documentation.
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clarity, consistency, evolvability, conciseness, and reusability. This ini-

tial set of QA of SD is refined continuously when new QA are iden-

tified and added to the set during the process of this SLR, which is

detailed in the answer to RQ2 in Section 3.2.

2.1.3. Research questions

We conduct this SLR by following the guidelines for performing

SLR in SE proposed by Kitchenham and Charters [37]. To under-

stand existing research and practices on knowledge-based ap-

proaches in SDt, the following research questions (RQs) are

formulated with their rationale, following the recommendations

in [37] about defining RQs of a SLR:

RQ1: What software document (SD) quality attributes (QA) are

influenced by knowledge-based approaches?

Rationale: The quality of SDt has indirect impact on the quality

of software [55]. Improvements on the quality of SDt can be re-

flected and evaluated through the improvements of specific QA

of SD. We first classify QA of SD collected during the search process

(see Section 2.3), and further identify the QA that are affected by

using knowledge-based approaches, and how these approaches

improve the QA of SD. Answering this RQ can help identify various

aspects of improving the overall quality of SDt with different

knowledge-based approaches.

RQ2: What knowledge-based approaches are employed in soft-

ware documentation (SDt)?

Rationale: Answers to this RQ tell us what the current knowl-

edge-based approaches are. We analyze these knowledge-based

approaches to identify the gaps for further investigation, for exam-

ple the knowledge-based approaches in SDt that received less

attention in selected studies.

RQ3: What are the costs and benefits of using knowledge-based

approaches in software documentation (SDt)?

Rationale: Applying knowledge-based approaches in SDt has

certain benefits but not without costs. Answering this RQ can help

to understand their trade-off.

The answers to these three RQs can be directly linked to the

objective of this SLR: an understanding of how knowledge-based

approaches are employed in SDt (RQ2), their influences (RQ1),

and their costs and benefits (RQ3).

2.2. Inclusion and exclusion criteria

We defined the following inclusion and exclusion criteria to se-

lect studies from the search results based on the SLR guidelines

[37]:

Inclusion criteria:

I1: The theme of the study is documentation for software archi-

tecture design, including requirements and architecture

documents.

I2: The study presents one or more knowledge-based

approaches to address problems in SDt or use SDt to support

other software development activities.

Exclusion criteria:

E1: If two papers publish the same study, the less mature one is

excluded.

E2: Any paper whose full text is not accessible is excluded.

E3: If a paper introduces an approach to address problems in

SDt activity or use SD to support other software development

activities, but this approach is not knowledge-based as classi-

fied in Section 2.1.1, the paper is excluded.

E4: A paper without evidential support (i.e., ‘‘no evidence’’ as

classified in [10]) is excluded.

E5: A paper, that introduces a method for specifying and verify-

ing requirements or architecture using formal representations,

is excluded. We introduce this exclusion criterion because this

SLR focuses on how human-understandable knowledge can be

used in SDt. Techniques for specifying and verifying require-

ments or architecture using formal representation focus on

machine-processible knowledge (including formal require-

ments specification and architecture description languages),

which is intentionally left out of the scope of this SLR to achieve

meaningful and focused review results.

2.3. Search process

We design a SLR protocol to guide the search process based on

the SLR guidelines [37]. Relevant papers are retrieved automati-

cally from the databases (i.e., through a database search), as well

as manually from target journals, conferences, and workshops as

a supplementary source to the database search. The study selection

process in both databases and target venues consist of the follow-

ing three phases:

Phase 1: The first author applies the search strategy, which is

elaborated in Section 2.3.3, to identify potential primary stud-

ies. Two of the authors check the titles of all potential primary

studies against inclusion and exclusion criteria. If it is difficult

to decide whether one paper should be included or not by title,

this paper will be included for the next phase of paper selection.

Phase 2: Two of the authors check the abstracts of the selected

papers of Phase 1 against inclusion and exclusion criteria. Dis-

agreements about paper selection results are discussed and

resolved by all the participants of this review. If a disagreement

about a study cannot be resolved (e.g., we cannot decide

whether an approach proposed in the study is knowledge-based

or not), the study will be included for the next phase of

selection.

Phase 3: Two of the authors read the full text of the papers

selected after Phase 2 and use the inclusion and exclusion crite-

ria to decide whether the papers will be finally included or not.

Reference search is performed in this phase to check whether

the references of selected papers in Phase 3 should be included

or not. Reference search is a supplementary search in addition

to database search and manual search. The additional studies

obtained from the references search in Phase 3 will undergo

the selection process in Phases 2 and 3.

The finally-selected studies are a combination of the selected

studies from database, manual, and reference searches.

Fig. 2 illustrates the search process and the number of papers

included at each stage. Duplicate papers are removed in Phase 1

of the database search when results are retrieved from different

databases and in Phase 3 when the search results of database

search and manual search are merged. In Phase 1, the search re-

trieved a total of 31,840 papers in databases and 12,725 papers

in target journals, conferences, and workshops. They are captured

in the reference management tool EndNote. This tool is also used

in the subsequent steps for storing and sorting retrieved papers.

After reading and checking the titles of these papers, 410 papers

are included for further selection in Phase 2. As we can see in

Fig. 2, a huge number of papers are excluded in Phase 1, and the

number of included papers is decreased from 44,565 to 410. We
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found that most of the excluded studies in Phase 1 are due to the

interference of general search terms, such as description, decision,

and reusable. In Phase 2, we include and exclude studies by reading

further their abstracts, and 155 studies are retained for full text

screening in Phase 3 to ensure that their major contribution is in-

deed related to the topic of this SLR. To make the search process

more comprehensive, we also iteratively scan (i.e., snowball) the

references of selected studies got in Phase 3. The SLR guidelines

proposed by Kitchenham and Charters suggest that the creditabil-

ity of a study is based on the type of experiment [37]. In order to

make this SLR credible, the studies without any validation were

intentionally excluded (i.e., exclusion criteria E4) according to the

Exclude studies 
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based on abstracts

Exclude studies 

based on full-text

Final selection  

Exclude studies 
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and workshops 

Fig. 2. Study search and selection results in three phases of paper selection.

Table 1

Electronic databases included in this SLR.

# Electronic databases

DB1 IEEE Xplore

DB2 ACM Digital library

DB3 ScienceDirect

DB4 EI Compendex

DB5 ISI Web of Science

DB6 SpringerLink

DB7 Wiley InterScience

DB8 EBSCO

DB9 Google Scholar

Table 2

Journals, conferences, and workshops included in this SLR.

# Journal

J1 IEEE Transactions on Software Engineering (TSE)

J2 Empirical Software Engineering (ESE)

J3 IEEE Software (IEEE SW)

J4 International Journal of Software Engineering and Knowledge Engineering (IJSEKE)

J5 Journal of Systems and Software (JSS)

J6 Information and Software Technology (IST)

J7 Software Process Improvement and Practice (SPIT)

J8 Software and System Modeling (SoSyM)

J9 Software Quality Journal (SQJ)

J10 Automated Software Engineering (ASE)

J11 Software: Practice and Experience (SPE)

Conference

C1 International Conference on Software Engineering and Knowledge Engineering (SEKE)

C2 International Conference on Software Engineering (ICSE)

C3 Working IEEE/IFIP Conference on Software Architecture (WICSA)

C4 European Conference on Software Architecture (ECSA)

C5 International Conference on the Quality of Software Architectures (QoSA)

C6 IEEE/ACM International Conference on Automated Software Engineering (ASE)

C7 International Requirements Engineering Conference (RE)

C8 International Working Conference on Requirements Engineering: Foundation for Software Quality (REFSQ)

C9 ACM Symposium on Document Engineering (DocEng)

Workshop

W1 Workshop on SHAring and Reusing architectural Knowledge (SHARK)

W2 International Workshop on Managing Requirements Knowledge (MaRK)

W3 International Workshop on Empirical Requirements Engineering (EmpiRE)
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evidence levels described in Section 2.4. In the end, 60 papers are

finally selected to be further analyzed in this SLR.

Note that, of the 11 papers finally obtained through manual

search, 10 are retrieved by manually browsing the target journals,

conferences, and workshops listed in Table 2, and the remaining

paper is retrieved by manually browsing the references of the se-

lected papers.

One of the papers obtained through manual search [S34] cannot

be retrieved from the databases (see Table 1). Five of the papers

[S30, S40, S44, S50, S59] are published in 2011, which may have

not been indexed in the databases when we started this SLR. The

remaining five papers [S5, S8, S25, S32, S42] of the manual search

results can be retrieved by database search, but were overlooked in

the selection process. We suppose that this is partly because these

5 papers can only be retrieved in IEEE or ACM databases, which re-

turned a large number of search results in Phase 1, and conse-

quently negatively affected participants’ focus and judgement in

paper selection. The sources and reasons of the selected studies

got by manual search are illustrated in Fig. 3.

2.3.1. Search scope

2.3.1.1. Time period. We specify the time period of published stud-

ies for this SLR from January 2001 to September 2011, when we

started this SLR. As mentioned in the Introduction section, there

is currently no survey or SLR on knowledge-based approaches in

SDt. Forward and Lethbridge made a general survey on SDt, and re-

lated tools and techniques, covering the studies published before

2001 [31]. In order to reduce repetitive effort and make use of

existing work, we set the starting time of the published studies in-

cluded in this SLR to January 2001.

2.3.1.2. Electronic databases. According to the suggestion in [18],

the following databases are selected as the primary study sources

(Table 1). INSPEC database has been merged into EI Compendex

database, consequently INSPEC is excluded in the search process.

2.3.1.3. Journals, conferences, and workshops. We apply two criteria

for selecting journals, conferences, and workshops (Table 2) as the

target venues for manual search: (1) they should be highly relevant

to cover research areas of SDt or both SDt and KM; (2) they are the

leading journals, conferences, and workshops in the review areas,

including SE, intersection of SE and KM, requirements engineering,

and software architecture. Note that, the selection of journals, con-

ferences, and workshops for the manual search may not be com-

prehensive since we regarded the manual search as a

supplementary, but not exhaustive, source to the database (auto-

matic) search. Considering the two criteria, C3, C4, C5, and W1

are top conferences or workshops on software architecture, which

are relevant to SAD. C7, C8, W2, and W3 are included because they

are conferences and workshops on requirements engineering and

requirements knowledge, which have a close relationship to SRD.

Furthermore, publications on SE venues or both SE and KM venues

are potentially relevant to SDt. These venues include journals J1, J2,

J3, J4, J5, J6, J7, J8, J10, J11, and conferences C1 and C2. J9 is in-

cluded because the publications in this journal focus on software

quality, which may contain the studies on improving the quality

of SDt.

2.3.2. Search terms

We use population, intervention, comparison, and outcome

(PICO) criteria to define the search terms for database search in this

SLR based on the SLR guidelines [37].

Population: The population in this SLR is ‘‘SDt’’. We use the

words that are relevant to SDt as the population (e.g., documen-

tation, specification, and description). In order to cover as many

studies as possible, the word ‘‘software’’ is not included in the

population.

Intervention: The intervention is ‘‘knowledge-based

approaches’’. We use the word ‘‘knowledge’’ and its synonyms

for the intervention (e.g., knowledge, semantic, rationale, and

decision).

Comparison: Since there is no compared approach for this

review according to the SLR guidelines [37], the part of compar-

ison specified in PICO is not considered in the construction of

search terms.

Outcome: The outcome we focus on in this SLR by applying

knowledge-based approaches is the ‘‘QA of SD’’.4 As discussed

in Section 2.1.2, we survey and collect the QA of SD from existing

literature and standards on SRD and SAD [1,2,22,36], and derive

the initial set of the outcomes, which is composed of the follow-

ing QA: completeness, understandability, traceability, clarity, consis-

tency, evolvability, conciseness, and reusability, Newly identified

QA of SD and their synonyms are added to the outcome during

the search process (e.g., comprehensibility, unambiguity, retriev-

ability, modifiability, correctness, credibility, and maturity). We

decide that a study addresses a certain QA of SD if the QA term

is explicitly mentioned in the paper and the term is related to

SD. Meanwhile, some synonyms of QA are excluded in the search

process because these terms cause a high number of search

results (e.g., consist, correct, and clear). Note that, the QA maturity

can be divided into three sub-QA: completeness, correctness, and

consistency as suggested in [36]. With this consideration, maturity

is also included as a search term in the outcome in order to

retrieve relevant papers more comprehensively.

Studies not retrieved 
from the databases

1 Studies published in 
2011

5

 Studies by manual 
search 

Studies by manual 
browsing

Studies from 
references  

10 1

11

Source

Reason Overlooked studies in 
database searches

5

Fig. 3. Sources and reasons of the selected studies retrieved by manual search.

4 More precisely, improved QA of SD mean the improved ‘‘value’’ of QA of SD. For

conciseness, we use the phrase ‘‘improved QA of SD’’ in the rest of the paper.
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The final list of the search terms in population (P), intervention

(I), and outcome (O) are presented in Table 3.

2.3.3. Search strategy

The search strategy, describing how to combine the search

terms, is used in this SLR to obtain a fair and comprehensive liter-

ature review. The search strategy that supports the search process

in three phases is described below:

(1) An initial set of search terms is proposed according to the

description of search term identification in PICO specified

in Section 2.3.2.

(2) Various combinations of search terms are used in trial

searches. The search terms are revised according to the

results of the trial searches. Boolean operators ‘‘OR’’ and

‘‘AND’’ are used to join search terms. The search terms

within the population, intervention, and outcome are joined

with ‘‘OR’’ (e.g., for intervention, joined search term is

‘‘knowledge OR semantic OR rationale OR decision’’). We fol-

lowed the guidelines in [37] to reach the search string by

formulating a combination of population, intervention, and

outcome, which is ‘‘P AND I AND O’’. Google Scholar restricts

the length of search strings, due to which the search string

‘‘P AND I AND O’’ is broken into three sub search strings:

‘‘P AND I’’, ‘‘P AND O’’, and ‘‘O AND I’’. Meanwhile, this data-

base only supports paper searches by either full-text or title

of a paper, and the former case leads to too many search

results (e.g., using ‘‘P AND I’’ to search in Google Scholar by

full-text returned 1,890,000 papers), consequently we

decided to use three sub search strings to search in Google

Scholar by title. Although the Google Scholar database con-

tains many duplicated search results from other databases

(i.e., DB1 to DB8), it still contributes several selected studies

which are not indexed by any other database (e.g., [S16] is

not indexed in DB1 to DB8).

(3) Formal searches are performed in two sub-steps sequen-

tially, the automatic search in databases and manual search

in target venues:

(a) We search potentially relevant primary studies in dat-

abases. We limit the search on papers in computer sci-

ence (we can set up the domains in the search of

databases, including ScienceDirect, EI Compendex, ISI

Web of Science, and SpringerLink) and on papers written

in English (we can constrain the languages of published

papers in the search of databases, including EI Compen-

dex, ISI Web of Science, SpringerLink, and Google Scho-

lar). Papers that are not in the domain of computer

science or written in English, are manually excluded in

the search results of the databases which cannot con-

strain subject domains and publication languages.

(b) We perform manual browsing to identify the potentially

relevant primary studies in target journals, conferences,

and workshops.

The detailed search process using the search strategy and

search terms has been elaborated in the beginning of Section 2.3.

Selected studies from both database and manual search were

recorded in an Office Excel spreadsheet for duplication check and

further analysis. Each entry of a selected study records the follow-

ing information: authors’ name, year of publication, title of publi-

cation, source (journal, conference, or workshop name), and

publication type (journal paper, conference paper, workshop pa-

per, book, book chapter, technical report, or others).

2.4. Data extraction and synthesis

To answer the RQs defined in Section 2.1.3, we extract specific

data from the selected studies. Table 4 describes the data items

(D1 to D8) extracted for the analysis in this review. D1 and D2 pro-

vide clues for the distribution of knowledge-based approaches over

years and venues of publication. D3 (i.e., improved QA of SD) di-

rectly contributes to the answers of RQ1. D4 (i.e., knowledge-based

approaches) can be used to answer RQ2. D5, D6, and D7 contribute

to the answer of RQ3 and further discussion of knowledge-based

approaches in SDt in Sections 3 and 4. To ensure that the data

extraction results are unbiased, two authors performed the data

extraction independently, and then one checked the data extrac-

tion results of the other, and finally they discussed and reached a

consensus on the data extraction results. Since the evidence level

of the selected studies is critical information for understanding

the existing practice in the review topic, we employed a six-level

classification for evidence evaluation proposed by Alves et al.

Table 3

List of search terms in population, intervention, and outcome.

Search terms

Population (P) Documentation, document, documenting, specification, specify, specifying, description

Intervention (I) Knowledge, semantic, rationale, decision

Outcome (O) Completeness, understandability, understandable, comprehensibility, comprehensible, traceability, traceable, clarity, consistency, modifiability,

evolvability, evolutionary, conciseness, concise, reusability, unambiguity, retrievability, correctness, credibility, maturity, communicability

Table 4

Data items extracted from each study.

# Item name Description Relevant RQ

D1 Publication year In which year was the study published? Study

overview

D2 Venue What is the name of the journal, conference, or workshop that the paper was published? Study

overview

D3 Quality attribute(s) Which QA of SD does the proposed approach in the study try to improve? RQ1

D4 Knowledge-based

approach(es)

Which knowledge-based approach(es) is employed in the study to address the problem(s) in SDt? RQ2

D5 What problem(s) addressed What specific problem(s) concerning the QA of SD does the study try to address by knowledge-based

approach(es)?

RQ3

D6 Benefit(s) What are the benefit(s) of the knowledge-based approach(es) in SDt? RQ3

D7 Cost(s) What are the cost(s) in relation to the knowledge-based approach(es) in SDt? RQ3

D8 Evidence level What is the evidence level of the evaluation of the proposed approach? Study quality
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[10]. The evidence levels (fromweakest to strongest) are defined as

follows:

Level 0: No evidence (0.0).

Level 1: Evidence obtained from demonstration or toy examples

(0.2).

Level 2: Evidence obtained from expert opinions or observations

(0.4).

Level 3: Evidence obtained from academic studies, e.g., con-

trolled lab experiments (0.6).

Level 4: Evidence obtained from industrial studies, e.g., causal

case studies (0.8).

Level 5: Evidence obtained from industrial practice (1.0).

In order to identify the evidence level in a quantitative way, we

assign 0.2 point to represent an increase of evidence level. The evi-

dence levels from weakest (Level 0) to strongest (Level 5) are

accordingly 0.0, 0.2, 0.4, 0.6, 0.8, and 1.0, as shown in parentheses

of relevant evidence level listed above.

3. Results

3.1. Overview of results

After three phases of paper selection as shown in Fig. 2 and 60

studies (listed in Appendix A) are finally included in the review re-

sults. In this section, we answer the research questions from Sec-

tion 2.1.3 by analyzing and synthesizing the extracted data from

the selected studies.

Fig. 4 presents a systematic map of the applications of knowl-

edge-based approaches for SDt, distributed over three dimensions:

year of publication, knowledge-based approaches employed, and

improved QA of the SD. The left part in Fig. 4 denotes the relation-

ship between studies and year of publication. The number in a

bubble represents the number of studies on a specific QA improved

by knowledge-based approaches published in a certain year. The

right part of Fig. 4 shows the relationship between studies and

knowledge-based approaches. Similarly, the number in a bubble

represents the number of studies applying a certain knowledge-

based approach to improve a specific QA of the SD. In this system-

atic map, only three knowledge-based approaches are included:

KCR, KRv, and KRs, because only the approaches that produce

knowledge (as shown in Fig. 1) can enrich the content of SD and

further improve the QA of SD. The remaining knowledge-based ap-

proaches: KRt, KS, and KR are approaches that only consume

knowledge from the SD without making any change or improve-

ments to the SD, are not included in this figure, and these knowl-

edge-based approaches use SD to support other software

development activities except for documentation. Note that, the

sum of the numbers of studies on the column labeled KCR (103) ex-

ceeds the total number of selected studies (60), because one study

may improve several QA. This situation is further elaborated in the

third paragraph of Section 3.2. The analysis of this systematic map

(Fig. 4) is also presented in Section 3.2.

Table 5 presents the distribution of selected studies over publi-

cation sources, including the publication name, type, count (i.e.,

the number of selected studies from each source), and the percent-

age of selected studies. The 60 selected studies are distributed over

36 publication sources, suggesting knowledge-based approaches
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Fig. 4. Applications of knowledge-based approaches for software documentation (due to the space limitation of the bubbles, the study IDs in each bubble of this systematic

map can be found in http://www.cs.vu.nl/~liangp/project/KbSDt/systematicmap.htm).
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for SDt have been a widespread concern in the research commu-

nity. As shown in Table 5, the leading venues in this study topic

are JSS, WICSA, RE, and SHARK. WICSA is a leading conference in

the software architecture community. RE is the flagship conference

in the requirements engineering community, and JSS is a major

journal on software systems. This result is to be expected since

the topic of this SLR focuses on requirements and architecture doc-

umentation of software systems.

Fig. 5 shows the distribution of selected studies over year of

publication from 2001 to 2011. The number of studies applying

knowledge-based approaches in SDt has been increasing in the last

decade (only 2 studies relevant to using knowledge-based ap-

proaches in SDt published in 2004, and this number grows to 17

in 2011. The number of studies increases since 2006 with a small

variation in 2009). As shown in Fig. 6, more QA of SD are improved

through knowledge-based approaches from 2001 to 2011 (the

number of QA improved by knowledge-based approaches is 2 in

2002, and this number increases to 31 in 2011).

3.2. RQ1: Quality attributes of software documents and knowledge-

based approaches

3.2.1. Quality attributes of software documents

In this RQ, we focus on the influence of using knowledge-

based approaches to the quality of SDt. The three approaches

Table 5

Distribution of selected studies over publication sources.

Publication source Type Count %

Journal of System and Software (JSS) Journal 8 13.3

The Working IEEE/IFIP Conference on Software Architecture (WICSA) Conference 7 11.7

International Requirements Engineering Conference (RE) Conference 5 8.3

European Conference on Software Architecture (ECSA) Conference 3 5.0

SHAring and Reusing Architectural Knowledge (SHARK) Workshop 3 5.0

International Journal of Software Engineering and Knowledge Engineering (IJSEKE) Journal 2 3.3

Asia–Pacific Software Engineering Conference (APSEC) Conference 2 3.3

International Conference on Software Engineering (ICSE) Conference 2 3.3

Managing Requirements Knowledge (MaRK) Workshop 2 3.3

Relating Software Requirements and Architectures Book 1 1.7

Decision Support Systems (DSS) Journal 1 1.7

IEEE Software (IEEE SW) Journal 1 1.7

IET Software Journal 1 1.7

Information and Software Technology (IST) Journal 1 1.7

International Journal of Cooperative Information Systems (IJCIS) Journal 1 1.7

Journal of Software Maintenance and Evolution: Research and Practice (JSME) Journal 1 1.7

Requirements Engineering (RE) Journal 1 1.7

Software Process: Improvement and Practice (SPIP) Journal 1 1.7

European Conference on Software Maintenance and Reengineering (CSMR) Conference 1 1.7

International Conference of the Web Services (ICWS) Conference 1 1.7

International Conference on Advances in Semantic Processing (SEMAPRO) Conference 1 1.7

International Conference on Applied Computer Science (ACS) Conference 1 1.7

International Conference on Design of Communication (SIGDOC) Conference 1 1.7

International Conference on Fuzzy Systems and Knowledge Discovery (FSKD) Conference 1 1.7

International Conference on Program Comprehension (ICPC) Conference 1 1.7

International Conference on the Quality of Software Architectures (QoSA) Conference 1 1.7

International Conference on Software Engineering Research and Practice (SERP) Conference 1 1.7

International Multi-Conference Software Engineering (SE) Conference 1 1.7

International Symposium on Empirical Software Engineering (ISESE) Conference 1 1.7

Proceedings of Innovation for Enterprise Software (PRIMIUM) Conference 1 1.7

Software Engineering and Knowledge Engineering (SEKE) Conference 1 1.7

Cooperative and Human Aspects on Software Engineering (CHASE) Workshop 1 1.7

Engineering of Computer Based Systems (ECBS) Workshop 1 1.7

Recommendation Systems for Software Engineering (RSSE) Workshop 1 1.7

Software Engineering for Secure Systems (SESS) Workshop 1 1.7

Total 60 100

Fig. 5. Distribution of selected studies over time period.

Fig. 6. Number of QA of SD improved by knowledge-based approaches over time

period.
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(KCR, KRv, and KRs) included in Fig. 4 are the approaches that

may have an impact on the quality of SDt (i.e., the intervention

of the SLR topic), and the QA of SD are the result of the interven-

tion (i.e., the outcome). We collected the QA of SD from the lit-

erature and standards [1,2,22,36] as an initial set of QA. This list

of QA is refined iteratively during the search process. For exam-

ple, the QA maturity is further decomposed into the QA correct-

ness, consistency, and completeness in [36]. According to the

systematic map shown in Fig. 4, the following QA of SD are af-

fected and improved by using knowledge-based approaches:

understandability [22,36], unambiguity [1,22,36], clarity [2], con-

ciseness [1], retrievability [36], traceability [22,36], modifiability

[1], correctness [22,36], consistency [22,36], completeness [1], reus-

ability [22], and credibility [36]. The meaning of these QA in the

context of SD, and more specifically in SRD and SAD is elabo-

rated below:

� Understandability: When stakeholders have different back-

grounds, the language and concepts used to describe the

requirements and architecture might not be understandable

to everyone. It requires that the stakeholders can comprehend

the meaning of the requirements with a minimum of expla-

nation in SRD [22]. It is also a QA of the SAD. It means that

an SAD conveys the intentions of the author when others

read it [36].

� Clarity: It refers to the property that the document structure is

simple and clear, which is a QA of SRD [2], but it can also be

applied to the SAD and general SD.

� Unambiguity: denotes that each requirement stated has only

one possible interpretation [1]. The difference between unambi-

guity and clarity is that clarity focuses on the structure of docu-

ments and unambiguity stresses the meaning of its contents.

� Conciseness: means that there is no redundancy and anomaly in

the documentation [7]. It is a QA of general SD.

� Retrievability: How easy requirements or architecture informa-

tion relevant to an information need can be obtained from the

SRD or SAD. For example, annotated architectural knowledge

provides an easy way to retrieve information from architecture

documents [36].

� Traceability: represents the ability to describe and follow the

life of a requirement in both a forward and backward direc-

tion in the SRD [19]. It is also a QA of the SAD, denoting

the relationship of one architecture entity to other entities

[3]. The traceability of documents can improve the retrievabil-

ity and modifiability in SD.

� Modifiability means that any necessary changes in document

structure and content can be made easily, completely, and con-

sistently [1].

� Consistency means no subset of individual statements is in con-

flict [1]. It is a QA of SD, SRD, and SAD. The QA correctness and

completeness are relative attributes to consistency in assessing

the maturity of SD.

� Correctness may have specific meanings in different contexts.

For example, every requirement represents something required

of system to be built in a SRD [23]; an architectural decision in a

SAD actually leads to a solution that meets the requirement

[70]. It is a QA of SRD, SAD, and also a QA of general SD.

� Completenessmeans what the software is supposed to do and all

the elements for understanding the requirements are included

in the SRD [23]. For SAD, it means that all elements for under-

standing an architecture design are provided [1,4].

� Reusability means that elements, sentences, paragraphs, and

sections can be easily adopted and adapted for use in a subse-

quent SD (e.g., requirements in requirements specifications

[22] and viewpoints in architecture descriptions [4]). It is a

QA of SAD, SRD, and SD.

� Credibility means that high accuracy is required for the content

in SD [41]. It is a general QA of SD, including SAD and SRD. For

instance, how reliable is the knowledge in a SAD when it

evolves with changes in the implementation and requirements

[36]. Credibility can improve the reusability of SD.

3.2.2. How knowledge-based approaches improve quality attributes of

software documents

In the right-hand side of Fig. 4, we present the distribution of

selected studies from the perspective of the QA of SD that are im-

proved by various knowledge-based approaches. As shown in this

figure, consistency, traceability, and understandability are the major

QA of SD that are affected by using knowledge-based approaches,

and the number of studies using various knowledge-based ap-

proaches differs dramatically. Detailed analysis of the QA of SD im-

proved by different knowledge-based approaches is presented

below.

KCR is widely employed for improving all QA of SD, but a signif-

icant difference exists in the numbers of studies using KCR for

improving specific QA. KCR is mostly used to improve consistency,

traceability, understandability, and reusability. This is because cap-

tured knowledge in SD, e.g., using models, can improve the consis-

tency and traceability of SD, and knowledge representation

improves the understandability and reusability of SD. KCR is less of-

ten used to address unambiguity, conciseness, and credibility. This is

because conciseness and credibility are seldom considered as critical

QA in SDt practice [41], and there is no consensus on whether

accepting unambiguity as an indispensable QA of SD. For example,

requirements specifications in a certain context deliberately intro-

duce ambiguity in order to provide room for better stakeholder dis-

cussion and communication [47]. On the other hand, unambiguity

of SAD is an important QA to improve the understandability of

the architecture design [36].

KRv is mostly used to improve the following QA: understand-

ability, traceability, and retrievability. As described in Section 2.1.1,

KRv focuses on recovering knowledge which is not explicit. The

understandability of SD can be improved when the knowledge in

SD is made explicit. Recovered knowledge in SD can help trace

back to the source where the recovered knowledge originally

comes from (e.g., from recovered design decision to design arti-

fact), therefore KRv can improve traceability and retrievability in

SDt.

KRs is mainly used to improve the following QA: understandabil-

ity, retrievability, traceability, completeness, and consistency. As de-

scribed in Section 2.1.1, KRs stresses drawing a conclusion (i.e.,

new knowledge) from existing knowledge through inference. The

traceability relationships between existing knowledge and new

knowledge in SD can be recorded during the knowledge reasoning

process, consequently KRs can improve the traceability and retriev-

ability of SD. Meanwhile, identification of the knowledge reasoning

process in SD can improve the understandability of SD, e.g., the rea-

soning process from a design decision to a design solution can im-

prove the understanding of the solution [67]. When knowledge

reasoning is performed on architecture documentation, a concep-

tual model can be used to check whether a specific architectural

knowledge element is missing, while the completeness of architec-

ture documents can be assessed and improved [36]. KRs can also

improve the consistency of SD since reasoning can be used to check

consistency in SD [36].

3.2.3. Quality attributes of software documents and their concerned

elements in software documents

The QA of SD improved by knowledge-based approaches are

concerned with various content elements of SD, i.e., the building

blocks in a SD, for example, requirements in SRD and architecture

design in SAD. We present the relationship between the QA of SD
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and the elements in SD in order to understand which QA of SD is

mostly concerned with which SD elements. We select the six dom-

inant QA of SD, consistency, traceability, understandability, reusabil-

ity, completeness, and retrievability, and present the major content

elements in SD concerning these QA in a descending order of the

number of studies in each category shown in Table 6. The example

studies listed in the table are elaborated below.

Consistency: Some knowledge-based approaches are used to

improve the consistency between requirements, between archi-

tectural design decisions, and between requirements and archi-

tectural design decisions. For example, [S7] proposes a model-

based object-oriented approach for requirements engineering

(MORE) to improve the maintenance and consistency of

requirements documents. Requirements documents in natural

language are converted into objects and classes using ROMs

(Requirement Object Models), which provide precise specifica-

tion of the requirements semantics to prevent inconsistency

of requirements.

Traceability: Some knowledge-based approaches are used to

improve the traceability from requirements to architecture

design, between requirements, and from architectural design

decisions to architecture design. For instance, [S4] developed

an architecture design decision support system (ADDSS) to codify

design decisions that link requirements to architecture design.

Understandability: Knowledge-based approaches are frequently

used in understanding architecture design, architectural design

decisions, and requirements. For example, the domain architec-

tural knowledge model constructed in [S19] is used to annotate

architecture documentation, which improves the understand-

ability of architecture design with design decisions.

Reusability: Knowledge-based approaches are used to improve

the reusability of architecture design, functional requirements,

and architectural design decisions. For instance, [S57] proposes

a documentation framework consisting of four viewpoints to

document architectural design decisions, which can facilitate

the reuse of architecture design and design decisions (i.e., archi-

tectural solutions) in similar projects.

Completeness: Knowledge-based approaches are used to

improve the completeness of requirements, architecture design,

and non-functional requirements. For example, [S28] intro-

duces the concept of ‘‘domain knowledge seed’’ in requirements

evolution of agile development, which provides the core fea-

tures in a given domain. The completeness of requirements

specifications can be improved during system evolution when

the seed (i.e., the domain knowledge) is evolved.

Retrievability: Knowledge-based approaches are used to

improve the retrievability of architecture design, architectural

design decision, and design rationale. For instance, [S19]

employs a domain architectural knowledge model to annotate

text-based architecture documents into semantically-enriched

knowledge instances and store them in a knowledge repository,

which can facilitate the retrieval of architectural knowledge,

including architecture design and design decisions.

3.3. RQ2: Knowledge-based approaches in software documentation

3.3.1. Distribution of knowledge-based approaches in software

documentation

The knowledge-based approaches classified in Section 2.1.1 are

all used in SDt, either producing knowledge to SDt or consuming

knowledge from SDt, including KCR, KRt, KR, KS, KRv, and KRs.

We get the distribution of selected studies over knowledge-based

approaches used in SDt as shown in Fig. 7.

KCR is the most frequently used approach in SDt. The reason of

this result is that the output of KCR provides input to other knowl-

edge-based approaches. For example, only when specific knowl-

edge in SD is captured and represented, the knowledge can be

readily shared, retrieved, and reused. The KCR approach is used

in 54 studies, which means 90% of the total studies employ this

knowledge-based approach in SDt, either improving various QA

of SD or using SDt to support other development activities. For

example, [S56] uses KCR to represent requirements knowledge

and improve the correctness, completeness, and consistency of

requirements specifications through KRs. [S41] uses different do-

main knowledge representations to support comprehensive

description and domain knowledge reuse in requirements elicita-

tion. Besides KCR, the most popular knowledge-based approach

in SDt, all other approaches are evenly employed in SDt. There

are 20 studies (33.3%) that employ KRs in SDt. For instance, [S25]

uses formal reasoning with a knowledge base to check consistency

Table 6

Relationship between QA of SD and their concerned documented elements.

QA of SD Concerned documented elements

Most studied Second most studied Third most studied

Consistency Between requirements S2, S7, S22, S26, S37, S44,

S50, S55 [8 studies]

Between architectural design decisions

S11, S21, S27, S57 [4 studies]

Between requirements and architectural design

decision S6, S14, S25 [3 studies]

Traceability From requirements to architecture design S4, S20,

S24, S29, S34, S38, S48, S53, S54, S58 [10 studies]

Between requirements S30, S32, S36,

S39, S44 [5 studies]

From architectural design decision to

architecture design S4, S38, S39, S54, S58 [5

studies]

Understandability Architecture design S1, S9, S10, S11, S19, S20, S45,

S46, S47, S48, S52, S54 [12 studies]

Architectural design decision S9, S11,

S19, S20, S46, S52, S54, S57 [8 studies]

Requirements S10, S15, S45, S46, S48, S50 [6

studies]

Reusability Architecture design S5, S18, S21, S43, S51, S57 [6

studies]

Functional requirements S30, S33, S43,

S44 [4 studies]

Architectural design decision S5, S18, S21, S57

[4 studies]

Completeness Requirements S15, S23, S28, S40 [4 studies] Architecture design S16, S19, S40 [3

studies]

Non-functional requirements S22, S49, S56 [3

studies]

Retrievability Architecture design S5, S19, S27, S31, S34 [5 studies] Architectural design decision S5, S19,

S27, S31 [4 studies]

Architectural design rationale S5, S27, S31 [3

studies]

Fig. 7. Distribution of selected studies over knowledge-based approaches used in

SDt.
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between design and functional requirements specifications. KS and

KR are both employed in 18 studies (30%). For example, [S16]

developed Ontobrowser, a tool based on ontologies and semantic

wikis, to share knowledge about software architecture and pro-

vides a collaborative way for architecture documentation. [S5] pre-

sents a model to represent and record rationale in architecture

design, which can be reused and facilitates architecture under-

standing in new projects. KRt is used in 14 studies (23.3%). For

example, [S54] developed a lightweight ontology and uses seman-

tic annotation and query to improve the indexing and retrieval of

software architectural knowledge. KRv is used in 14 studies

(23.3%). For example, latent semantic indexing technique is used

in [S34] to recover implicit semantic relationships between SDt

and source code.

Note that the number of studies using certain knowledge-based

approach in Fig. 7 is not equal to the sum of the numbers of the

same knowledge-based approach in Fig. 4 (e.g., the number of

studies using KCR is 54 in Fig. 7 and 103 in Fig. 4). The reason is

that one knowledge-based approach (e.g., KCR, KRv, and KRs) can

possibly impact several QA of SD. Meanwhile, the total number

of studies (138) using various knowledge-based approaches in

Fig. 7 is larger than the number of selected studies (60). This is

due to the fact that one study may apply several knowledge-based

approaches in SDt.

3.3.2. General and specific knowledge-based approaches

Specific knowledge-based approaches can be refined and classi-

fied by analyzing the six general knowledge-based approaches used

in selected studies (i.e., KCR, KRs, KRv, KR, KS, and KRt). A specific

knowledge-based approach employs a knowledge technique to sup-

port general knowledge-based approaches. Classification of the spe-

cific knowledge-based approaches is helpful in understanding the

underlying characteristics and realizationmechanismof the general

knowledge-based approaches used in SDt. For example, conceptual

modeling can be used to support all general knowledge-based ap-

proaches. Table 7 presents the studies classified in two dimensions:

employed specific knowledge-based approach and general knowl-

edge-based approach. For example, [S38] uses conceptualmodeling,

tactic traceability information models (TTIMs), to capture and repre-

sent the traceability links from architecture design to architectural

design decisions in architecture documents. As shown in the second

column of Table 7, conceptual modeling and natural language pro-

cessing are two mostly used specific knowledge-based approaches

for capturing and representing knowledge in SDt. The example stud-

ies of using specific knowledge-based approaches to realize general

knowledge-based approach are elaborated below.

Conceptual modeling is the activity of formally describing some

aspects of the physical and social world around us for the purpose

of understanding and communication [50].

� KCR: [S39] develops a traceability model to capture and repre-

sent knowledge elements that are essential to comprehensively

manage changes in software development and documentation,

e.g., product, rationale, and version.

� KRv: [S17] constructs an argumentation model based on IBIS

(issue-based information system) notations, including concepts

Issue, Position, Argument, and Decision, to express tacit knowl-

edge in argumentation of requirements engineers, which can

help stakeholders to better understand the evolution of

requirements.

� KRs: [S53] develops a conceptual model with reasoning rules

and concept relationships implemented in an ontology to sup-

port reasoning from requirements to architecture design.

� KRt: [S4] employs specific attribute templates developed in

architecture design decision support system (ADDSS) to character-

ize and store architectural knowledge, e.g., architecture styles,

which can be further retrieved as design solutions to satisfy var-

ious user needs.

� KR: [S33] uses an activity-based quality model (ABQM) to get

normalized requirements for reusing in requirements

documents.

� KS: [S16] employs a service-oriented architecture (SOA) ontology

to share SOA knowledge to domain experts and technique

people.

Natural language processing aims to convert human language

into a formal representation that is easy for computers to manipu-

late [21].

� KCR: [S34] employs Latent Semantic Indexing, a specific natural

language processing technique, to capture and mathematically

represent information from requirements or architecture doc-

umentation, which can be used to identify traceability links

between documentation and code.

� KRv: [S36] uses Latent Semantic Indexing to recover implicit

traceability links between requirements in requirements docu-

mentation by combining textual and structural information.

� KRs: [S25] proposes an approach to translate functional require-

ments specifications expressed in natural language into UML

models with supporting axioms, which can facilitate consis-

tency checking between requirements and design specifications

through reasoning.

Annotation in documentation is an activity to tag the content in

documents with various tags, for example in a folksonomy multi-

ple users tag particular content with a variety of terms. Semantic

annotation using ontology is that experts tag instance data (e.g.,

text in documents) with ontology classes [58].

� KCR: [S19] uses concepts (e.g., Requirement, Design Decision) in a

domain architectural knowledge model to annotate architec-

ture documents explicitly into architectural knowledge

instances in order to improve understandability of architecture

documents.

� KRv: [S54] develops a lightweight ontology to semantically

annotate architecture documents, such as requirements, archi-

tecture design, and design decisions, which leads to improved

retrievability and traceability of knowledge in architecture

documentation.

� KRs: [S53] develops and uses an ontology to semantically anno-

tate the traceability links between architecture requirements

and design with reasoning rules in order to support the co-evo-

lution between architectural requirements and design.

� KRt: [S37] develops the 4everedit tool to support structured

text-based documentation, e.g., architecture and requirements

documents, by annotation with extended XML. The knowledge

annotated from documents can then be retrieved by stakehold-

ers for various purposes, e.g., checking structural and internal

consistency of documents.

� KR: Architecture properties are used in [S43] to annotate archi-

tecture documents, and annotated architecture design in archi-

tecture documents can be reused by searching these properties.

� KS: [S31] uses an advanced mapping quality prediction model

(AMQPM) to predict the sharing quality of architectural knowl-

edge that is annotated from architecture documents by domain

experts.
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3.3.3. Knowledge-based approaches and documented content

Knowledge-based approaches to SDt are used with various

requirements and architectural knowledge content in SD. To fur-

ther understand the relationship between knowledge-based ap-

proaches and SD knowledge content, the selected studies are

classified in two dimensions: knowledge-based approach and SD

knowledge content, as presented in Table 8. The number of studies

for each category is shown in each cell of Table 8, for example, KCR

is mostly used to capture and represent architecture design in SD,

which includes 28 studies. Besides documenting the basic knowl-

edge desired in a typical SRD and SAD, i.e., requirements and archi-

tecture design respectively, knowledge-based approaches have also

been used to capture architectural design decisions and architectural

design rationale, i.e., the core of architectural knowledge [24]. The

use of knowledge-based approaches in SDt can be extended to

the content of requirements knowledge [43], especially require-

ments decisions and requirements rationale [44].

3.4. RQ3: Costs and benefits of using knowledge-based approaches

Using a bottom-up approach by analyzing the data items D5,

D6, and D7 in Table 4, we identify the following categories of costs

and benefits of using knowledge-based approaches in SDt, which

are elaborated in this section.

3.4.1. Costs of using knowledge-based approaches

The cost of knowledge-based approaches in SDt refers to the

expenditure of employing knowledge-based approaches in SDt,

e.g., time, money, and labor. We identify four cost categories from

SDt literature [15,17,41]: the cost of document creation [41], doc-

ument maintenance and evolution [17], information retrieval from

documents [15], and document distribution [17]. Since few studies

evaluate the cost of using knowledge-based approaches in SDt

quantitatively, we categorize the cost of SDt qualitatively in this

SLR, i.e., identifying the types of cost relevant to using knowl-

edge-based approaches in SDt. Note that, four studies did not

explicitly discuss the cost of knowledge-based approaches in SDt

[S8, S10, S47, S49].

Document creation: Studies in this category focus on the cost of

development of documents using various documentation

approaches according to the needs of document users. For

instance, recording only domain-specific architectural knowl-

edge in architecture documents using the model-driven develop-

ment approach reduces the cost of document creation [S18].

Savolainen and Mannisto present an approach of considering

stakeholder conflicts in architecture documentation [S46]. They

develop a conflict-centric architectural view to document archi-

tecture trade-offs in quality requirements that are traditionally

scattered among multiple architectural views. When the most

important conflicts have been described, the documentation

process will stop, which will consequently reduce document

creation cost.

Document maintenance and evolution: Document content is

prone to change quickly and needs to be updated and synchro-

nized with other changed software artifacts. Meanwhile, SD

should be organized to make them more accessible. Studies in

this category focus on the cost caused by the abovementioned

activities. For instance, knowledge assisted agile requirements

evolution (K-gileRE) presents a ‘‘domain knowledge seed’’ for

given domain and associated knowledge elements [S28]. The

correctness, consistency, and completeness of requirements

specifications are improved when analysts modify the seed

according to the online recommendation, which can reduce

the document maintenance cost. Scenario-based documenta-

tion and evaluation method (SceMethod) can indicateT
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‘‘what’’-‘‘how’’-‘‘why’’ features for architectural design deci-

sions [S6]. It keeps the architectural knowledge complete and

consistent during architectural evolution, which can reduce

document maintenance and evolution cost.

Information retrieval from documents: Studies in this category

focus on the cost of retrieving useful information from SD. For

instance, capturing architecturally significant traceability links

through annotating and extracting information from existing

architecture documents can reduce the time of information

retrieval from documents [S38]. Using the latent semantic

indexing technique requires less preprocessing and manipula-

tion effort to support information retrieval from source code

and associated documentation [S34]. The architecture proper-

ties are represented as an XML file which provides an easy

way to search in the documents [S43].

Document distribution: Studies in this category focus on the cost

of dissemination and sharing of the documents to various users

who need the documents. For instance, by enhancing the tradi-

tional object-oriented programming paradigm, the approach

proposed in [S45] enables adaptable SD as part of the source

code. SD and code can be disseminated simultaneously which

consequently reduces the cost of document distribution. The

4everedit tool uses a pre-defined document structure to repre-

sent document knowledge, which can be used to maintain

structural and internal consistency of SD in a team-based docu-

mentation environment [S37]. In such an environment, this tool

can further reduce document distribution and sharing cost

among documentation users.

Table 9 presents the summary of selected studies over cost cat-

egories, including the selected studies and percentage of selected

studies in each category. As shown in Table 9, the cost of retrieving

information from documents is the major concern of using knowl-

edge-based approaches in SDt. The costs of creating, maintaining,

and evolving documents are also important factors when applying

knowledge-based approaches in SDt. Note that, one study (e.g.,

[S54]) may cover several cost categories of using knowledge-based

approaches in SDt, and consequently the sum of the percentages of

studies from each category exceeds 100% in Table 9.

3.4.2. Benefits of using knowledge-based approaches

The benefits discussed in this section indicate that some activ-

ities in software development are supported by using knowledge-

based approaches in SDt, with a focus on requirements engineering

or architecting activities. Nine benefit categories are identified

from selected studies.

Requirements elicitation: Studies in this category focus on

improving the efficiency of requirements elicitation. For

instance, Li et al. propose a model-based approach, which pro-

vides a high level of requirements abstraction in a domain spe-

cific model to elicit requirements in scientific computing. This

approach makes the elicited requirements easier to understand

and reduces the learning effort for domain scientists [S30].

Requirements analysis: Studies in this category focus on detect-

ing and resolving conflicts between requirements, discovering

boundary of a software system and interaction with its environ-

ment [5]. For instance, the model-based object-oriented approach

(MORE) proposed in [S7] can capture and model domain knowl-

edge, which is used to evaluate the consistency, completeness,

traceability, and reusability in requirements analysis. TExtual

aSSIstent (TESSI) is a requirements specification and analysis

tool, which is used to transform requirements specification

and its constraints into a problem ontology, and further checks

inconsistency in requirements specification through ontology

reasoning [S26].

Requirements comprehension: Studies in this categories focus on

facilitating understanding of requirements. For instance, [S2]

proposes a way of structuring and representing the require-

ments specifications to improve requirements comprehension.

In this approach, the requirements specifications consist of rig-

orous description of different views, e.g., use case view, context

view with underlying domain model, which is helpful for

understanding requirements.

Requirements evolution: Studies in this category focus on

changes in requirements after initial requirements have been

elicited. Changes in requirements can be adding to, removing,

or modifying existing requirements [63]. For example, [S39]

integrates software configuration management with a trace-

ability model, which can represent knowledge elements that

are essential to comprehensively manage changes, to support

change management during the evolution of requirements

artifacts.

Requirement traceability: Studies in this category focus on the

ability to describe and follow the life of a requirement, in both

a forward and backward direction [33]. For instance, [S36]

develops a method to recover traceability links in requirements

documentation using a combination of textual and structural

information.

Co-evolution of requirements and architecture: Studies in this cat-

egory focus on bridging the gap between requirements and

architecture. For instance, the Language for Integrated Software

Architecture (LISA) model links requirements decisions to archi-

tectural elements, which maintains consistency between

requirements and architecture views [S58]. Tang et al. intro-

duce a generic ontology model with a semantic wiki to support

the co-evolution between architecture requirements and design

[S53]. The semantic wiki developed in this work supports the

traceability ontology model and semantic annotation, which

help users to retrieve co-evolved requirements and architecture

designs.

Architecture understanding: Studies in this category focus on

better understanding of architecture design through architec-

tural knowledge. For instance, de Boer and van Vliet employ

latent semantic analysis technique to discover the semantic

structure in a set of architecture documents, which provides a

reading guide for architecture documents and further improves

architecture understanding [S9].

Architecture evolution: Studies in this category focus on adapting

an existing architecture to cope with the evolution require-

ments [11]. For instance, [S59] proposes an approach to support

architecture evolution (generation of a list of tasks maintainers

can perform to evolve the system) of software product lines

using required architectural knowledge, which is codified in a

meta-model.

Architecture recovery: Studies in this category focus on recover-

ing architecture design and related architectural knowledge

that is not explicit in existing architecture documents. For

instance, Feilkas et al. proposed to recover and refine implicit

architectural knowledge (e.g., violations between current archi-

tecture and the intended architecture) through nonconfor-

mance checking and discussion between the two architectures

represented in XML [S14]. Architectural design decision recovery

approach (ADDRA) uses a template based on a conceptual model

to recover and document architectural design decisions after

the fact [S20].

Table 10 presents the summary of selected studies over benefit

categories, including the selected studies and percentage of se-

lected studies in each category. As shown in this table, using

knowledge-based approaches in SDt mainly supports the follow-

ing activities: architecture understanding (41.7%, 25 studies),
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requirements elicitation (21.7%, 13 studies), and co-evolution of

requirements and architecture (15.0%, 9 studies). Similar to the

cost categories, one study (e.g., [S52]) may cover several benefit

categories of using knowledge-based approaches in SDt, and con-

sequently the sum of the percentages of studies from each category

also exceeds 100% in Table 7.

Fig. 8 presents the distribution of selected studies over the ben-

efit categories for requirements engineering and architecting activ-

ities. We find that knowledge-based approaches in SDt are evenly

used in and benefit both requirements engineering and architect-

ing activities (34 vs. 35 studies). This result shows that knowl-

edge-based approaches are promising and appropriate to support

the documentation from requirements to architecture. Note that

one study may benefit both requirements engineering and archi-

tecting activity (e.g., [S54], to support co-evolution from require-

ments to architecture), and consequently the sum of the studies

in this figure (69) exceeds the number of selected studies (60).

3.5. Evidential support

According to the criteria to identify the evidence level of a study

provided in Section 2.4, we evaluated the evidence level of all the

selected studies and show the distribution of studies in each evi-

dence level in Fig. 9. For instance, [S17] introduces an approach

which adapts the IBIS (issue-based information system)

argumentation model to characterize and capture tacit require-

ments knowledge (e.g., requirements rationale) in order to im-

prove requirements documentation, but this work only

demonstrates the application of the approach with a toy example

(Evidence level 1). 4everedit is a tool that represents document

knowledge following a pre-defined document structure, which

facilitates maintenance of structural and internal consistency of

SD [S37]. Twenty-six editors, from more than five companies, have

successfully applied this tool in a large process engineering project

for one year; consequently the evidence level of [S37] is obtained

from industrial practice (Evidence level 5). From Fig. 9, we find that

more than 50% (33 out of 60) studies on using knowledge-based

approaches in SDt are supported by academic studies (Evidence le-

vel 3). Only 13.3% (8 out of 60) studies have been validated in

industrial practice (Evidence level 5). The results are understand-

able because of the high cost and risk of evaluating knowledge-

based approaches in SDt through industrial practices. No evidence

is obtained from expert opinions or observation (Evidence level 2).

The reason is that there are no consistent criteria for experts to

evaluate the quality of SDt.

Fig. 10 presents the distribution of selected studies in two

dimensions: evidence level and knowledge-based approach em-

ployed in SDt. The number in a bubble represents the number of

studies that use certain knowledge-based approach and are sup-

ported by a specific evidence level (e.g., the biggest bubble denotes

Table 8

Classification of studies by knowledge-based approach and SD knowledge content.

Knowledge content in SD Knowledge-based approach

KCR KRv KRs KRt KR KS

Architecture design S1, S3, S4, S5, S6, S9, S14, S16, S19,

S20, S21, S27, S29, S34, S38, S40, S42,

S43, S45, S46, S47, S48, S51, S52, S53,

S54, S58, S59 [28 studies]

S4, S6, S9,

S19, S20, S21,

S27, S34, S54

[9 studies]

S4, S5, S16, S19,

S27, S40, S48,

S52, S53, S54,

S58 [11 studies]

S4, S14, S51, S53

S54 [5 studies]

S4, S5, S18, S19,

S21, S29, S43,

S58 [8 studies]

S4, S5, S10, S13,

S16, S18, S20, S21,

S27, S31, S45, S51,

S58 [13 studies]

Architectural design

decision

S3, S4, S5, S6, S9, S11, S12, S19, S20,

S21, S27, S29, S38 S39,, S46, S52, S53,

S54, S57, S58, S59 [21 studies]

S4, S6, S9,

S19, S20, S21

S27 S54 [8

studies]

S4, S5, S19, S27,

S40, S52, S53,

S54, S57, S58 [10

studies]

S4, S53, S54, S57

[4 studies]

S4, S5, S12, S18,

S19, S21, S29,

S38, S57, S58

[10 studies]

S4, S5, S13, S18,

S20, S21, S27, S31,

S54, S58 [10

studies]

Architectural design

rationale

S4, S5, S6, S17, S20, S27, S38, S39, S48,

S52, S57, S58 [12 studies]

S4, S20, S27

[3 studies]

S5, S16, S27, S48,

S52, S57, S58 [7

studies]

S4, S57 [2 studies] S4, S5, S38, S57,

S58 [5 studies]

S5, S13, S20, S27,

S31, S54, S58 [7

studies]

Architectural view S4, S6, S20, S43 [4 studies] S4, S6, S20 [3

studies]

S4 [1 study] S4, S18, S43 [3

studies]

S4, S18, S20 [3

studies]

Architectural pattern S16, S38, S43, S60 [4 studies] S4, S60 [2

studies]

S4 [1 study] S4, S43 [2

studies]

S4, S16, S60 [3

studies]

Architecturally significant

requirement

S3, S38, S58, S10, S43, S46, S53 [7

studies]

S53, S58 [2

studies]

S53 [1 study] S38, S43, S58 [3

studies]

S58 [1 study]

Requirement S2, S6, S8, S12, S15, S19, S23, S25, S26,

S34, S36, S37, S39, S40, S41, S45, S48,

S50, S55 [19 studies]

S4, S15, S19,

S34, S36, S54

[6 studies]

S19, S25, S26,

S40, S50 [5

studies]

S2, S4, S28, S37 [4

studies]

S4, S12, S19,

S32, S41 [5

studies]

S4, S10, S32, S45 [4

studies]

Functional requirement S7, S11, S22, S30, S35, S43, S44, S52,

S53, S54, S56 [11 studies]

S33, S54 [2

studies]

S35, S52, S53

S54, S56 [5

studies]

S33, S44, S53, S54

[4 studies]

S7, S33, S43 [3

studies]

S30, S31, S54 [3

studies]

Non-functional

requirement

S7, S11, S22 S30, S38, S44, S46, S52,

S53, S54, S56 [11 studies]

S33, S54 [2

studies]

S32, S49, S52,

S53, S54, S56 [6

studies]

S33, S44, S53, S54

[4 studies]

S7, S32, S33,

S38, S43 [5

studies]

S30, S31, S54 [3

studies]

Requirements rationale S17, S53 [2 studies] S33 [1 study] S32, S53 [2

studies]

S17, S33, S53 [3

studies]

S17, S32, S33 [3

studies]

S32 [1 study]

Table 9

Classification of studies by cost categories of using knowledge-based approaches.

Cost categories Selected studies %

Information retrieval from documents S2, S3, S9, S14, S15, S20, S23, S24, S25, S26, S29, S31, S34, S36, S38, S40, S43, S44, S51, S53, S54, S58, S60 38.3

Document creation S1, S4, S5, S6, S11, S12, S17, S18, S20, S21, S22, S30, S43, S45, S48, S50, S54, S55, S57 31.7

Document maintenance and evolution S4, S6, S7, S14, S16, S19, S27, S28, S35, S39, S41, S42, S46, S52, S56, S59, S60 28.3

Document distribution S13, S19, S31, S32, S33, S37, S45 11.7
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that 27 studies use KCR in SDt and are evaluated by academic stud-

ies). Note that there is a difference between the sum of all the bub-

bles (i.e., numbers of studies) in Fig. 10 (138) and number of

selected studies (60), because one study may employ several

knowledge-based approaches in SDt. From Fig. 10 we find that

all knowledge-based approaches are evaluated in at least four

studies with industrial evidence (i.e., industrial studies or indus-

trial practice), but all the knowledge-based approaches used in

SDt are mainly supported by evidence obtained from academic

studies, except for KRt.

4. Discussion

4.1. Scope of the systematic review

This SLR focuses on how knowledge-based approaches are em-

ployed in SDt, in terms of improving the quality of SDt and use SD

to support software development activities.

When conducting this SLR, we consider the QA of SD in the

search process as part of the search terms (i.e., the outcome in

the PICO criteria of a SLR) collected from standards and literature

on SD, SAD, and SRD, so that the results and conclusions of this

SLR can be applied to SAD and SRD. Meanwhile, we use the most

general term ‘‘knowledge’’ as part of the search terms to maximize

the coverage of potentially-relevant studies retrieval and conse-

quently ensure that the results of this SLR can cover all studies that

use certain knowledge or knowledge-based approaches.

This SLR focuses on studies that elaborate knowledge-based ap-

proaches, not on studies that only introduce knowledge-based

tools. For instance, KaitoroBase is an architecture documentation

tool, which provides support for non-linear navigation and visual-

ization of SAD through an underlying conceptual model [64]. This

work only introduces the structure of the tool and its application,

without any description of the employed knowledge-based ap-

proach that the tool implements. This study is therefore excluded

from this SLR.

4.2. Study quality assessment

The quality of data extraction and synthesis of the selected

studies of this SLR are assessed in this section. An assessment

instrument is presented in Table 11, which is adapted from the cri-

teria for study quality assessment proposed in [9,28]. We include

five questions in this instrument to assess the quality of extracted

data. Q1, Q2, and Q5 are adopted from [9,28] while Q3 and Q4 are

proposed according to the scope and RQs of this SLR. This instru-

ment uses a three-grade scale score (Yes = 1 point, No = 0 point,

and Partially = 0.5 point) to answer Q2 to Q5. The score of Q1 is di-

rectly collected from the data item D8 of Table 4, i.e., evidence le-

vel. The sum of the scores of all the assessment questions for a

study can reflect the quality of a study.

The quality assessment on the selected studies is also useful to

increase the accuracy of the data extraction results. The quality

assessment results are showed in Table 12 according to the assess-

ment questions described in Table 11. The scores of all the studies

are no less than 3.10 and the average score is 4.17. The overall

quality of the selected studies is acceptable. Since we use the inclu-

sion and exclusion criteria specified in Section 2.2 when selecting

studies, the scores of Q2, Q3, and Q4 are high. i.e., the average

scores of Q2 and Q3 are both greater than 0.93 and all the studies

get full scores on Q4. The high scores of Q2 and Q3 also show that

the results of data extraction are in line with the two key concepts

of this SLR, i.e., impact to software documentation and knowledge-

based approaches employed. Meanwhile, the studies that get low

total score in Table 12 are checked again against the inclusion

and exclusion criteria, e.g., [S32], to guarantee the quality of study

selection results.

4.3. Validity threats

According to the guidelines for analyzing the validity threats to

SE methods and processes [73], four types of validity threats are

identified. We discuss these potential threats that influence the

data extraction and the findings of this SLR in this section.

Construct validity: The main constructs in this review are the

two basic concepts ‘‘knowledge-based approaches’’ and ‘‘soft-

ware documentation’’. For the first concept, we use term

‘‘knowledge’’ and its synonyms to make sure that all selected

studies are relevant to knowledge-based approaches or using

knowledge. For the second concept, QA of SD can reflect the

effect of intervention to SDt. QA of SD and their synonyms,

Table 10

Classification of studies by benefit categories of using knowledge-based approaches.

Benefit categories Selected studies %

Architecture understanding S1, S3, S4, S5, S6, S9, S10, S13, S18, S19, S24, S27, S31, S38, S40, S42, S43, S46, S47, S48, S51, S52, S57, S58, S60 41.7

Requirements elicitation S15, S17, S22, S23, S30, S33, S37, S41, S44, S45, S49, S50, S56, 21.7

Co-evolution of requirements and

architecture

S3, S11, S12, S18, S24, S36, S53, S54, S58 15.0

Requirements comprehension S2, S8, S32, S33, S34, S35, S39, S55 13.3

Architecture evolution S1, S6, S16, S19, S21, S52, S59 11.7

Requirements analysis S7, S15, S25, S26, S50, S56 10.0

Requirements evolution S11, S28, S39, S45, S50 8.3

Architecture recovery S14, S20, S60 5.0

Requirements traceability S29, S36 3.3

Fig. 8. Distribution of studies over the benefit categories for requirements

engineering and architecting activities.
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collected and refined from SDt standards and literature, are

used to ensure high coverage of potentially-relevant studies

on the influence to SDt from database search. Meanwhile,

manual search from literature sources is performed comple-

mentary to database search to ensure that relevant studies

are covered as much as possible. Specific journals and

conferences on KM are not included in the literature sources

for the manual search due to the limitation of our knowl-

edge, which may cause the missing of related studies. This

threat is partially mitigated by including the general interven-

tion term ‘‘knowledge’’ in the search terms for the database

search.

Internal validity in a SLR focuses on whether a research is ade-

quately designed and executed to produce reliable findings,

and particularly whether the results really follow from the data

[30]. As a threat to the internal validity, researchers may end up

with different data extraction and analysis results. The data

extraction is performed collaboratively by two authors, and

any conflicts are discussed and resolved by all the authors. In

this way, we try to mitigate the threats due to personal bias

on study understanding.

External validity is concerned with establishing the generaliz-

ability of the SLR results, which is related to the degree to which

the primary studies are representative for the review topic. In

order to mitigate external threats, the search process described

in Section 2.3 is defined after several trial searches. We tested

the coverage and representativeness of retrieved studies,

including automatic database search, manual search, and refer-

ences scan.

Reliability: It is possible that some studies excluded in this

review should have been included. To mitigate the threats to

reliability, the selection process and the inclusion and exclusion

criteria are carefully designed and discussed by authors to min-

imize the risk of exclusion of relevant studies.

4.4. Further research

This SLR has illuminated several promising research directions

that are critical but underexplored in current research and

practice:

(1) How to employ knowledge-based approaches to improve

the QA of SD. This area has not received much attention

and the claims lack evidential support. For instance, the

assertions to use knowledge-based approaches to improve

credibility, conciseness, and unambiguity of SD are hardly sup-

ported. There are still many open questions to be answered,

e.g., how to define the quantitative metrics for evaluating

credibility, conciseness, and unambiguity of SD. Furthermore,

text retrieval approaches have been used to evaluate concise-

ness of queries to software artifacts from a system [35], and

the approaches may be adapted to evaluate conciseness of

Fig. 9. Distribution of selected studies over evidence levels.
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Knowledge-based approaches 

KCR = Knowledge Capture & Representation                KS = Knowledge Sharing
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Fig. 10. Distribution of studies by evidence level and knowledge-based approach.

Table 11

Questions on study quality assessment.

# Questions

Q1 In which evidence level the proposed approach of the study is evaluated? (the answer of this question can be collected from data item D8 of Table 4)

Q2 Is there a clear statement of the benefits and costs for software documentation in this study?

Q3 Is there a clear statement of what the knowledge-based approach employed is in the study?

Q4 Is there an adequate description of what QA of SD are improved by the knowledge-based approach employed?

Q5 Are the limitations of this study discussed explicitly?
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content in SD. We may also use the definition of conciseness

for ontology evaluation [32] to evaluate conciseness of e.g.,

ontology-based SDt [25].

(2) How knowledge-based approaches can improve design prac-

tice by better use of knowledge content in SD. For instance,

architectural patterns and architecturally significant

requirements do not receive much attention in the current

applications of knowledge-based approaches in SDt (see

Table 8). To further improve the practice of SDt activity,

for example how KRv can be used to recover architecturally

significant requirements in SAD, which can be made explicit

in the current project or reused in other projects. A decision-

centric approach is presented in [48] to recover design deci-

sions and their semantically rich traceability links from

architecturally significant requirements to architectural

components, in which knowledge recovery is supported by

machine learning techniques (e.g., classifier training). This

approach may be employed and adapted to recover other

knowledge content in SD.

(3) How to better apply SD. As shown in Table 7 and Table 8,

we can see that much work has been done on using KCR

to capture and represent knowledge in SD. However, the

application of SD largely depends on the knowledge-based

approaches: KR, KRt, KRs, and KS. The amount of research

on applying SD knowledge is much less than SD knowl-

edge capture and representation. This is to be expected

since knowledge capture and representation is a prerequi-

site to using SD knowledge. The research community

needs to focus more on how SD application can facilitate

cost-effective software development with these knowl-

edge-based approaches in order to make the most use

of SD.

(4) How to measure the costs and benefits of using knowledge-

based approaches in SDt in a qualitative or quantitative way.

The cost and benefit categories identified in this SLR are clas-

sified without qualitative or quantitative comparison since

most studies did not explicitly discuss this issue or provide

such information. Hence we need more research on the

qualitative or quantitative measurement of the costs and

benefits of using knowledge-based approaches in SDt. For

example, Dzidek et al. study the costs and benefits of using

UML documentation in software maintenance [29]. They

introduce six dependent variables (e.g., time, correctness,

and design quality in maintenance tasks) to evaluate quanti-

tatively and qualitatively the costs and benefits of using

UML documentation (i.e., the treatment in controlled exper-

iments). These dependent variables and extension of them

can be potentially used for the measurement of the costs

and benefits of using knowledge-based approaches (the

treatment) in SDt.

5. Conclusions

Software documentation (SDt) is a core artifact as well as an

important and prevalent activity in the software lifecycle [62],

even in agile practices [59]. When SDt improves in quality, the soft-

ware quality will improve too [55], but the costs and benefits of

SDt determine how much documentation is needed [15,17,41].

Knowledge-based approaches have been extensively employed in

software development for decades, as well as in SDt. In this work,

we try to understand how knowledge-based approaches are used

in SDt through a SLR. More specifically, the major objective of this

SLR is to understand how knowledge-based approaches are

employed in SDt, their influences, and the costs and benefits of

Table 12

Quality assessment results of selected studies.

Study ID Q1 Q2 Q3 Q4 Q5 Total score Study ID Q1 Q2 Q3 Q4 Q5 Total score

S1 0.2 1.0 1.0 1.0 0.0 3.2 S31 1.0 1.0 1.0 1.0 1.0 5.0

S2 0.2 1.0 1.0 1.0 0.0 3.2 S32 0.6 0.5 1.0 1.0 0.0 3.1

S3 0.6 1.0 1.0 1.0 1.0 4.6 S33 1.0 0.5 1.0 1.0 1.0 4.5

S4 0.6 1.0 1.0 1.0 1.0 4.6 S34 0.6 1.0 1.0 1.0 1.0 4.6

S5 0.6 1.0 1.0 1.0 0.0 3.6 S35 0.6 0.5 1.0 1.0 1.0 4.1

S6 0.8 1.0 0.5 1.0 1.0 4.3 S36 0.6 1.0 1.0 1.0 1.0 4.6

S7 0.2 0.5 1.0 1.0 1.0 3.7 S37 1.0 1.0 1.0 1.0 1.0 5.0

S8 0.2 1.0 0.5 1.0 0.5 3.2 S38 1.0 0.5 1.0 1.0 0.0 3.5

S9 0.6 1.0 1.0 1.0 1.0 4.6 S39 0.6 0.5 1.0 1.0 1.0 4.1

S10 0.8 1.0 1.0 1.0 0.5 4.3 S40 0.6 1.0 1.0 1.0 0.0 3.6

S11 0.6 1.0 0.5 1.0 1.0 4.1 S41 0.6 1.0 1.0 1.0 1.0 4.6

S12 0.6 1.0 1.0 1.0 0.0 3.6 S42 0.8 1.0 1.0 1.0 1.0 4.8

S13 0.6 1.0 1.0 1.0 1.0 4.6 S43 0.2 1.0 1.0 1.0 1.0 4.2

S14 0.8 0.5 1.0 1.0 1.0 4.3 S44 0.6 1.0 1.0 1.0 1.0 4.6

S15 0.6 0.5 0.5 1.0 1.0 3.6 S45 0.2 1.0 1.0 1.0 0.0 3.2

S16 0.2 1.0 1.0 1.0 0.0 3.2 S46 0.6 1.0 1.0 1.0 1.0 4.6

S17 0.2 1.0 1.0 1.0 0.0 3.2 S47 0.6 1.0 1.0 1.0 1.0 4.6

S18 0.2 1.0 1.0 1.0 0.5 3.7 S48 0.6 1.0 0.5 1.0 1.0 4.1

S19 0.8 1.0 1.0 1.0 1.0 4.8 S49 0.6 1.0 1.0 1.0 1.0 4.6

S20 0.6 1.0 1.0 1.0 1.0 4.6 S50 0.6 1.0 1.0 1.0 1.0 4.6

S21 0.6 1.0 1.0 1.0 0.5 4.1 S51 0.6 1.0 1.0 1.0 1.0 4.6

S22 0.6 1.0 1.0 1.0 1.0 4.6 S52 1.0 1.0 1.0 1.0 1.0 5.0

S23 0.6 1.0 1.0 1.0 1.0 4.6 S53 0.6 1.0 1.0 1.0 0.0 3.6

S24 0.2 1.0 1.0 1.0 1.0 4.2 S54 0.2 1.0 1.0 1.0 0.0 3.2

S25 0.2 1.0 1.0 1.0 0.0 3.2 S55 0.2 1.0 1.0 1.0 0.0 3.2

S26 0.6 1.0 0.5 1.0 1.0 4.1 S56 1.0 1.0 1.0 1.0 1.0 5.0

S27 0.2 1.0 1.0 1.0 1.0 4.2 S57 0.8 1.0 1.0 1.0 1.0 4.8

S28 0.8 1.0 1.0 1.0 1.0 4.8 S58 0.8 1.0 1.0 1.0 0.0 3.8

S29 1.0 1.0 1.0 1.0 1.0 5.0 S59 0.6 1.0 1.0 1.0 1.0 4.6

S30 0.6 1.0 1.0 1.0 0.0 3.6 S60 1.0 1.0 1.0 1.0 1.0 5.0

Q1 Q2 Q3 Q4 Q5 Total

Average score 0.59 0.93 0.95 1.00 0.70 4.17
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using knowledge-based approaches in SDt, especially in the con-

text of architecture design.

Sixty studies on the review topic are finally included, in which

twelve QA of SD, four cost categories, and nine benefit categories

of using knowledge-based approaches in SDt are identified. Three

categories of benefits out of the nine identified categories are

achieved by using knowledge-based approaches in SDt: architec-

ture understanding, requirements elicitation, and co-evolution of

requirements and architecture. The cost of retrieving information

from documents is the major concern when using knowledge-

based approaches in SDt. The review results show that knowl-

edge-based approaches are promising and appropriate to support

the documentation from requirements to architecture.

In this review, we find an increasing trend in the number of

studies on using knowledge-based approaches in SDt over the last

decade. Among various knowledge-based approaches, KCR is the

most frequently studied approach in SDt, which can be employed

to improve all the twelve QA of SD. The usefulness of KRt and

KRv in SDt is demonstrated, but these two approaches require

more research work. The results of this SLR are also beneficial for

practitioners. They can compare various knowledge-based ap-

proaches in their focused content, applications, and evidence levels

in SDt, and then select or combine the approaches that are suitable

for specific SDt (e.g., requirements or architecture documents) in

their context.
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Appendix B. Abbreviations used in the review

KCR Knowledge capture and representation

KM Knowledge management

KR Knowledge reuse

KRs Knowledge reasoning

KRt Knowledge retrieval

KRv Knowledge recovery

KS Knowledge sharing

PICO Population, intervention, comparison, and outcome

QA Quality attribute(s)

RQ Research question

SAD Software architecture document(s)

SD Software document(s)

SDt Software documentation

SE Software engineering

SLR Systematic literature review
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