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#### Abstract

In this paper, we propose a motion-planning method of multiple mobile robots for cooperative transportation of a large object in a three-dimensional environment. This task has various kinds of problems, such as obstacle avoidance and stable manipulation. All of these problems cannot be solved at once, since it would result in a dramatic increase of the computational time. Accordingly, we divided the motion planner into a global path planner and a local manipulation planner, designed them, and integrated them. The aim was to integrate a gross motion planner and a fine motion planner. Concerning the global path planner, we reduced the dimensions of the configuration space ( C -space) using the feature of transportation by mobile robots. We used the potential field to find the solution by searching in this smaller-dimension reconstructed C-space. In the global path planner, the constraints of the object manipulation are considered as the cost function and the heuristic function in the $A^{*}$ search. For the local manipulation planner, we developed a manipulation technique, which is suitable for mobile robots by position control. We computed the conditions in which the object becomes unstable during manipulation and generated each robot's motion, considering the robots' motion errors and indefinite factors from the planning stage. We verified the effectiveness of our proposed motion planning method through simulations.


Index Terms-Cooperative manipulation, cooperative transportation, motion planning, multiple mobile robots.

## I. Introduction

MOBILE ROBOTS are expected to undertake various tasks in manufacturing plants, warehouses, and construction sites. In order to improve task flexibility and fault tolerance, the concept of cooperation by multiple mobile robots was proposed [1]. In the future, mobile robots should work in a real three-dimensional (3-D) environment. In this complicated situation, a good motion planning method is very important to accomplish tasks efficiently. In particular, there is significant demand for robots that can carry out a transport task. Therefore, we propose a motion planning method for the cooperative transportation of a large object by small multiple mobile robots in a 3-D environment. This task, however, has various kinds of
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Fig. 1. Cooperative transportation by multiple mobile robots in a 3-D environment. Robots must avoid obstacles, manipulate the object stably, and reach the goal quickly.


Fig. 2. Tumbling manipulation by multiple mobile robots.
problems. For example, we must plan paths of the robots and the object to avoid obstacles, construct a stable manipulation method, and decide the motions that the robot will undertake (Fig. 1). The robots must also complete the transportation task quickly. All of these problems cannot be solved at once, since it would result in a significant increase in the computational time. Conventional path planning methods consider only geometrical and topological conditions, such as the shapes of obstacles and robots. They do not take into account the statics of the object when robots manipulate it. Accordingly, we divided the motion planner into a global path planner and a local manipulation planner. The former plans the paths of the object and robots and considers the geometrical conditions. The latter determines how to manipulate the object and considers the statics. In other words, we aimed at integrating a gross motion planner and a fine motion planner.

The generic problem of manipulation is known to be very complex and difficult to solve. This paper proposes a method to solve a specific problem of manipulation. Concerning the manner in which manipulation is to take place, we propose that robots manipulate an object by pushing with sticks in a multiple mobile robot system (Fig. 2). The robots tumble the object cooperatively to change its posture. This specificity makes the problem easier to solve.

Concerning path planning, we aimed at obtaining a solution that would combine low computation costs and feasibility. Feasibility means that planned robot motions are in agreement with
their real surroundings (for example, robots never execute a dangerous manipulation imprudently). We also make the assumption that the robots can move in any direction (for example [2]) and always keep in contact with the object when they transport it. Moreover, they can transport a single polyhedral object. In our approach, the dimension of freedom (DOF) of the configuration space (C-space) is reduced using the feature of transportation tasks because the original DOF of C-space becomes too large (The DOF of the object is six and the DOF of the robots is $3 r$ when $r$ is the number of robots). Therefore, we reduce the DOF of the C-space by using decoupled motions and restricting the robots to a given formation relative to the object. The $(6+3 r)$ DOF is reduced to 5DOF (see Section IV).

Our method plans the collision-free motions of the robots and the object. In other words, the positions and end-effectors' motions of the robots and the position and orientation of the object from the start state to the goal state are continuously planned when the geometry of all things and the property of the object (mass, center of mass, and coefficient of friction) are given.

The composition of this paper is detailed below. The next section reviews previous research, and Section III describes the outline of our motion planning method. In Section IV and V, the global path planner and the local manipulation planner are explained. In Section VI, we verify our method with simulations. The conclusions are discussed in Section VII.

## II. Previous Studies

Many studies have focused on motion planning for the classical movers' problem in a 3-D environment. This problem is very difficult because of the high-dimensional C-space [3], [4]. A brute force search can solve problems with a low-dimensional C-space (for example, path planning of one mover in a two-dimensional (2-D) environment). However, a simple planner cannot solve high-dimensional problems (for example, in a 3-D environment, the DOF of the C-space is at least six). There have been many studies about a path planner with a high-dimensional C-space [5], [6]. Kondo used multi-heuristics by searching [7]. Barraquand et al. constructed a randomized path planner [8], [9], and Gupta et al. proposed a backtracking method [10] by solving problems with many degrees of freedom. Hwang et al. proposed a resolution-complete and efficient method [11], and Kavraki et al. proposed a probabilistic roadmap method [12]-[14]. Terasaki et al. proposed the motion planning method of a two-fingered gripper [15]. These methods can efficiently find the path of an object or a robot, and their purpose is to find a path in the C-space to avoid obstacles. In transportation tasks, however, we need to consider the motions of the workers or robots that transport and manipulate an object, but these planners do not take into account the workers' or robots' motions. Therefore, the generated paths (motions) may be difficult to realize, for there is no consideration about the stability of an object and how to transport and manipulate it. Concerning the cooperative manipulation of polyhedral objects, Erdmann proposed two-palm nonprehensile manipulation [16]. Lynch proposed toppling manipulation that used a much simpler robot motion to knock a object over a new face [17]. However, their analyzes does not explicitly compute the
actual contact forces, and the considered workspace in this research is smaller than in cooperative transportation tasks. When the constraints of an object's motion must be considered, the ordinary C -space is so large that the computational costs increase dramatically. Therefore, in our approach, we reduced the DOF of the C-space.

There have also been many studies on cooperative transportation and the manipulation of objects with a multiple mobile robot system. Rus et al. built a method to push and transport an object using sensor information [18]. Their method is based on the knowledge obtained conventionally in the research field of pushing manipulation [19]-[23]. Hashimoto et al. proposed a control scheme to transport a palletized load using mobile robots [24]. In their research, the object is connected to the robots by joints; then, object manipulation cannot be executed. Sugar et al. proposed a control algorithm for cooperative transportation by a multiple mobile manipulator without a special purpose fixture [25]. Kosuge et al. aimed at transporting an object by lifting and adopted the feedback control method using the information of robots' force sensors [26]. Khatib et al. controlled the inner force that is applied to an object and adopted a stable handling strategy to compensate the motion errors of robots [27]. Sawasaki et al. realized the tumbling manipulation technique of an object with two mobile manipulators [28]. As valuable as these studies are, they only aim at constructing a control method and do not consider the avoidance of obstacles while transporting the object. Ota et al. discuss the motion planning of mobile robots that transfer a large object cooperatively while avoiding collision [29], yet in a 2-D environment. Concerning transportation tasks in a 3-D environment, Osumi coped with the unevenness of the ground [30], and Hara et al. proposed a control method for the task by legged robots [31], [32]. However, these studies could not change the object's posture actively to avoid obstacles. In brief, a motion planning method by multiple mobile robots for cooperative transportation and manipulation has not been proposed until now.

## III. Transportation Task by Mobile Robots

## A. Outline of the Proposed Motion Planner

The cooperative transportation task includes the problems of avoiding collisions and achieving stable manipulation. The robots must manipulate an object and change its posture when the path is so narrow that the robot cannot pass through it.

In our method, we followed the local experts [33] to plan the manipulation method and divided a motion planner for a transportation task into a global path planner phase and a local manipulation planner phase (Fig. 3). The global planner decides when and where to manipulate the object and what kind of manipulation way can be realized based on the result of the local manipulation planner. It outputs the paths of the objects and the robots with obstacle avoidance. The local planner outputs a method for and information about the manipulation. The manipulation way indicates the motions of an object and robots to change the posture of the object safely. The information about the manipulation indicates the manipulation space, i.e., the area necessary to manipulate the object and the manipulation cost,


Fig. 3. Outline of our proposed motion planner.
i.e., the necessary time to finish the manipulation. The information about the manipulation is utilized to plan the global motions of the objects and the robots.

## B. The Global Path Planner

The biggest problem concerning the global path planner is the dramatic increase in the computation time that results from the high-dimensional C-space. In this paper, we reconstructed the C -space and reduced the dimension of the C -space by considering the features of the transportation task by mobile robots. Furthermore, we used the potential field defined in the real world space to find a solution by searching in this low-dimensional C -space. Constraints in manipulating were considered as the work area and the potential function. The work area was computed as the manipulation space, and the potential function was computed as the manipulation cost in the local planner.

## C. The Local Manipulation Planner

Concerning the local manipulation planner, one of the biggest problems when mobile robots work is the effect of the robots' position errors. In previous studies, the force sensor's information and the image information from the camera were fed back to correct the motion errors. The motion errors of mobile robots were avoided with the on-line method. In addition, excessive inner force applied to an object was avoided by a force control approach. In other words, a feedback control approach
was adopted to manipulate an object by a multiple mobile robot system. However, it is difficult for mobile robots to measure force correctly and to manipulate an object with a force-control method like fixed manipulators while they move. Then, in this research, we propose a robust manipulation planning method for the motion errors by taking into consideration the motion errors in the motion planning stage. We aim at constructing a planning method of manipulation that is suitable for mobile robots under position control [34], [35].

## D. Manipulation and Transportation Style

We propose a multiple mobile robot system in which robots manipulate an object by one of several manipulation methods: carrying the object, pushing the object to reorient it, tumbling the object to change the face by pushing with sticks (Fig. 2), and so on. When the manipulating tasks are carried out, the stability of operation is improved because the contact area to the object becomes larger [36], [37]. The robots tumble the object so that the face that contacts the floor changes. By repeating this tumbling operation, it is possible to change the posture of an object arbitrarily. Our idea is related to Lynch's toppling manipulation [17] that the robot manipulate objects by simple motions. To integrate two planners, the constraints of the object manipulation are considered in the path planner.

Position errors occur when position-controlled mobile robots move. Therefore, there is a risk that multiple mobile robots apply excessive inner force to an object when they touch the object at the same time. Then, in this paper, more than two sticks cannot touch the object at any time to avoid excessive inner force when the robots move. Since it is difficult for mobile robots to lift up a large or heavy object while they change its posture, they manipulate it without resorting to the lifting-up operation. Therefore, the object always contacts the environment (the floor) during a toppling motion. The robots can move the sticks up and down, using pushing and tumbling operations.

The robots transport the object by using a carrying motion. This is because they cannot carry it in a long distance stably by using a pushing motion that is influenced strongly by the floor's state. While transporting the object, robots do not change their positions with respect to the object. In other words, they do not change their original formation. The robots depart from the object when they manipulate it and stay close to the object when they transport it.

There are four primitive operations in total. The robots change the object's position in the world coordinate with a position change operation, Fig. 4(a). The robots change the object's orientation with an orientation change operation, Fig. 4(b). In these two operations, the robots cannot change their positions in the object coordinate. The robots change their position where they handle the object with an arrangement change operation, Fig. 4(c). In this operation, the object's position or orientation is never changed. The robots manipulate the object and change its posture with a face change operation, Fig. 4(d).
The robots accomplish the transportation task with four primitive operations. The local manipulation planner deals with the face change operation, and the global path planner deals with the other operations.


Fig. 4. Four primitive operations of an object by multiple mobile robots. (a) Position change operation. (b) Orientation change operation. (c) Arrangement change operation. (d) Face change operation.

## E. Problem Settlement

We make the following assumptions for motion planning.

1) Environment
a) 3-D environment with obstacles.
b) The obstacles are represented as polyhedrons.
c) The shape, position, and orientation of each obstacle are known.
2) Object
a) The object is represented as an extruded polyhedron.
b) The geometry of an object and the location of its center of mass are known.
c) The coefficients of friction between the object and the floor and between the object and the stick are known.
3) Mobile Robot
a) The robots can move in all directions.
b) The robots transport the object around it by using a carrying motion.
c) Robots have lift-up mechanisms to control their end-effectors' height (contact points' height).
4) Manipulation
a) The robots tumble the object while one edge (this edge is the center of rotation) always contacts the floor.
b) All motions are quasi-static.
c) All frictional interactions of the object are described by Coulomb's law of friction.

## F. Definition of Problem

In this paper, we propose a motion planning method of multiple mobile robots for cooperative transportation in a compli-
cated 3-D environment. The definition of the problem is as follows;

We determine the robot motions with avoidance of obstacles when the initial and goal configuration of the robots and the object are given on the condition that all geometric information about the environment is known. To transport and manipulate the object safely, a robot motion that realizes the object trajectory without colliding with obstacles or losing stability must be calculated. However, motion errors by robots do occur, and robots cannot move according to precise orders.

We define the problem according to the description of C-space in [3].

When the object is described as $A_{\text {object }}$, the robots are described as $A_{\text {robot }}=\left(A_{\text {robot }, 1}, A_{\text {robot }, 2}, \ldots, A_{\text {robot }, r}\right)(r:$ number of robots), and $A=\left(A_{\text {object }}, A_{\text {robot }}\right)$ is expressed as the movable object in Euclid space $W$. The workspace is given as $R^{3} . B_{1}, B_{2}, \ldots, B_{p}$ are the obstacles in the environment ( $p$ : number of obstacles). The shapes of $A, B_{1}, \ldots, B_{p}$ and the positions and orientations of $B_{i}$ in $W$ are known.

We define $C_{R}$ and $C_{O}$ to represent the robots' C -space and the object's C-space, respectively. The dimension of $C_{R}$ is $3 r$ and that of $C_{O}$ is 6 .

C-Obstacle $C B_{R, i}$ and $C B_{O, i}$ (a set of the obstacles in C-space) are given in (1)-(2), and the free space $C_{R \text {,free }}$ and $C_{O, \text { free }}$ are given in (3)-(4).

$$
\begin{align*}
& C B_{R, i}=\left\{q \in C_{R} \backslash A(q) \cap B_{i} \neq 0\right\}  \tag{1}\\
& C B_{O, i}=\left\{q \in C_{O} \backslash A(q) \cap B_{i} \neq 0\right\}  \tag{2}\\
& C_{R, \text { free }}=C_{R} \backslash \bigcup_{i=1}^{p} C B_{R, i}  \tag{3}\\
& C_{O, \text { free }}=C_{O} \backslash \bigcup_{i=1}^{p} C B_{O, i} . \tag{4}
\end{align*}
$$

Motion Planning Problem: The motion planning problem is to gain a continuous function that satisfies (5) under Conditions 1-3 ((6)-(8)) when the initial configuration $q_{\text {init }}=\left(q_{\text {object,init }}, q_{\text {robot,init }}\right)$ and the goal configuration $q_{\text {goal }}=\left(q_{\text {object, goal }}, q_{\text {robot,goal }}\right)$ are given. In these equations, $q_{\text {object }}(t)$ is the object's configuration in time $t$, and $q_{\text {robot }}(t)=\left(q_{\text {robot }, 1}(t), q_{\text {robot }, 2}(t), \ldots, q_{\text {robot }, r}(t)\right)$ is the robots' configuration in time $t$.

$$
\begin{equation*}
t \in[0, T] \mapsto q_{\text {robot }}(t) \in C_{R, \text { free }} \tag{5}
\end{equation*}
$$

where
$q_{\text {robot }}(0)=q_{\text {robot,init }} ;$
$q_{\text {robot }}(T)=q_{\text {robot, goal }} ;$
$T \quad$ time to reach the goal configuration $(T>0)$.
Condition 1 : We express that $q_{\text {robot }}^{*}(t)=$ $\left(q_{\text {robot }, 1}^{*}(t), q_{\text {robot }, 2}^{*}(t), \ldots, q_{\text {robot }, r}^{*}(t)\right)$ is the robot configuration when the robots moves in real, and $q_{\text {error }}=\left(q_{\text {error }, 1}, q_{\text {error }, 2}, \ldots, q_{\text {error }, r}\right)$ is the accuracy (motion error) of the positioning of robots. $q_{\text {robot }}^{*}(t)$ is the real trajectories (motions) of the robots while $q_{\text {robot }}(t)$ is their planned trajectories. Equation (6) must be satisfied while $0<t<T$.

$$
\begin{equation*}
\left|q_{\text {robot }, i}^{*}(t)-q_{\mathrm{robot}, i}(t)\right| \leq q_{\mathrm{error}, i} . \tag{6}
\end{equation*}
$$

Condition 2: The continuous function $q_{\text {object }}(t)$ (object's motion), which is realized by the continuous function $q_{\text {robot }}(t)$ (robots' motion) that satisfies (5), must satisfy (7).

$$
\begin{equation*}
t \in[0, T] \mapsto q_{\text {object }}(t) \in C_{O, \text { free }} \tag{7}
\end{equation*}
$$

where

$$
\begin{aligned}
& q_{\text {object }}(0)=q_{\text {object,init }} \\
& q_{\text {object }}(T)=q_{\text {object }, \text { goal }} .
\end{aligned}
$$

Condition 3: The object's motion (the methods of object manipulation and transportation) that is generated by the robots' motion is expressed as $O P_{j} . O P_{j}$ indicates manipulation method that changes the object configuration from $q_{\text {object }}\left(t_{j}\right)$ to $q_{\text {object }}\left(t_{j+1}\right)$ and is defined in (8). $O P_{j}$ means four primitive operations shown in Fig. 4 and the object configuration can never change without $O P_{j} . q_{\mathrm{object}}^{*}(t)$ is the real trajectory (motion) of the object while $q_{\text {object }}(t)$ is its planned trajectory.

$$
\begin{equation*}
O P_{j}: t \in\left[t_{j}, t_{j+1}\right] \mapsto q_{\text {object }}(t) \in C_{O, \text { stable }} \tag{8}
\end{equation*}
$$

and we require

$$
\begin{aligned}
q_{\mathrm{object}}\left(t_{j}\right) & \in C_{O, \text { stable }} \\
q_{\mathrm{object}}^{*}\left(t_{j}\right) & \in C_{O, \text { stable }} \\
q_{\mathrm{object}}\left(t_{j+1}\right) & \in C_{O, \text { stable }} \\
q_{\mathrm{object}}^{*}\left(t_{j+1}\right) & \in C_{O, \text { stable }}
\end{aligned}
$$

where
$C_{O, \text { stable }}$
$O P_{j}\left(t_{j}\right)=q_{\text {object }}\left(t_{j}\right)$
$O P_{j}\left(t_{j+1}\right)=q_{\text {object }}\left(t_{j+1}\right)$
set of stable object configurations (the subset of $C_{O}$ ); configuration when a new primitive operation starts; configuration when a primitive operation ends.


Fig. 5. Object representation. (a) Object face. (b) Possible manipulation.
In other words, the motion planning problem is to calculate the order of $O P_{j}\left(j=0, \ldots, s-1, t_{0}=0, t_{s}=T\right)$ and generate the robot configuration to realize each $O P_{j}$.

## IV. Global Motion Planning

## A. Outline of Global Planner

In the global path planner, the paths of the objects and robots with avoidance of obstacles can be found. The global planner decides when and where to manipulate the object and what kind of manipulation way can be realized based on the result of the local manipulation planner. At first, the planner computes the possible manipulation (Section IV-B). In the next step, we reduce the DOF of C-space and discretize each reduced DOF. Concerning the DOF of the environment, we use an octree method, and, concerning the other DOF, we discretize it in a certain resolution (Section IV-C). After obtaining the discrete C-space, we adopt a $A^{*}$ search to find a path because it can obtain an optimal solution in a certain degree.

## B. Possible Manipulation

Before constructing the C -space and the graph search in the global planner, we consider all possible manipulations. At first, we compute the state in which an object can be grounded. A face number represents the grounded state. For example, in the case of the object shown in Fig. 5(a), when Faces $0-4$, and 7 (ordinary faces) and Face 8 (virtual face) touch the floor, the object can be grounded (In this state, robots can transport an object). If Faces 5 and 6 cannot touch the floor, the object cannot be grounded. Next, we check if the object can safely be manipulated from one state to another by tumbling.

We use matrix $M=\left(m_{i j}\right)$ to express whether manipulation is possible or not. If the manipulation from stable Face $i$ to stable Face $j$ is possible, $m_{i j}=1$. If it is impossible, $m_{i j}=0$. However, if Face $j$ is an unstable face because of the position of the center of gravity, the manipulation between stable Face $i$ and unstable Face $j$ is possible as the intermediary manipulation, and $m_{i j}=1$ (Fig. 5(b) center).

## C. Reconstruction of Configuration Space

1) Reduction of DOF: We deal with the problem that multiple mobile robots transport an object around it. The DOF of

(a)

(b)

Fig. 6. Model of the object and the robots. (a) DOF of the object and the robots. (b) Arrangement of the robots in the object coordinate.


Fig. 7. Reduction of DOF.
the object is six $(x, y, z, \alpha, \beta, \gamma)$, and the DOF of robots is $3 r$ $\left(x_{m}, y_{m}, \gamma_{m}\right)(m=1, \ldots, r, r$ : the number of robots). The DOF of the C-space is $(6+3 r)$, as shown in Fig. 6(a).

Because of the high-dimensional C-space, we reduce the dimensions of the C -space using the feature of transportation with mobile robots. In a transportation task with mobile robots, the possible paths and motions are limited and are different from the paths in the problems of free flying objects. Robots cannot transport the object while changing its posture in a complicated way. Therefore, they change the object's posture from one grounded state in which one face of the object contacts the floor to another grounded state. These states are abstracted as characteristic configurations, and the planner uses these configurations to find a practical path.

The positions and orientations of the robots can be considered as an arrangement of the robots in the object coordinate, Fig. 6(b).

The reconstructed C-space is shown in Fig. 7. In Fig. 7, $C_{\text {pos }}$ corresponds ( $x, y$ ) in Fig. 6(a) (2DOF). The variable ( $v_{x}, v_{y}$ ) about $C_{\mathrm{pos}}$ axis can be changed by the position change operation, Fig. 4(a). When $v_{x}$ changes, the position of the object's reference point about the $x$ axis changes, and, when $v_{y}$ changes, the position about the $y$ axis changes. The relative relationship between the robots and the object does not change.
$C_{\text {ori }}$ corresponds $\gamma$ in Fig. 6(a) and expresses it as the orientation of the object and the robots (1DOF). The variable $v_{\gamma}$ about


Fig. 8. Path planning in the reconstructed C -space.
the $C_{\text {ori }}$ axis can be changed by the orientation change operation, Fig. 4(b). When $v_{\gamma}$ changes, the orientation of the object's reference point about the $z$ axis changes. The relative relationship between the robots and the object does not change.
$C_{\text {arr }}$ corresponds to ( $\theta_{1}, \theta_{2}, \ldots, \theta_{r}$ ) in Fig. 6(b) and expresses them as the arrangement (formation) of mobile robots (1DOF). The variable $v_{a}$ about the $C_{\text {arr }}$ axis can be changed by the arrangement change operation, Fig. 4(c). When $v_{a}$ changes, the formation of the robots (the relative relationship between the robots and the object) changes. The position and orientation of the object do not change.
$C_{\text {face }}$ corresponds ( $\alpha, \beta$ ) and $z$ in Fig. 6(a) and expresses them as the face of the object contacting the floor (1DOF). The variable $v_{f}$ about the $C_{\text {face }}$ axis can be changed by the face change operation, Fig. 4(d). When $v_{f}$ changes, the object's face that touches the ground changes.

Accordingly, $(6+3 r)$ DOF can be reduced to 5DOF. The whole reduced C-space $C_{\text {all }}$ is expressed as follows: $C_{\text {all }}=$ ( $C_{\text {pos }}, C_{\text {ori }}, C_{\text {arr }}, C_{\text {face }}$ ) (Fig. 8).The collision-free path from the start configuration to the goal configuration can be searched in this continuous C-space. However, the computation costs to search for the path are larger in the continuous C -space than in the discrete C-space. Therefore, after reducing the DOF of C-space, we discretize each DOF. Concerning the $C_{\text {pos }}$, an octree method is adopted. The other DOF (IV-C.2) is discretized in a certain resolution (IV-C.3). Eventually, a graph that consists of nodes and arcs is generated (IV-C.4).
2) Representation of the Environment: In our method, all things (object, robots, and obstacles) are represented by an octree, which is the approximate cell decomposition method for a 3-D environment. By using the octree method to represent them, all things can be dealt with in the same way, and the number of cells is small compared with that in the exact cell decomposition method. When we solve problems with a high-dimensional C-space, this representation is efficient and practical. In our method, we aim at a resolution-complete and efficient planner.

A 2-D environment represented by a quadtree is shown in Fig. 9(a), and a 3-D environment represented by an octree is shown in Fig. 9(b). Cells are divided into white ones (free space) and black ones (obstacles). The object and robots can be represented as one object because the formation of the robots is not changed while they are transporting the object, Fig. 9(c). As to the object and robots, cells where the object and robots exist are called the object cell $A_{\text {obj }, j}$ ( $j$ : cell number).

For representing the environment by an octree, $C_{\text {pos }}$ is discretized. The reference point of the object $\left(v_{x}, v_{y}\right)$ can only move from the present position (present node) to the adjacent cells in an octree representation. A path free from obstacles can


Fig. 9. Representation by approximate cell decomposition. (a) 2-D environment (quadtree). (b) 3-D environment. (c) Robots and the object. (d) Collision check between two cells.


Fig. 10. Constraints and individual robot motions in the primitive operations. (a) Position change operation $\left(C_{\mathrm{pOs}}\right)$. (b) Orientation change operation $\left(C_{\mathrm{ori}}\right)$. (c) Arrangement change operation $\left(C_{\mathrm{arr}}\right)$.
be found efficiently as a sequence of white cells from a start configuration to a goal.
3) Discrete Configuration Space: A discrete representation of $C_{\mathrm{pos}}$ is obtained by an octree. We discretize the other DOF and explain the constraints and the individual robot motions in each DOF.
As to $C_{\text {pos }}$, the constraints are that the object can change the position only to the adjacent cells and the robots cannot change their relative position to the object (the position change operation). The individual robot motions are planned as straight-line trajectories to the next cell, Fig. 10(a).

As to $C_{\text {ori }}$, the constraints are that the object can change the orientation only in the present cell and the object and the robots cannot change their position (the orientation change operation). The individual robot motions are planned as circle trajectories around the object's reference point, Fig. 10(b). $C_{\text {ori }}$ is discretized in a certain resolution. When the number of the division is $D_{\text {ori }}$, the resolution of $C_{\text {ori }}$ is $2 \pi / D_{\text {ori }}$ radian and the object's orientation can change in every $2 \pi / D_{\text {ori }}$ rad.


Fig. 11. Discrete representation of the reconstructed C-space. Graph is constructed by nodes and arcs.

As to $C_{\text {arr }}$, the constraints are that the robots can change their relative position (arrangement) to the object and the object cannot change its position or orientation (the arrangement change operation). The individual robot motions are planned straight-line trajectories along the object's surface, Fig. 10(c). $\theta_{i}$, Fig. 6(b), is discretized in a certain resolution. When the number of divisions of each robot angle $\theta_{i}$ is $D_{\text {arr }}$, the resolution of $\theta_{i}$ is $2 \pi / D_{\text {arr }}$, and the number of state becomes $D_{\text {arr }} C_{r}$ ( $r$ : the number of robots). $D_{\text {arr }}$ is set not to collide with each robot.

The time to realize each operation is calculated by the length of the trajectory and the velocity of the robots. These two variables are used in the $A^{*}$ search as costs (Section IV-D). The sweep areas of the robots and the objects are expressed by an octree method, and collision checks are done between the obstacles and the sweep areas.

As to $C_{\text {face }}$, we discretize $C_{\text {face }}$ by using $M=\left(m_{i j}\right)$, as mentioned in Section IV-B. When $m_{i j}=1$, these configurations are adjacent. The $C_{\text {face }}$ dimension of the reduced C-space is coupled with the location of the object. The reference point of the object $\left(v_{x}, v_{y}\right)$ changes after the face change operation, and the changed $v_{x}$ and $v_{y}$ are computed in the local manipulation planner. The changed values are used for planning afterward. The constraints and the individual robots are planned in the local manipulation planner (Section V). Collision checks are also done (Section V-G).
4) Graph Representation: After a discrete representation of the reconstructed C -space is done, the graph constructed by nodes and arcs can be generated (Fig. 11). One node represents one discrete configuration $\left(v_{x}, v_{y}, v_{\gamma}, v_{a}, v_{f}\right)$. The arcs between two nodes that are adjacent in the discrete C -space $C_{\text {pos }}, C_{\mathrm{ori}}$, $C_{\mathrm{arr}}$, or $C_{\text {face }}$ are generated. Only one between $C_{\mathrm{pos}}, C_{\mathrm{ori}}, C_{\mathrm{arr}}$, and $C_{\text {face }}$ can change when the present state goes to the adjacent node. This means that one arc means four primitive operations. One arc means the position change operation [(a) in Fig. 11], the orientation change operation [(b) in Fig. 11], the arrangement change operation [(c) in Fig. 11], or the face change operation [(d) in Fig. 11]. We can find a collision-free path from a start node to a goal node with a graph search.
The above can be explained as follows: basically and actually, the path of the object is planned in a 3-D C-space consisting of the object's position (2DOF, (a) in Fig. 11) and the object's orientation about the perpendicular axis to the ground (1DOF, (b) in Fig. 11). We consider the 2-D model, in which the appearance of the object's shape (including robots) changes when the object's face that touches the ground (1DOF) and the robot ar-


Fig. 12. Potential field. (a) $P_{\mathrm{rep}}$. (b) $P_{\text {att }}$. (c) $P_{u i}$.
rangement change (1DOF) and the model moves in the previously mentioned 3DOF C-space.

## D. Graph Search Method

We adopt the $A^{*}$ search as a graph search method. The $A^{*}$ search is a good heuristic search method that can find an optimal solution efficiently if the heuristic function is admissible and monotonic. In our method, we find the path that is free from obstacles and the collision check is needed between the nodes in the discretized graph. As all things are represented in the same way (cells by an octree method), a collision check between two things can be easily done by checking the overlaps of cells, Fig. 9(d). Note that, in this method, the path planning is executed in C-space. However, a C-Obstacle does not compute positively, and the planner checks the collisions in the real world space (not in C-space). This is because the computation costs become larger to calculate a C -Obstacle than to check collisions in real space.

A graph search is performed by using the following evaluation function $f$

$$
\begin{equation*}
f(n)=w_{g} g(n)+w_{h} h(n) \tag{9}
\end{equation*}
$$

where
$g(n) \quad$ cost function from the start node to node $n$;
$h(n) \quad$ heuristic (estimated cost) function from node $n$ to the goal node;
$w_{g} \quad$ weight coefficient of a cost function $g(n)$;
$w_{h} \quad$ weight coefficient of a heuristic function $h(n)$.
The weight coefficient of a cost function $w_{g}$ is set as 1 or 0 . When $w_{g}=1$, we can find an optimal path. When $w_{g}=0$, we can find a path quickly but cannot find an optimal path. When $w_{h}=0$, the graph search method is the same as Dijkstra's search. When $w_{h} / w_{g}>1$, the heuristic function becomes nonadmissible, but the graph search may be faster if optimality is sacrificed.

The cost function $g(n)$ consists of $g_{\text {time }}(n)$ and $g_{\text {danger }}(n)$. The cost function $g_{\text {time }}(n)$ means the time to transport the object from the start node to the node $n$. The cost function $g_{\text {danger }}(n)$ means the danger to collide with obstacles [38].

$$
\begin{align*}
g(n)= & g_{\text {time }}(n)+w_{d} g_{\text {danger }}(n) \\
= & g_{\text {pos }}(n)+g_{\text {ori }}(n)+g_{\text {arr }}(n)+g_{\text {face }}(n) \\
& +w_{d} g_{\text {danger }}(n) \tag{10}
\end{align*}
$$

where
$g_{\text {pos }}(n) \quad$ time to realize the position change operation;
$g_{\text {ori }}(n) \quad$ time to realize the orientation change operation;
$g_{\text {arr }}(n) \quad$ time to realize the arrangement change operation;
$g_{\text {face }}(n) \quad$ time to realize the face change operation;
$w_{d} \quad$ weight coefficient of $g_{\text {danger }}(n)$.
The cost function $g_{\text {danger }}(n)$ is calculated using the distance $d$ from the nearest obstacle to the robots and the object

$$
\begin{equation*}
g_{\text {danger }}(n)=\frac{1}{d} \tag{11}
\end{equation*}
$$

After the cost function $g$ is defined in (10), the $A^{*}$ search is used to find the path in the C-space from the start configuration to the goal configuration to minimize (10). By using this function, we can gain a path that is far from obstacles, and the total time in which robots accomplish the transportation task is short.

The heuristic function $h(n)$ is defined in (12).
$h(n)=h_{\mathrm{pos}}(n)+h_{\mathrm{ori}}(n)+h_{\mathrm{arr}}(n)+h_{\mathrm{face}}(n)+h_{\text {danger }}(n)$
where
$h_{\text {pos }}(n) \quad$ estimated time of the position change operation
to reach the goal,
$h_{\text {ori }}(n) \quad$ estimated time of the orientation change operation to reach the goal;
$h_{\text {arr }}(n) \quad$ estimated time of the arrangement change operation to reach the goal;
$h_{\text {face }}(n) \quad$ estimated time of the face change operation to reach the goal;
$h_{\text {danger }}(n)$ estimated danger to reach the goal.
We can estimate $h_{\text {ori }}, h_{\text {arr }}$, and $h_{\text {face }}$ easily by comparing the state at the present node $n$ with the goal node. These three heuristic functions are admissible because the estimated number of these operations does not always exceed the actual number. $h_{\text {pos }}$ can be easily chosen to be the straight line distance to the goal that is a common choice in motion planning algorithms, where the C-space is similar to the workspace. However, $h_{\text {pos }}$ and $h_{\text {danger }}$ cannot be separated because $h_{\text {danger }}$ is related strongly to the path. Moreover, $h_{\text {danger }}$ cannot be estimated easily because a path becomes complicated under concave obstacles. Therefore, we use a potential function to estimate the distance from the goal and the danger cost together. $h_{\text {pos }}$ and $h_{\text {danger }}$ are expressed as a potential function.

A potential field is constructed with a repulsive force from obstacles and an attractive force from a goal configuration (Fig. 12).


Fig. 13. Three potential fields. (a) Euclid potential field. (b) Wavefront potential field. (c) Skeleton wavefront potential field.

The total force from the potential field, where the configuration of the object and robots is $x_{j}$, can be calculated as a sum of the force acted on the object cell $A_{\text {obj }, j}(j=1, \ldots, k)$, see Fig. 9(c). The total force acted on $x_{j}$ is defined in (13), and $h_{\text {pos }}$ and $h_{\text {danger }}$ are defined in (14) ( $c$ is the number of the object cell). In (14), we sum up the potential over the cells on the path found from the potential field.

$$
\begin{align*}
P_{w}\left(A_{\mathrm{obj}, j}\right) & =P_{\mathrm{att}}\left(x_{j}\right)+P_{\mathrm{rep}}\left(x_{j}\right)  \tag{13}\\
h_{\mathrm{pos}}(n)+h_{\text {danger }}(n) & =\sum_{i=1}^{c} P_{w}\left(A_{\mathrm{obj}, i}(n)\right) \tag{14}
\end{align*}
$$

where

$$
\begin{array}{ll}
x_{j} & \text { reference point of object cell } C_{\mathrm{obj}, j} ; \\
P_{w}\left(A_{\mathrm{obj}, j}\right) & \text { force acted on the object and robots; } \\
P_{\text {rep }}\left(x_{j}\right) & \text { repulsive force from obstacles; } \\
P_{\mathrm{att}}\left(x_{j}\right) & \text { attractive force from the goal. }
\end{array}
$$

In this paper, we adopt three potential fields: (A) Euclid potential, (B) Wavefront potential, and (C) Skeleton wavefront potential. As to the Euclid potential field, we adopt the potential field mentioned in [39], which is one of the simplest potential functions. Concerning the wavefront potential field, we use the concept of the wavefront expansion mentioned in [3]. As to the skeleton wavefront potential field, we generate the potential fields with the skeleton method and wavefront expansion [8]. The potential fields are generated in the real world space and not in C -space to reduce the computation costs, as in the octree mentioned in IV-C. 3 (The path planning is executed in C-space).

The three potential fields are shown in Fig. 13, and this potential function is normalized with the velocity of the robots. Therefore, the dimension of the potential function is the same as the dimension of the time. In order to set the repulsive force from obstacles to be smaller than $d$ and the attractive force from the goal to be smaller than the time of the real robot motion speed, $h_{\text {pos }}+h_{\text {danger }}$ becomes admissible.
The evaluation function $f$ defined in (9) is not always the heuristic function that has monotonicity [40]. Therefore, we can make a monotonic heuristics with a pathmax

$$
\begin{equation*}
f\left(n^{\prime}\right)=\max \left(f(n), g\left(n^{\prime}\right)+h\left(n^{\prime}\right)\right) \tag{15}
\end{equation*}
$$

where $n^{\prime}$ is a child node of $n$.


Fig. 14. Simulation result. A trajectory of the object from the start position to the goal position.

The heuristic function used in this search is not necessarily admissible. However, this search method can efficiently find appropriate solutions within a practical time.

## E. Simulation

We verified the global path planner through the simulation. The motion planner computes the paths in which two robots transport an L-shape large object in a 3-D environment.

Simulation results are shown in Figs. 14 and 15. The positions (a) - (j) shown in Fig. 14 correspond to Fig. 15(a)-(j). When the robots pass through a narrow space (for example, $a \rightarrow c, c \rightarrow d$, or $f \rightarrow g$ ), the robots execute the orientation change operations and the arrangement change operations. When the robots must pass through a very narrow space (for example, $h \rightarrow j$ ), the robots execute the face change operation in a wide space ( $g \rightarrow h$ ). The manipulation way is planned with the local manipulation planner mentioned in the next section.

The result of simulations shows that the global path planner can generate collision-free paths of the robots and object in a certain complicated environment where the number of obstacles is over 10 and includes hollow objects and some other complex situations [39].

However, in a specially complicated case (for example, the door is too narrow for robots to handle the object's complicated shape, and the robot must go through the door without handling it), this planner cannot find a solution because the robots never move away from the object in the position change operation, in


Fig. 15. Simulation result. Overview of the robots and the object in each step.
the orientation change operation, or in the arrangement change operation.

Qualitative analysis is carried out in Section VI.

## V. Local Manipulation Planning

## A. Outline of Local Planner

In the local manipulation planner, the motions of the robots and object are planned while they manipulate it (the face change operation). At first, we formulate the manipulation under the assumption that the object moves quasi-statically (Section V-B). From the result of the analysis, we make a stable domain graph that indicates the position of the stick and the angle of the object when the object is stable (Section V-C). In the next step, we select characteristic points at which the operation method may change in the stable domain graph and make an operation graph that indicates the discretized object's motion (Section V-D). After searching the manipulation way in the operation graph, the actual robot motions are planned (Section V-E).


Fig. 16. 2-D model of an object. The formulation is done according to the quasi-static analysis.

## B. Formulation of Manipulation

Under the assumptions in Section III-E and the situation mentioned in Fig. 16, a 2-D model can express this situation in the local manipulation planner. We can describe these constraints about the object

$$
\begin{align*}
F_{s}+F_{e}+F_{g} & =0  \tag{16}\\
P_{s} \times F_{s}+P_{g} \times F_{g} & =0 \tag{17}
\end{align*}
$$

where
$F_{s} \quad$ force at stick point $S$;
$F_{e} \quad$ force at contact point $O$;
$G=(0,-m g)$ force at the center of the mass;
$P_{s}=(x, y) \quad$ position of the stick;
$P_{g}=\left(x_{g}, y_{g}\right) \quad$ center of the mass of the object.
Let $f_{s}$ be the normal contact force at $S$, and let $f_{e}$ be the normal contact force at $O$

$$
\begin{align*}
& F_{e}=f_{e} n_{e}+\alpha_{e} \mu_{e} f_{e} d_{e}  \tag{18}\\
& F_{s}=f_{s} n_{s}+\alpha_{s} \mu_{s} f_{s} d_{s} \tag{19}
\end{align*}
$$

where $n_{s}=\left(u_{n}, v_{n}\right)$ and $d_{s}=\left(u_{d}, v_{d}\right)$.
From (16) to (19), we obtain the following equation:

$$
\begin{align*}
f_{s} u_{n} & +\alpha_{s} \mu_{s} f_{s} u_{d}+\alpha_{e} \mu_{e} f_{e}=0  \tag{20}\\
f_{s} v_{n} & +\alpha_{s} \mu_{s} f_{s} v_{d}+f_{e}-m g=0  \tag{21}\\
f_{s}\left(x v_{n}-y u_{n}\right) & +\alpha_{s} \mu_{s} f_{s}\left(x v_{d}-y u_{d}\right) \\
& -m g\left(x_{g} \cos \theta-y_{g} \sin \theta\right)=0 \tag{22}
\end{align*}
$$

where
$f_{s}$ force at $S$;
$f_{e} \quad$ force at $O$;
$\mu_{s, e} \quad$ coefficient of friction at $S, O$;
$m$ mass of the object;
$\theta$ angle of the object.
We can know whether the object is stable or not by solving (20)-(22) under the constraint of inequalities (23)-(27)

$$
\begin{align*}
f_{e} & \geq 0  \tag{23}\\
f_{s} & \geq 0  \tag{24}\\
\left|\alpha_{e}\right| & \leq 1  \tag{25}\\
\left|\alpha_{s}\right| & \leq 1  \tag{26}\\
f_{s} & \leq F_{\max } \tag{27}
\end{align*}
$$

where $F_{\max }$ is the maximum force of a robot.


Fig. 17. Stable domain of Edge 1. (a) Parameter $a_{i}$ and $\theta$. (b) Stable domain graph.

Inequalities (23)-(24) mean that the object is always in contact with the stick and the floor. Inequalities (25)-(26) mean that the object does not slip and remains stable. Inequality (27) means that the robots do not apply force to the object beyond their ability.

## C. Stable Domain Graph

We make a stable domain graph that indicates the position of the stick and the angle of the object when the object is stable. The $Y$ axis means that parameter $a_{i}$ shows the contact position with the object, and the $X$ axis means that parameter $a_{i}$ shows the angle of the object (Fig. 17). The parameter $a_{i}\left(0 \leq a_{i} \leq 1\right)$ expresses the contact point of the stick at Edge $i$ of the object. For example, when $a_{1}=0$, the stick contacts the object at Vertex 1 . When $a_{1}=0.5$, the stick contacts the object at the center of Edge 1.

The object is stable if the parameter $\left(\theta, a_{i}\right)$ is in a stable domain. Therefore, if the object is operated in this domain, the object manipulation will not fail. Because the number of edges is four in the case of rectangles, four stable domain graphs, which show a stable domain for each edge, are generated, Fig. 18(a). In addition, the limitation on the movement of robots (for example, the end-effectors' height, which is limited from $h_{\text {min }}$ to $h_{\text {max }}$ ), can be considered in the stable domain graph.

The effects of motion errors of the mobile robots and environmental indefiniteness are taken into consideration. The error factors that influence a stable domain are (i) the motion errors of mobile robots, and (ii) the accuracy of given data and the change of a coefficient of friction. Concerning the former problem, we search for a domain where the stability of the object is maintained if a position error $( \pm \Delta x$ or $\pm \Delta y)$ exists on the position of the stick. We can put the bend of the stick on this position error. As to the latter problem, we search for a domain where the stability of the object is maintained if the coefficient of friction $\mu_{s, e}$ changes within the range of $\pm \Delta \mu_{s, e}$. The input data errors (position of the center of the mass $\left( \pm \Delta x_{g}, \pm \Delta y_{g}\right)$, mass of the object $\pm \Delta m$ ) can be considered. The stable domain graph considering the motion errors is shown in Fig. 18(b). In Fig. 18(b),


Fig. 18. Stable domain graph of each edge. (a) Stable domain graph without errors. (b) Stable domain graph with errors.
the domain is reduced compared with Fig. 18(a). In the domain of difference between the domain in Fig. 18(a) and (b), work fails when there are motion errors or another factors.

## D. Operation Graph

We generate the operation graph and utilize it to plan the motions of the robots efficiently. The procedure of generating the operation graph is as follows. First, we select characteristic points where the operation method may change in the stable domain graph. Concretely, we choose the points whose $\theta$ values are the largest and the smallest in a stable domain, Fig. 18(b). These points are regarded as nodes in the operation graph. Therefore, in the operation graph, all nodes that have physical meanings are collected, Fig. 19(a). The information that the nodes hold in the operation graph consists of the edge number and the angle of the object $\theta$. In the operation graph, information about $a_{i}$ is not considered to plan the motions of the sticks efficiently.

In the operation graph, the pose change of the object is planned with movement from one node to another. In the rectangle case shown in Fig. 17(a), the pose change is performed by moving from node $n_{2}(0 \mathrm{rad})$ to node $n_{7}(\pi / 2 \mathrm{rad})$.

In the operation graph, the arc between two nodes indicates three types of operation methods, i.e., (a) the continuous operation, (b) the hand-over operation, and (c) the transfer operation. The arc that is a horizontal line between two nodes indicates the continuous operation, Fig. 19(a). In this operation, it is possible to change the angle of the object without changing the edge that the stick contacts. During the continuous operation, the contact point of the stick continuously changes. This means that $a_{i}$ in the stable domain graph changes continuously. The perpendicular arc indicates the hand-over operation, Fig. 19(b). In this operation, it is possible to change the edge that the stick contacts without changing the angle of the object. Nodes $n_{8}$ and $n_{9}$ are newly generated in the operation graph. The oblique arc indicates the transfer operation, Fig. 19(c). In this operation, it is possible to change both the angle of the object and the edge that the stick contacts. This operation is performed when there is no stable domain between two nodes.

To express the difficulties of these operations, the distance of the arc, which means the moving cost between two nodes, is introduced. Then, the problem of choosing the manipulation


Fig. 19. Operation graphs and operations. (a) Continuous operation. (b) Hand-over operation. (c) Transfer operation.
method among three operations goes back to the problem of finding the shortest path. A long distance from the start node to the goal node means that the pose changing operation of the object is difficult. Therefore, we choose the shortest path because the pose-changing task can be performed easily. The distance (cost) of each arc is defined in (28) ( $\Delta \theta$ means the change of the object angle). In our planner, we set $A_{a}=1, A_{b}=10^{2}$, $A_{c}=10^{6}, B_{a}=0, B_{b}=10^{2}$, and $B_{c}=10^{-1}$.

$$
\begin{equation*}
\operatorname{cost}_{a, b, c}=A_{a, b, c}\left(\Delta \theta+B_{a, b, c}\right) \tag{28}
\end{equation*}
$$

Accordingly, the costs are determined as follows: $\operatorname{cost}(a)<$ $\operatorname{cost}(b)<\operatorname{cost}(c)$. The cost of the continuous operation is lower because it is the easiest way to manipulate the object. This operation can be accomplished with one stick, and the total time of operation is the shortest compared to that of other operations. The cost of the transfer operation is higher, on the other hand, because it is the most difficult. This operation needs two sticks, and the object is not stable during this operation. When this operation is performed, a greater effect of the uncertain factor of the environment must be considered compared with other operations.

After the costs of arcs are determined, the $A^{*}$ search algorithm is used to solve the shortest path-planning problem. From the result of the search, the shortest path is gained; $n_{2}$ (initial state) $\rightarrow n_{8} \rightarrow n_{3} \rightarrow n_{6} \rightarrow n_{9} \rightarrow n_{7}$ (goal state). Path $n_{2} \rightarrow n_{8} \rightarrow n_{3}$ means the continuous operation on Edge 1. Path $n_{3} \rightarrow n_{6}$ means the transfer operation between the stick on Edge 1 and Edge 3. Path $n_{6} \rightarrow n_{9} \rightarrow n_{7}$ means the continuous operation on Edge 3.

The position where the stick comes in contact with each edge $\left(a_{i}\right)$ is not determined. The result obtained here is the order of the operation in which the stick comes into contact with each edge. The orbit of the stick is not determined at present.

## E. Determination of Stick Orbit

In this research, the stick orbit is determined after a procedure of object operation is determined. If it is a manipulation method for fixed manipulators, the orbit of the contact position where the force applied to the stick is always minimized may be good. For example, when the stick contacts Edge 1, the continuous operation where $a_{1}$ is near 0 leads to the situation in which the control force is minimum.

However, when optimizing the control force, the orbit of a stick becomes nearly circular in shape. In this case, the perpendicular and the horizontal speed of the stick need to be controlled in a complicated way every time. his carries the risk of causing the task to fail, for it is inconvenient for mobile robots to make a complicated operation.

Then, the stick orbit of the continuous operation is such that mobile robots can easily control it. In this research, a straight-line orbit is adopted.

The stick positions when the continuous operation begins and ends are determined to minimize the force at these points, and the meantime is connected linearly.

In the rectangle operation dealt with here, the locus of each stick is, respectively, shown in Fig. 20(a-1), and the orbit is in a stable domain, Fig. 20(a-2). When the orbit is out of the stable domain, the stick positions of the beginning and the end are


Fig. 20. Decision of stick orbit. (a) Continuous operation. (b) Hand-over operation. (c) Transfer operation.

TABLE I
Parameters for Simulation of Manipulation

| Size of object | $0.50 \mathrm{~m} \times 1.00 \mathrm{~m}$ |
| :--- | :---: |
| Mass of object | 4.00 kg |
| Friction coefficient | 0.20 |
| Mass of gravity | Center of object |
| Max force of robots | 19.6 N |
| [Condition 1] | Without errors |
| Condition 2$]$ | Consider errors |
| Montion errors of robots | $( \pm 0.04 \mathrm{~m}, \pm 0.01 \mathrm{~m})$ |
| Mass, friction coefficient | $\pm 10 \%$ |
| Center of mass of object | $( \pm 0.01 \mathrm{~m}, \pm 0.01 \mathrm{~m})$ |
| [Condition 3] | With limitation |
| Movable range of stick height | $0 \mathrm{~m}-0.50 \mathrm{~m}$ |

suitably changed. Then, a solution in which the orbit is always in the stable domain is searched.
The way in which the hand-over operation and the transfer operation are generated is shown in Fig. 20(b) and (c), respectively. The straight-line orbits are also adopted in these operations.

## F. Simulations

Table I shows parameters for simulations of an object manipulation. The manipulation method of the object shown in Fig. 21 is planned off-line by the local manipulation planner.

In Condition 1, the motion errors of robots are not considered. Therefore, a dangerous manipulation method is planned, and the robots contact the vertexes, Fig. 21(a). If there are very few motion errors, the manipulation fails. In Condition 2, the motion errors of robots are considered. The manipulation method is robust for the motion errors, Fig. 21(b), because the robots contact


Fig. 21. Planned manipulation method. (a) Without errors. (b) With errors. (c) With limitation of stick movable range.


Fig. 22. Orbit of sticks in the case (planning result with motion errors) of Fig. 21(b).
the edges with margins from the vertex. The orbit of sticks in this case (planning result with motion errors) is shown in Fig. 22.

In Condition 3, the limitations of the movable range of the sticks and the motion errors of robots are considered, Fig. 21(c). When the stick cannot move to a high position, the robots touch at low positions and realize the manipulation.

The results of simulations show that our proposed local manipulation planner can cope with various situations.

## G. Manipulation Cost and Manipulation Space

The manipulation space where robots work with an object is represented by the cell decomposition method (the octree method). The manipulation cost, which means the total time to finish the manipulation, is calculated in the local manipulation planner. The information is used in the global path planner.

## VI. Evaluation of the Motion Planner

We verified the proposed planner in this paper through a simulation. After a few experiments, we picked the skeleton wavefront potential and the coefficients for the $A^{*}$ search in global motion planning. When the environment becomes complicated and the distance between the start and the goal becomes large, the effectiveness of the skeleton wavefront potential stands out, and the number of the open node $N_{\text {open }}$ becomes the smallest (about one fourth smaller in comparison with the Dijkstra's algorithm using the Euclid potential).

The motion planner computes the paths in which two robots transport an L-shape large object in a 3-D environment. Simulation results of the global path planner and the local manip-


Fig. 23. Simulation results. Result of global path planning.


Fig. 24. Simulation results. Result of local manipulation planning at point A in Fig. 23.
ulation planner are shown in Figs. 23 and 24, respectively. (In Fig. 24, obstacles are not displayed because of the simplicity of observation). In Fig. 23, the robots transport the object while avoiding obstacles, and they change the pose of the object at points A and B . The number of manipulation times can be reduced. In Fig. 24, the manipulation way of the object at point A is computed. In this simulation, an objective task has been realized without failure, i.e., the object did not slip or fall down due to motion errors of the robots and environmental indefiniteness.

It takes about 3000 CPU s to compute the path of the object and robots with Ultra SPARC-II ( 334 MHz ) in the global path planning. In this simulation condition, $N_{\text {open }}$ is about 2500 , and it takes about 600 CPU s to compute one manipulation way in the local manipulation planner. The whole computation time is about 6000 CPU s . The environment is $12.8 \mathrm{~m} \times 12.8 \mathrm{~m} \times 12.8$
m . The resolution of the global path planning is 0.1 m , and that of the local manipulation planning is 0.01 m and $1.0^{\circ}$.

This shows that, despite the complexity of the problem, our proposed planner can efficiently find appropriate solutions within a practical time.

## VII. CONCLUSION

In this paper, we proposed a motion planning method for cooperative transportation of a large object by multiple mobile robots in a 3-D space. We divided the motion planner into a local manipulation planner and global path planner.

For the global motion planner, we reduced the dimensions of the C-space and could find a solution by searching in this smaller dimensional C -space using the potential function. For the local manipulation planner, we considered the motion errors in a planning stage beforehand and built a manipulation technique that is suitable for position-controlled mobile robots. After constructing the two planners, we integrated them. In other words, a gross motion planner and a fine motion planner could be integrated by our method.

Simulations have verified the effectiveness of the proposed planning method.
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