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Abstract

Overlay routing has emerged as a promising approach to improving performance and reliability of In-

ternet paths. To fully realize the potential of overlay routing under the constraints of deployment costs in

terms of hardware, network connectivity and human effort, it is critical to carefully place infrastructure

overlay nodes to balance the trade-off between performance and resource constraints. In this paper, we

investigate approaches to perform intelligent placement of overlay nodes to facilitate (i) resilient routing

and (ii) TCP performance improvement. We formulate objective functions to accurately capture appli-

cation behavior: reliability and TCP performance, and develop several placement algorithms, which

offer a wide range of trade-offs in complexity and required knowledge of the client-server location and

traffic load. Using simulations on synthetic and real Internet topologies, and PlanetLab experiments,

we demonstrate the effectiveness of the placement algorithms and objective functions developed, re-

spectively. We conclude that an approach, hybrid of random and greedy approaches, provides the best

tradeoff between computational efficiency and accuracy. We also uncover the fundamental challenge in

simultaneously optimizing for reliability and TCP performance, and propose a simple unified algorithm

to achieve the same.

1 Introduction

Overlay routing has recently emerged as a promising approach to improving efficiency and reliability

of Internet paths. In overlay routing, an end host has the flexibility in routing its traffic to its destination

through one or multiple intermediate overlay nodes. By properly selecting the intermediate overlay

nodes, the end host can optimize a variety of objectives. For example, overlay routing has been used

to improve reliability of Internet paths in Detour and RON [1, 2]. It has also been used for improving

TCP throughput [3, 4] by breaking the end-to-end feedback loop between a source and a destination

into multiple pipelined sub-loops using overlay nodes. Moreover, it has been used to perform multipath

routing to optimize end-to-end performance [5]. While previous work has focused on overlay routing

given a set of overlay nodes, this paper addresses the problem of choosing the set of overlay nodes to

maximize the gain due to overlay routing.

There are two broad types of overlay networks: peer-to-peer networks and infrastructure overlay

networks. A peer-to-peer network (p2p) is a highly dynamic environment governed by the churn of the

peer nodes. Compared with highly dynamic p2p, an infrastructure overlay has much better connectivity,

higher persistence and availability. Moreover, it is typically managed by a single administrative entity.

Therefore, infrastructure overlays are the most effective in fully realizing the potential benefits of overlay

routing.
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While such a dedicated infrastructure overlay network deployment provides the target applications

or users the benefit of optimizing overlay routing performance, it also comes at a significant cost in

terms of time, hardware, network connectivity, and human effort in maintaining the system. Thus,

it is critical to carefully place infrastructure overlay nodes to balance the trade-off between overlay

application performance and resource constraints.

This paper investigates approaches to perform intelligent placement of infrastructure overlay nodes

for a generic set of overlay routing applications. The placement problem is stated as: Given M possible

locations for overlay nodes and a budget of k possible nodes, how to place k overlay nodes to optimize

some application-specific performance metric.

As a concrete example, we focus on the problem of overlay node placement in the context of the fol-

lowing two overlay routing applications: (i) improving routing reliability using SOSR [6] that employs

a single overlay node in the overlay path, and (ii) improving TCP throughput using SLOT [4] that lever-

ages multiple overlay hop paths. In this paper, we develop and evaluate a set of heuristics to achieve

improved application performance. Besides performance, one of the primary focus of our heuristics

is to allow for incremental deployment, as incremental deployability is indispensable under practical

constraints of budget and dynamic user traffic patterns.

We study the pros and cons various placement heuristics via simulations under a variety of topologies

and network conditions. We then conduct real experiments on the PlanetLab testbed to observe how well

the different heuristics, which try to optimize objective functions designed based on stable topological

and network properties such as underlying routing paths and path RTTs, perform in terms of more

abstract application layer performance metrics such as failure-recovery (reliability) and TCP throughput

gains that can not be easily incorporated into objective functions.

Since an overlay is typically used for more than one application, it is critical to simultaneously support

diverse applications using a common overlay infrastructure. Motivated by this observation, we further

explore how to place overlay nodes to simultaneously improve the performance of multiple applications,

in particular, reliability and TCP performance.

We make the following contributions in this paper.

• We propose objective functions to accurately capture application behavior, namely, reliability and

TCP performance. We formulate placement problems aiming to optimize the proposed objective

functions, and analyze their complexity.

• We develop a series of heuristics that operate with varied levels of topology and traffic information,

and provide different tradeoffs between complexity and performance. We extensively evaluate the

heuristics using simulations based on real and synthetic network topologies. Our results show that
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Figure 1: Example scenario explaining the work-

ing of SOSR.
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Figure 2: Example scenario explaining the work-

ing of SLOT.

on average intelligent placement techniques outperform random schemes by up to a margin of

100% for reliability (SOSR) and 200% for TCP performance (SLOT).

• We demonstrate the effectiveness of the objective functions and heuristics in capturing and op-

timizing abstract application performance metrics, namely, reliability and TCP performance via

PlanetLab experiments. The experiments show that intelligent placement techniques recover from

100% more number of failures with 80% probability for SOSR, and achieve 50% more throughput

gain for 40% of the cases for SLOT, as compared to random schemes.

• We identify the fundamental challenge in simultaneously optimizing for reliability and TCP per-

formance, and propose a simple unified algorithm to simultaneously optimize both objectives.

The rest of paper is organized as follows. We give a brief overview of SOSR and SLOT (§2). We then

develop objective functions and formulate the overlay node placement problem for SOSR and SLOT

(§3), and prove they are both NP-hard (§4). We develop several placement heuristics (§5). We present

our simulation methodology, results (§6) and PlanetLab experiments (§7). We explore the problem of

placement of overlay nodes for multiple applications (§8), followed by the related work (§9), and a

discussion on a few open issues (§10). Finally, we conclude with a summary (§11).

2 Background

In this section, we provide a brief background on the two sample overlay routing applications consid-

ered for the placement problem in this paper. The applications are chosen so that the placement problem

can be studied under two different conditions: (1) a scenario where a single overlay node is chosen in

overlay routing (SOSR), and (2) a scenario where multiple overlay hops are leveraged in overlay routing

(SLOT).

3



2.1 SOSR

Failure recovery using overlay routing has been studied in Detour [1] and RON [2]. Different from the

previous work, SOSR [6] proposes one-hop source routing approach to mitigate Internet path failures.

More specifically, upon path failures the source node randomly chooses four nodes as relays to re-route

traffic. SOSR is shown to recover from 20-56% failures. Figure 1 shows how a source node S uses

overlay paths S-O1-D, S-O2-D, S-03-D, and S-O4-D to reroute traffic.

2.2 SLOT

Next we consider SLOT (Shortened Loop Overlay Transport) [4], an infrastructure-based solution that

aims to increase the throughput of the standard TCP by exploiting the well-known relationship between

TCP throughput and round-trip-time. SLOT leverages overlay routing to break up an end-to-end TCP

connection into multiple shortened TCP (sub-)connections (with smaller RTTs) forming a multi-overlay-

hop path over which data bytes are pipelined to enable end-to-end transport. Since the throughput of an

end-to-end SLOT path is constrained by that of the worst overlay hop, SLOT chooses a multi-hop path

that minimizes the maximum RTT of the sub-connections. Figure 2 shows an example scenario: the

direct path between S and D with RTT 200 is split into a four-hop path: S − O1 − O2 − O3 − D with

an effective path RTT of 50.

3 The Overlay Placement Problem (OPP)

In this section, we first define the generic overlay placement problem. We then develop objective func-

tions for two special instances of OPP, namely, SOSR and SLOT. Note that the design of the objective

functions is completely governed by the application it is designed to optimize. Finally, we formulate the

respective overlay placement problems, namely, SOSR-Overlay Placement Problem (SOSR-OPP) and

the SLOT-overlay placement problem (SLOT-OPP). The problems are similar in nature but differ in the

way in which the objective function is defined.

Definition 1 (Generic Overlay Placement Problem) We state the overlay placement problem as a graph-

theoretic problem. Given a graph G = (V, E), where V is a set of N nodes and E is a set of edges

between these nodes that denote the underlying routing edges, a set I ⊆ V of M nodes that are potential

nodes for intermediary placement, and a set C ⊆ V × V of client-server pairs (c, s). The OPP problem

is to find a set K ⊆ I of k nodes such that it optimizes some overlay routing objective function.

In this paper, we consider uncapacitated overlay node placement problem that assumes unlimited

capacity at each overlay site. This is a reasonable assumption since it is much easier and less costly to
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add a node at an existing site than adding a node at a new site. In (§10), we further describe an extension

to handle capacitated overlay node placement problem. Throughout the paper, we use overlay sites and

overlay nodes interchangeably.

3.1 SOSR

Design of an objective function to capture reliability In order to capture reliability characteristics of

overlay routes, we develop the objective function objsosr. It assumes information about underlying rout-

ing hops between nodes and the traffic volume between the client-server pairs. Given this information

the objective function objsosr is defined as

objsosr =

∑
(c,s)∈CT [c, s] ∗ LO[(c, s), H(c, s)]

∑
(c,s)∈CT [c, s]

(1)

where T [c, s] is the traffic flowing between a client c and a server s, H(c, s) ⊆ K, and LO[(c, s), H(c, s)]

is the average pairwise overlap between a set of |H| + 1 paths, namely, one direct path from c to s, and

|H| single-hop detoured paths between the same two nodes. Overlap between two paths is defined as the

number of links (edges in the graph) that are common between the two paths. The direct path between

c and s is the shortest hop path between the two nodes and the detoured path via a hop m is a path

consisting of a direct path from c to m followed by another direct path from m to s.

While an overlay path containing multiple intermediate hops may provide more flexibility and less

overlap with the direct path, measurements in [6] have shown that one-hop detour is sufficient to signifi-

cantly reduce Internet routing failures. Hence in this paper, we will use one intermediate hop for overlay

routing for reliability.

Significance of the LO factor While it is important to find alternative paths with minimum overlap

with the direct path, it is imperative that the alternative paths themselves have as low pairwise overlap

among themselves as possible. To illustrate this further consider Figure 3. There are two sets of alter-

native overlay paths. The first set includes paths via O1, O2, O3, and O4. All detoured paths in this

set have zero overlap with the direct path, but have significant overlap among themselves. Such a set

of alternative paths is not desirable as simultaneous failures of links on the direct path and on the path

S → O1 implies failure of all the alternative paths from S to D. In contrast, the second set includes

paths via P1, P2, P3, and P4, all of which have zero overlap with the direct path as well as among

themselves. Clearly, such a set provides more reliability in case of multiple concurrent link failures.

The LO factor in objsosr is able to capture the abovementioned feature. By calculating the pairwise

overlap between all the paths, i.e., |H| detoured paths and a direct path ((|H| + 1)-choose-2 pairs), it

is ensured that all the alternative paths have minimum failure correlation and provide reliability under

5
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Figure 3: The significance of LO factor for the effectiveness of the sosr obj function in capturing relia-

bility properties of alternative overlay paths.

multiple failures. [7] shows that two paths experiencing failures show a correlation that depends on the

pairwise path overlap.

The cardinality of the set H(c, s) is critical. It should be not too small, otherwise, there would not be

enough options to choose from, and it should not be too large because it is impractical and inefficient to

detour data through such a large number of alternative paths. A suitable choice for |H| is four, as shown

in [6] based on Internet experiments. As in SOSR, set H(c, s) is randomly chosen from the set K for

each client-server pair. Thus, it is important to choose the set K in a manner such that objsosr is low

irrespective of what set is chosen as H(c, s).

SOSR Overlay Placement Problem (SOSR-OPP) Given an objective function objsosr to capture

reliability of overlay routing, we formally define the optimal placement problem for SOSR.

Definition 2 (k-Overlay Placement Problem for SOSR (k-SOSR-OPP))

INSTANCE: Same as the Generic OPP.

QUESTION: Is there a set K ⊆ I , such that objsosr ≤ B, where objsosr is given by (1) and B is a

constant.

3.2 SLOT

Design of an objective function to capture TCP performance Similar to SOSR, we develop objslot

to capture TCP performance of overlay routes. It also assumes that the information about the RTTs

between client and server pairs and the corresponding traffic volume are known. Given this information

the objective function objslot is defined as

objslot =

∑
(c,s)∈CT [c, s] ∗ RTT [c,s]

ORTT [c,s,k]
∑

(c,s)∈CT [c, s]
(2)

6



where RTT [c, s] is the RTT of the direct path between c and s, ORTT [c, s, l] is the best overlay RTT

possible between nodes c and s after l nodes have been chosen from K. The matrix ORTT [c, s, l] is

calculated in an incremental manner. Assuming that at any given time we have chosen i intermedi-

aries, and we choose the (i + 1)-th intermediate node a, then ORTT [c, s, i + 1] = min(ORTT [c, s, i],

max(ORTT [c, a, i], ORTT [a, s, i])). Note that unlike SOSR, for SLOT each client-server pair (c, s) is

allowed to route via multiple intermediate hops.

SLOT Overlay Placement Problem (SLOT-OPP) Given an objective function objslot to capture TCP

performance of overlay routing, we formally define the optimal placement problem for SLOT.

Definition 3 (k-Overlay Placement Problem for SLOT (k-SLOT-OPP))

INSTANCE: Same as the Generic OPP.

QUESTION: Is there a set K ⊆ I , such that objslot ≥ B, where objslot is given by (2) and B is a

constant.

4 Complexity Analysis

In this section, we first prove that OPP is NP-hard for SOSR when one intermediate hop per pair is

used in the overlay path. We then prove OPP is NP-hard for SLOT where multiple intermediate hops are

allowed in the overlay path.

4.1 SOSR-OPP is NP-hard

We prove that SOSR-OPP is NP-hard by first reducing it to a decision problem k-SOSR-OPP. We then

translate it to derive the k-SOSR-OPP-modified problem. Finally, we show that k-SOSR-OPP-modified

problem is the same as the k-median problem [8]. This sequence of steps prove that k-SOSR-OPP is

NP-complete and hence SOSR-OPP is NP-hard.

Definition 4 (The k-median problem (k-MP))

INSTANCE: Given a weighted graph G′ = (V ′, E ′), with edge-weights w(e). Given I ′ ⊆ V ′, and

C ′ ⊆ V ′.

QUESTION: Is there a set of nodes K ′ where K ′ ⊆ I ′ and |K ′| = k, such that the objective function
∑

c∈C′ w(ec) ≤ B, where w(ec) ≥ 0 and is the weight of the lowest-weighted edge from c to any node

k′ ∈ K ′?

Definition 5 (Modified k-Overlay Placement Problem for SOSR (k-SOSR-OPP-modified)) We modify

k-SOSR-OPP problem to a different version. From a graph Ḡ = (V̄ , Ē), in k-OPP-SOSR, we construct
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another graph G = (V, E).

INSTANCE: A graph G = (V, E) is constructed, where V = I ∪ U , where I and U are disjoint sets and

I = Ī . Each u ∈ U corresponds to a pair (c, s) ∈ C̄. The edges e ∈ E are such that e = (i, u), i.e., the

endpoints of such edges contain one node from I and one from U . The edge-weights of edge e is given

by ew(e) = ew(i, u) = ew(i, (c, s)) = LO[(c, s), H], where H is a singleton set such that H = u.

QUESTION: Is there a set K ⊆ I , such that
∑

u∈U w(eu) ≤ B, where w(eu) = min(ew(j, u)), ∀j ∈ K.

Theorem 1 The k-SOSR-OPP problem is NP-complete.

Proof: In this case, it is obvious that the k-MP and the k-SOSR-OPP-modified problem are the same.

Since the k-MP is known to be NP-complete, the k-SOSR-OPP-modified problem is also NP-complete.

Moreover, it is clear that a solution to the k-SOSR-OPP problem implies a solution to the k-SOSR-

OPP-modified problem and vice versa. This is so because by using a solution set K̄ for k-SOSR-OPP

and choosing all the nodes i ∈ I that correspond to k̄ ∈ K̄ gives the solution set K for k-SOSR-OPP-

modified that satisfies
∑

u∈U w(eu) ≤ B, and vice versa. Hence, k-SOSR-OPP is also NP-complete.

An observant reader should note that the above proof is for the case when the set H(c, s) in objsosr

is such that is the set that gives the least value of average pairwise overlap (LO[(c, s), H(c, s)]). The

case where H(c, s) is randomly chosen is a general case of the case proved here, and hence, trivially

NP-complete. Also, the proof assumes |H(c, s)| = 1. The general case, where |H(c, s)| > 1, is thus

trivially NP-complete. The case we have proved to be NP-complete also assumes the traffic to be unity

for all client-server pairs. However, the problem still remains NP-complete with arbitrary traffic weights

as the latter is a general case of the former problem.

4.2 SLOT-OPP is NP-hard

SLOT-OPP is different from SOSR-OPP in two ways. First, SLOT-OPP tries to maximize its objective

function while SOSR-OPP tries to minimize its objective function. Second, multiple intermediate hops

are allowed in SLOT-OPP while SOSR-OPP uses only a single overlay hop. Therefore we cannot directly

use the above proofs. In the following, we first obtain a decision version of the SLOT-OPP problem,

namely, k-SLOT-OPP. We prove that k-SLOT-OPP is NP-complete by reducing an instance of k-MP to

an instance of k-SLOT-OPP. This proves that SLOT-OPP is NP-hard.

Reduction We reduce a graph instance of k-MP (G′ = (V ′, E ′)) to a graph instance of k-SLOT-OPP

(G = (V, E)) as follows. For each node i ∈ I ′, we create a node i in G, which gives us a set X . For

each node c ∈ C ′, we create two nodes i′ and i′′, which gives us sets Y and Z, respectively. The set

of nodes V for graph G is given by V = X ∪ Y ∪ Z. We also denote the cardinality of the sets C ′, Y

8



and Z as P . For the reduced problem, the set of potential intermediaries I = X . Now we assign edge

weights (RTT) to each node pair. RTTi′,j = RTTi”,j = RTTi,j′ = RTTi,j” = 1
T−w(i,j)

, where w(i, j)

gives the weight of the link between i and j in G′, and T is a value large enough such that T > w(i, j),

∀i, j. This step ensures that maximizing objslot minimizes the objective function of the k-MP problem,

and vice versa. RTTi′,i” = MRTT , ∀i, j, where MRTT >= RTT (i, j ′), ∀i ∈ X, j ′ ∈ Y . Also, the

RTTs between the rest of the pairs is set as ∞. This ensures that the TCP connection will always be

split by atleast one node i ∈ X as the direct RTT (MRTT) would always be greater than overlay RTT.

The set of client-server pairs (C) is given by all pairs of the form (i′, i′′). We also assume that the traffic

T [i′, i′′] = 1, ∀i′, i′′.

Theorem 2 The k-SLOT-OPP problem is NP-complete.

Proof: The problem is trivially in NP as given a solution, it can be verified in polynomial time if the

resulting objective function objslot ≥ B. To prove that the problem in NP-complete, we show that given

a solution for the k-MP, we can find a solution for the k-SLOT-OPP problem and vice versa. Let’s

assume that we have a solution for the k-MP, i.e., we have a solution set K ′ such that
∑

c∈C′ w(ec) ≤

B. We claim that choosing the same set of k nodes from the set X gives a solution with objslot ≥

MRTT ∗ (P ∗ T − B). This is so because for every edge w(c, i) selected by k-MP, we select overlay

hops of the form c′ → i → c′′. Thus, if
∑

w(c, i) ≤ B for all such edges (c, i) selected in k-MP,

slot =
∑

T [c′, c′′] ∗ RTT [c′,c′′]
ORTT [c′,c′′,i]

≥ MRTT ∗(P ∗T −B) because T [c′, c′′] = 1, RTT [c′, c′′] = MRTT ,

ORTT [c′, c′′, i] = 1
T−w(c,i)

. Note that in such a case, i is the single best intermediate hop for the client-

server pair (c′, c′′) because RTT [c′, i] = RTT [c′′, i] is the smallest, ∀i ∈ K (because w(c, i) is the

smallest in k-MP). Moreover, it is not worthwhile to go through multiple hops because of infinite link

RTTs among the potential intermediaries.

Now we prove the opposite. A solution to the k-SLOT-OPP problem implies a solution to the k-

median problem. Assume that we have a solution to the k-SLOT-OPP problem such that objslot ≥ B,

and the selected set of intermediaries is K ⊆ X . Again, the pairs of interest are of the form j ′, j ′′. Now

for any pair c′, c′′, we can have a path as c′ → i → c′′ in the solution to k-SLOT-OPP. Taking more

than one hop is not worthwhile because of infinite RTTs. Similar to the previous paragraph, choosing

the same set of intermediaries for k-MP problem, i.e., choosing the edge ((c, i)) in k-MP for every path

c′ → i → c′′ in k-SLOT-OPP ensures that if objslot ≥ B, then
∑

w(c, i) ≤ T ∗ P − B
M

.

5 Incremental Placement Algorithms

In this section, we present a number of heuristic algorithms for the overlay placement problem. The

algorithms are the same for both SOSR-OPP and SLOT-OPP, and differ in the objective functions used.

9



In general, all such heuristics help us choose K intermediary nodes out of N nodes.

All the heuristics described below are designed in a way so that they are incremental in nature. We

only consider incremental algorithms since they make infrastructure overlay administration practical,

i.e., it is impractical to change the entire deployment every time a new node is to be added. Below we

classify the heuristics into three main categories.

5.1 Uninformed Heuristics

Heuristics in this category are completely unaware of the network conditions and topology infor-

mation such as the path latencies, the traffic between clients and servers, and the underlying routing

layer topology. Thus, the placement decision is completely random. We would call such an heuris-

tic as Random. The Random heuristic serves as a lower bound of the performance for the rest of the

heuristics.

5.2 Partially-informed Heuristics

Such heuristics have only partial information about the network. Heuristics in this category are un-

aware of the relatively dynamic network conditions such as the path latencies and the traffic between

clients and servers. They make their decisions based on network topology properties which are rela-

tively stable.

Node Degree Based (NDB) The NDB algorithm greedily chooses nodes with large numbers of edges

attached to it. Intuitively, for SLOT, a high-degree node can split a TCP connection into small RTT

segments as it can be reached from a client or a server in a few number of hops. However, for SOSR, it

is counter-intuitive to choose high-degree nodes as such nodes are more likely to be traversed by different

paths between different pair of nodes, leading to more likelihood of overlap between such paths. On the

contrary, such nodes may also yield low path overlap as such nodes can be reached using few hops, thus,

reducing the scope of overlap. Thus, the behavior of the NDB heuristic is not obvious and hence, worth

exploring. Note that this algorithm uses the degree based on the routing edges at the underlying routing

layer.

5.3 Fully informed Heuristics

The heuristics in this category assume complete information about the traffic and latencies for SLOT,

and traffic and physical route information for SOSR, between the client-server pairs, and thus can make

more informed decisions at the cost of higher computational complexity. Since the heuristics are incre-

mental, such information can be easily collected by logging the traffic from the current deployment of
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the infrastructure overlay. We note that such information may change over time and consequently the

quality of placement generated by such heuristics may change accordingly.

Traffic Aware Greedy (TAG) The TAG algorithm works as follows. At each step of the algorithm,

one new intermediary is selected. The choice of such an intermediary is based on adding which node

gives the best value of the objective function. The steps of the algorithm are as follows. If there are a

total of M nodes from which the intermediaries can be chosen and m nodes have already been selected

as intermediaries (denoted as set S), to select the (m+1)-th node, we iterate over the remaining M −m

candidate nodes. At each iteration, we add one node to the set S and re-calculate the objective function

for the new set S. The node that gives the best value of the objective function is chosen as the (m+1)-th

node. Note that this is the optimal incremental algorithm when a single node is added at each step.

Given that incremental deployment is of prime importance, this algorithm serves as the upper bound of

performance among all placement algorithms as it is the optimal among all incremental algorithms.

The complexity for this algorithm is O(k(M+W )2M) for SLOT, where W is the number of nodes that

are either a client or a server. O((M + W )2) comes from the calculation of the objective function which

involves computing the ratio between the direct RTT and the overlay RTT for each client-server pair,

client-intermediary pair, server-intermediary pair and intermediary-intermediary pair. This procedure

has to be repeated M − m times, i.e., once for each potential intermediary. The above two steps have

to be done k times, where each time it is done, one intermediary is selected to be part of the set K. The

complexity for SOSR is O(k|C|Md), where |C| is the cardinality of the set C of client-server pairs. The

explanation is the same as for SLOT, except that calculation of the objective function is done only for the

client-server pairs and there is an additional factor d which is the diameter of the network. This factor

comes from the calculation of overlap that involves finding the set of common links between the direct

and the detoured path. Under the extreme case where all nodes are potential intermediaries, including

clients and servers, the complexity becomes kN 3 for SLOT and kN 3.5 for SOSR (assuming that the

network diameter d = O(N 0.5)).

5.4 Hybrid Heuristics

Hybrid heuristics are a hybrid of traffic-aware heuristics and Random heuristic. Such heuristics trade-

off performance with computational complexity.

Traffic Aware Greedy-p (TAG-p) The TAG-p algorithm chooses the set of intermediaries randomly

but incrementally as follows. It generally follows TAG and differs in the number of candidate nodes

that are screened at each step. In particular, when choosing the (m + 1)-th node, it iterates over a set
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of min(p, M − m) nodes randomly chosen from the set of M − m remaining candidate nodes. Out of

the p nodes, it chooses the node that gives the best objective function as the (m + 1)-th node. Thus, the

complexity of TAG-p is smaller than TAG by a factor of M
p

. Note that TAG-p where p is equal to M

becomes equivalent to TAG.

6 Simulations

In addition to the factors captured in the objective functions, the ultimate performance of various

applications is affected by additional factors, for example, the TCP window size and Internet congestion

in the case of SLOT. Hence, it is imperative to study the performance of various heuristics in a real

testbed. Nevertheless, to understand the strengths and weaknesses of the various placement strategies

and their comparative behavior under varying topologies and network conditions, it is worthwhile to

conduct experiments under a controlled setup. For this purpose, we first perform a comprehensive

simulation study in this section. We then present the Internet experiments in the next section.

6.1 Methodology

To evaluate the performance of various algorithms and to understand the importance of placement of

nodes, we use simulations on a variety of network topologies and workloads. We use two fundamentally

different types of graph topologies, namely, random graphs and hierarchical graphs. For random graphs,

we use the GTITM [9] topology generator. We use two different models of random graphs: pure-random

model and waxman model. For hierarchical graphs we use the Inet [10] topology generator. GTITM also

generates hierarchical graphs using a transit-stub model, but the Inet generated graphs reflect the Internet

structure more closely [10]. Hence, for the sake of brevity we only show results for Inet-generated

hierarchical graphs. With GTITM, we use a network topology of 1000 (N = 1000) nodes. For Inet, we

generate 3037-node topologies (N = 3037). We run simulations on several different topology instances

generated by each topology model and present the average behavior over all the instances. For the

simulations, we consider all the nodes in the network as potential intermediaries (M = N ). For each

simulation run, we incrementally choose 30 nodes (k = 30) as intermediaries.

For client-server traffic, we use real web proxy traces provided by www.ircache.net for 10 prox-

ies, geographically distributed across the US. Each proxy has a per-day trace for the week of 20th

October, 2005. Each of these traces are parsed to extract client to server request patterns. Since the

set of IP addresses of the client-server pairs in the web log is much larger than the number of nodes in

the network, we cluster the clients and servers using IP-address-based aggregation and map them to the

nodes in the network. To reduce the running time of the simulations, we prune the number of clients and
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servers by choosing the top 200 clients and server nodes (after clustering) that correspond to the most

traffic-generating client-server pairs. The rest of the nodes are assumed not to generate any traffic.

We also conducted simulations on real Internet traces to compare the different heuristics. For SOSR,

we used the same trace as used in [11] which consists of BGP routing data from seven geographically

dispersed BGP peers. Each BGP table entry consists of a sequence of ASes called the AS paths. We

created a topology based on these AS paths. Thus in this topology the edges are the links between ASes

in the AS paths, as opposed to edges between routers. The intuition here is that diversifying the ASes

the paths traverse increases the resilience when one AS is down.

For SLOT, we used a topology trace used in [12]. The topology consists of 89 Traceroute Gateways

that serve as the set of potential intermediaries, and a set of 3130 IP addresses that serve as clients

and servers. These nodes make up a “virtual network”. The traceroute gateways measure RTTs among

themselves. For the path between a client and a server, the RTT is approximated as the sum of the RTTs

of the client to the closest traceroute gateway and of the server to the closest traceroute gateway and the

RTT between the two gateways, similarly as in [12]. We used separate Internet traces for SOSR and

SLOT as they had no information about RTTs and routing layer topologies, respectively.

6.2 Results - SOSR

For simulations and experiments, we used LO[(c, s), H(c, s)] such that H(c, s) is a set of 4 nodes

chosen randomly from among all potential intermediaries for each pair (c, s). For all simulations with

SOSR, for each heuristic, we plot the objective function as presented by (1), denoted as Weighted Aver-

age Link Overlap in the figures.

Inet Figure 4 shows that careful placement of the nodes clearly benefits the reliability performance

of the system. TAG gives almost 70% less overlap than the Random strategy. As expected TAG-p

achieves progressively better performance as p is increased and gives a good tradeoff between cost and

performance. Specifically, TAG-5 and TAG-20 outperform Random by 50%, 60%, respectively. Also,

the NDB heuristic performs as poorly as Random.

GTITM Figures 5, 6 assert the results obtained for Inet topologies and the relative qualitative perfor-

mance of the heuristics are retained. For GTITM-pure-random, TAG outperforms Random by 200%,

and TAG-5, TAG-20 outperform Random by around 100% and 150%, respectively. Results for GTITM-

waxman are similar.

There are two major differences between the results of GTITM and Inet topologies. The first point

of difference lies in the actual values of the overlap. GTITM gives lower values of overlap than Inet
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Figure 4: Average path overlap for SOSR under

Inet generated networks.
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Figure 5: Average path overlap for SOSR under

GTITM-pure-random generated networks.
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Figure 6: Average path overlap for SOSR under

GTITM-waxman generated networks.
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Figure 7: A hierarchical graph containing nodes

with varied degrees is essentially a forest of tree

structures.

because of Inet’s hierarchical tree structure. Intuitively, Inet topology can be thought of as a set of trees,

as shown in Figure 7, containing nodes with high degrees serving as the roots of those trees, depicted

by nodes A, B, and C. A low degree node has to traverse the root of the respective tree it belongs to in

order to reach another node. For example, the direct path from E1 to E2 passes through A and B (the

roots of trees E1 and E2 reside in). Thus, irrespective of which node is chosen as an intermediary to

detour through, there is a significant overlap between the direct and the detoured path. For example, for

the endpoint pair E1 → E2, no matter which node is chosen as an intermediary, there will be always

overlaps at links l1, l2, l3 and l4. This leads to a higher value of average overlap for the Inet topologies.

The second difference is that the performance gap between Random and TAG is smaller for Inet. It

is also due to the hierarchical structure mentioned before. Since the overlap is high irrespective of the

heuristic used, the scope of percentage improvement is less, and hence the performance gap between

TAG and Random is smaller.

One of the interesting observations was that none of the curves are monotonically decreasing, i.e.,
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Figure 8: Average path overlap for SOSR under

real Internet traces.
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Figure 9: PathRTT reduction for SLOT under

INET generated network.

increasing the number of intermediaries picked does not change the overall performance of any of the

heuristic significantly. The fact that we minimize the pairwise overlap while randomly choosing 4 over-

lay nodes per pair explains that. Moreover, for TAG the curve tends to go up as more nodes are selected

because TAG chooses the best 4 nodes as the first 4 nodes. This behavior is due to the fact that as more

nodes are added, the random-4 technique causes nodes other than the best 4 nodes to be chosen, and

hence the average path overlap increases. Thus, if the best-4 nodes were chosen instead of the random-

4, the gap between TAG and Random strategies would have been larger, and the results show the lower

bound on the performance gap between the two heuristics. Moreover, this observation does not imply

that choosing a small number of intermediaries is sufficient because a larger number of intermediaries

provides more redundancy, and hence more resilience to multiple concurrent path failures.

Real Trace Figure 8 shows the relative performance of SOSR under a scenario constructed based on

the Internet trace. A difference of about 50% can be observed between TAG and Random schemes.

TAG-5 and TAG-20 also outperform Random by around 30% to 40%.

6.3 Results - SLOT

For all simulations and experiments with SLOT, we plot the objective function for each heuristic as

presented by (2), denoted as Weighted Average PathRTT Reduction in the figures.

Inet Figure 9 shows that proper placement of the intermediaries is critical to the good performance of

SLOT, under Inet topologies. The TAG heuristic is easily the best and outperforms the Random place-

ment significantly with about 100% improvement. Another point worth noting is that TAG-p performs

reasonably well as p is increased. TAG-5 and TAG-20 outperform Random by around 50%. Finally,

as the number of intermediaries increases, the gain due to using SLOT also increases and so does the
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performance gap between the TAG and Random heuristics. This indicates that placement becomes more

critical as the number of intermediaries chosen increases as long as the number of intermediaries chosen,

k, is much less the number of potential intermediaries M .

Interestingly, NDB outperforms TAG-20. Again, such a behavior can be explained on the basis of

the hierarchical structure of the Inet topology. Choosing high-degree nodes as intermediaries allows

connections to be broken into segments with small RTTs because a high-degree node can be reached

from a client or a server in a few number of hops. For example, consider Figure 7. For simplification,

we assume that all links have the same RTT R. Thus, in order to split a connection between E1 and

E2, choosing A or B or C is more efficient than choosing I or J . This is so because in the former

case the total path RTT is reduced from 5R to 3R, whereas in the latter case the improvement is zero.

Random selection selects a large number of end nodes such as I and J , but NDB automatically chooses

high-degree nodes such as A, B and C.

GTITM Figures 10,11 show similar relative performance results as Figure 9 and confirm the findings

with Inet topology. Specifically, TAG, TAG-5, TAG-20 outperform Random by around 100%, 50% and

60%, respectively. As in SOSR, one of the differences is the value of the Weighted Average PathRTT

Reduction metric between the results obtained for GTITM and Inet topologies. The reason for this is

that Inet captures the node degree skew better than the random graphs generated by GTITM. The skew

makes routing for Inet more constrained (the shortest paths between any two nodes pass through the

few high-degree nodes), and hence the gains due to using SLOT is less. Nevertheless, this difference

manifests itself in all the heuristics and the relative performance gap between TAG and Random remains

close to 100%, similar to what was observed for the Inet topologies. Another difference is the relative

performance of NDB heuristics for the graphs generated by Inet and GTITM. Unlike with Inet graphs,

NDB performs as poorly as Random for GTITM graphs because the node-degrees in the GTITM is

uniformly random.

Real Trace Figure 12 shows the relative performance of SLOT under a scenario constructed based

on the Internet trace described in (§6.1). A difference of about 30% can be observed between the TAG

and Random schemes. Note that this difference is much smaller compared to the synthetic scenarios

generated using GTITM and Inet because the number of potential intermediaries is 89 in this case as

compared to 3037 and 1000 for Inet and GTITM, respectively, which in turn reduces the scope for

improvement. Again, TAG-20 performs as well as TAG because of the small number of intermediaries.

We do not show the results for NDB as we could not obtain the degree information for each node.
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Figure 10: PathRTT reduction for SLOT under

GTITM-pure-random generated network.
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Figure 11: PathRTT reduction for SLOT under

GTITM-waxman generated network.
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Figure 12: PathRTT reduction for SLOT under

real Internet traces.
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6.4 Implications

We have observed that relative performance of the heuristics are different depending on the type of

topology, namely, random or hierarchical. Thus, depending upon the topology, application and compu-

tational resource constraints, appropriate heuristics should be chosen. For example, under hierarchical

topologies, NDB can be used for SLOT. For both SOSR and SLOT, under all topologies, TAG-p can be

used for a good tradeoff between the complexity and performance.

Under cases where the topology is very large, intermediaries can be chosen in two steps. In the first

step, an initial set of nodes can be chosen using NDB (e.g. SLOT under hierarchical topology) or TAG-p

(with a small p value), and then the final set can be selected from the nodes chosen in the first step using

TAG or TAG-p (where p is large). For the NDB heuristic, the AS-level topology (obtained from BGP

routing data) can be used to estimate node-degrees, and nodes residing in ASes with high-degrees can

be selected.
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Table 1: Robustness of the heuristics to traffic fluctuation for SOSR and SLOT. The numbers show the

average and standard deviation (format: avg, std) of the percentage change in objective functions with

imperfect and perfect traffic knowledge.

SOSR SLOT

Topology INET GTITM GTITM WAX INET GTITM GTITM WAX

TAG (0.4, 0.2) (4, 0.5) (2.6, 0.6) (0.3, 0.03) (1.5, 0.4) (0.8, 0.01)

6.5 Robustness to traffic changes

The above results hold true assuming perfect knowledge about the traffic generated by each node. In

practice, perfect knowledge is not possible and only estimates can be obtained. In this section, we study

the robustness of the proposed heuristic placement algorithms with respect to such imperfect knowledge

of traffic demands.

Our approach is to salt the input traffic information with random noise, similar to the methodology

used in [11]. In particular, we perturb the volume of the traffic from an initial value of d to a random

value between 0 and 2d. We feed the salted input traffic to the placement algorithms and compute the list

of intermediaries. Using the set of intermediaries thus generated, we calculate the objective functions

using the accurate traffic values. We compare the objective functions thus obtained, with the case where

intermediaries were chosen with perfect knowledge.

Table 1 shows the average and the standard deviation of the percentage differences in the objective

function between the cases with imperfect and perfect input. The numbers are of the form (average,

standard deviation). It can be observed that the differences are in the range of 0 to 4% for SOSR and

0 to 2% for SLOT. The respective standard deviations are also very close to zero. Thus the robustness

results confirm that the heuristics are resilient to traffic fluctuations. The results only present the behavior

of the TAG heuristic. The TAG-p heuristics behave similarly, and we do not show those results for

brevity. Note that we show results for only traffic-aware heuristics as NDB and Random heuristics will

choose the same set of intermediaries irrespective of what the traffic values are.

The observation that the heuristics that take traffic into account actually are robust to large traffic

variations seems contradictory. This can be explained as follows. The traffic values have a skewed Zipf

distribution, i.e., a few flows have a high traffic weight, while a large number of flows have small traffic

weights, as shown in Figure 13. Traffic-aware heuristics tend to choose intermediaries such that high-

traffic flows are benefited the most. Due to the high skew in the traffic, on average, high-traffic flows

remain high-traffic and low-traffic remain low-traffic even if traffic values are perturbed by a factor of

100%. For example a flow with traffic 1 can at most become a flow with traffic 2, whereas a flow with
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Figure 14: CDF of failure recovery probability for

SOSR under PlanetLab deployment.
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Figure 15: CDF of pathRTT reduction for SLOT

under PlanetLab deployment.

traffic 10000 will become a flow with weight less than 1000 with a probability 0.05. Thus, statistically,

both heavy and light flows remain as such, and hence the heuristics are robust to large perturbations in

the traffic. We conjecture that robustness to traffic perturbation will likely be compromised only under

the following cases: (i) the traffic weights flip, i.e., high-traffic flows become low-traffic and vice versa,

and (ii) the location of client-server pairs change dramatically. However, it has been shown in [11] that

input data about traffic is relatively stable, and that future can be predicted using past behavior. We will

further describe an extension to handle multiple traffic demands in (§10).

7 Internet Experiments

The simulation study provides insight on the pros and cons of the different placement strategies that

try to optimize the two objective functions. To understand how the gains seen in simulation results trans-

late into application performance in practice, we conducted experiments on a real testbed: PlanetLab.

The PlanetLab experiments reflect how well the objective functions based merely on stable topolog-

ical properties such as path overlap and path RTT, capture more abstract and fickle application level

performance metrics such as failure-recovery (reliability) and TCP throughput gain, respectively.

In this section, we evaluate the performance of the placement heuristics by applying them to place

overlay nodes in a real deployment, PlanetLab [13]. Once again, we consider two overlay applications,

SOSR and SLOT. For each application, we assume a client and server population and traffic from clients

to servers. We also assume a set of possible overlay locations (M ). Out of these M nodes, we run

our heuristics to pick k overlay nodes for the given setup. We then deploy the offline generated place-

ment and rerun the overlay applications to measure their gain in performance. Note that, to the best of

our knowledge, we are the first to show the impact of informed placement algorithms on application

performance using real-time experiments using an Internet-wide infrastructure, i.e., PlanetLab.
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7.1 SOSR

7.1.1 Experiment Setup

Our client set consists of the 10 web proxies from www.ircache.net at 10 different locations. Each

of these proxies is mapped to a geographically corresponding node in PlanetLab. The proxy traces serve

as the traffic pattern between the clients and the servers around the world. To keep the real experiments

tractable, we chose the top 20 servers for each client that served the most number of requests as our

sample traffic pattern. We picked 162 nodes from the PlanetLab testbed across different geographical

sites to serve as the M possible overlay locations.

To run our placement heuristics, we collected topology information for the above setup: We performed

traceroutes from each client to its 20 servers as well as to the 162 overlay nodes. Each of the 162 overlay

nodes also performed traceroute to the server set of every client. To collect the traceroutes, we use the

NANOG traceroute tool to obtain both AS-level and hop-by-hop traceroutes between any two nodes. The

AS-level traceroute involves performing traceroute to the destination and then looking up the prefix of

each hop in an AS-level registry. Currently, we configured the tool to use the ris.whois.ripe.net registry.

This topology was then input to the heuristics to generate k = 10 overlay nodes as output.

To validate the gain from the placement, we instrument reliability measurements from each client to

their respective servers via the chosen placement and compare the reliability performance across place-

ments. The reliability measurements are done as follows: Each client pinged the 20 servers periodically

until it detected a loss, after which it went to a fail mode. In this mode, it pinged the server at a higher

rate and also pinged server via all the intermediaries. In case it did not get back a reply from the interme-

diary it concluded that the path through that intermediary also failed. Out of all the failures the transient

failures and server failures were filtered out. This way of measurement is similar to the procedure used

in [6]. Such a trace is collected for a period of 6 days.

The failure recovery trace was used to calculate the performance of each heuristic. For each heuristic,

we calculate the probability that failures are recovered by using the intermediaries generated by that

heuristic as follows. First, the set of intermediate nodes chosen by the heuristic, denoted as A, was

obtained. Then the subset of intermediate nodes that could actually recover from the failure if used for

overlay routing, denoted as B, was obtained based on the reliability measurement. The probability was

then calculated as |B|
|A|

. Note that |A| = k = 10.

Over all client-server pairs, we registered 20269 loss incidences out of which 1648 were inferred

as long term failures. 287 long term failures were concluded to be server failures, leaving us with

1361 recoverable failures. For the probability calculation we considered only recoverable failures in

determining the relative performance of each placement scheme.
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7.1.2 Results

Figure 14 shows the CDF of the probability with which a certain percentage of failures were recovered

using the different sets of intermediaries chosen by the different heuristics. It can be observed that TAG

recovers from the failures with a higher probability than Random and TAG-20. Also, TAG-20 gives a

good tradeoff between performance and complexity as observed in our simulation studies. In particular,

Random is not able to recover for about 15% of the cases, whereas TAG and TAG-20 fail to recover

only for 5% of the cases. TAG can recover from 40% of the failures with a probability 80% or higher.

TAG-20 can recover 30% of failures with a probability of 80% or higher, whereas Random can recover

from only 20% of failures with a probability of 80% or higher. In summary, the above results show

that informed placement using the objective function developed indeed provides better reliability than a

random placement scheme in Internet experiments.

7.2 SLOT

7.2.1 Experiment Setup

The traffic and the topology setup for SLOT is similar to SOSR except that the top 50 servers were

chosen for each client instead of 20. This choice was largely due to the long-term nature of SOSR

experiments which limits its scale. Also, for the traffic from each client to a server, only those URLs that

were responsive and of size 1MB-1GB were chosen because small files do not gain from using SLOT.

To run our placement heuristics, we then collected latency information for the above setup: Each

client measured the RTT directly to the 50 servers and to the 162 overlay nodes. Each overlay node

measured RTT to other overlay nodes and to the server set of each client. The RTTs were measured

using TCP ACK/RST mechanism because ICMP/UDP pings are more prone to failures. Once again, the

measurement data served as input to the placement heuristics.

To compare SLOT performance across different placements, we ran the SLOT system with the place-

ment generated overlay set. Each client downloaded the URLs using wget from the servers in its traffic

trace using SLOT and directly, and computed the gain as XputSLOT

XputDirect
.

7.2.2 Results

Figure 15 shows the CDF of the per client-server pair throughput gain for each of the heuristics. It

can be observed that using intermediaries selected by TAG offers higher gains than using intermediaries

selected by Random. In particular, TAG and TAG-20 achieve a gain of 1.8 or more for 40% of the

pairs as opposed to a gain of only 1.2 or more for Random for the same number of pairs. TAG-20

achieves performance as good as TAG, which asserts the observations made in the simulation studies
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that TAG-20 achieves a good tradeoff between performance and complexity. In summary, the results

show that informed placement indeed provides better performance in terms of TCP throughput than a

random scheme in Internet experiments.

8 Generalization to Multiple Applications

In this section, we formulate a unified overlay placement problem that simultaneously optimizes mul-

tiple objective functions for overlay routing, and we show that the unified OPP can be easily handled by

heuristic placement algorithms proposed in this paper.

Unified Overlay Placement Problem We consider the scenario where overlay routing is used to im-

prove multiple performance metrics, for example, by the same ISP operator. In this case, it is admin-

istratively efficient to deploy a single infrastructure overlay, for example, for both resilience and TCP

performance improvement, and possibly other performance metrics, than having a separate overlay for

each performance metric. In the following, we consider the specific case of unified overlay placement

problem for SOSR and SLOT. In our study, we choose an objective function defined as

objsosr slot =
objslot

objsosr

(3)

where objsosr and objslot are defined in (1) and (2), respectively. We now formally define the unified

SOSR/SLOT optimal placement problem.

Definition 6 (k-Overlay Placement Problem for SOSR and SLOT)

INSTANCE: Same as the Generic OPP.

QUESTION: Is there a set K ⊆ I , such that objsosr slot ≤ B, where objsosr slot is given by (3) and B is

a constant.

Extended Heuristics The greedy TAG heuristic presented in (§5.3) can be easily extended to solve the

unified optimal placement problem as follows. As before, the heuristic incrementally adds one overlay

node at a time. At each step, it picks the new node as the node that in conjunction with the already

selected nodes results in the largest increase in the new objective function.

Performance Results We compared the unified objective function obtained under different ways of

choosing nodes. The first was to simply use TAG with the objective function objsosr slot to incrementally

select 30 nodes, denoted as 30-unified. The second method employed was to incrementally select 30

nodes using TAG with objsosr, denoted as 30-SOSR. The third method employed was to incrementally
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ture of nodes chosen as intermediaries by efficient

placement algorithms for SLOT and SOSR.

select 30 nodes using TAG with objslot, denoted as 30-SLOT . Finally, the fourth method chooses 15

nodes using TAG while optimizing objsosr and 15 nodes using TAG while optimizing objslot. This gave

us a set of 30 nodes. The 30 nodes are ordered by alternating between the nodes selected by TAG using

objsosr and objslot. This set is denoted as 15-15.

For each set of 30 nodes chosen, we incrementally calculate two scalar values, namely objsosr and

objslot to obtain the corresponding objsosr slot using (3). We conducted the above simulations only on

GTITM-pure-random due to space limitation. Figure 16 shows that the unified approach outperforms

the three alternative ways of selecting the set of 30 intermediaries and hence is effective in optimizing

the unified objective function.

Designing the unified objective function: We have already observed that given a unified objective

function how to optimize it. The idea of having a unified objective function is to enable us to choose

a set of intermediaries, while optimizing a single objective function (objsosr slot), that would lead to

both (i) best reliability, and (ii) best TCP performance. While the TAG heuristic is able to optimize

U = objsosr slot, we do not know if optimizing U also leads to the simultaneous optimization of the

individual objective functions objsosr and objslot. In the rest of this section, we will discuss how to

design a suitable unified objective function U with the abovementioned property and the challenges

associated with it.

We observed that there is a tradeoff involved to optimize individual objective functions objsosr and

objslot, simultaneously. The tradeoff stems from the conflicting nature of the two overlay routing prob-

lems addressed, namely, SOSR and SLOT, which in turn is because of a fundamental difference in the

nodes that are selected by the two different objective functions. To illustrate further, consider Figure 17,

a sample topology where intermediaries are picked by optimizing objslot and objsosr. The solid lines

show the underlying topology links and the dashed lines show the overlay links. SLOT has a tendency
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to select intermediaries close to the direct path in order to split the TCP connection efficiently. For ex-

ample, optimizing objslot will lead to node C being picked, which resides on the direct path from A to

B, and is able to split the path RTT from 200 to 100. On the other hand, optimizing objsosr would have a

tendency to pick nodes that are far away from the direct path in order to minimize overlap. For example,

in Figure 17 node D will be chosen. Thus, objslot and objsosr are conflicting optimizing functions in

nature.

The above observation is true in general and is demonstrated by Figures 18 and 19. Figure 18 shows

the value of objslot under four cases, namely, when the 30 intermediaries are chosen (i) while maximizing

objslot (30-SLOT ), (ii) while minimizing objsosr (30-SOSR), (iii) while maximizing objsosr slot (30-

unified), and (iv) while maximizing objslot for 15 and minimizing objsosr for the rest 15 nodes (15-15).

Similarly, Figure 19 shows the value of objsosr under the same four cases. We observe that objslot is the

worst when nodes are selected while optimizing objsosr, and vice versa. The reason is the contradictory

nature of the two objective functions, objslot and objsosr, mentioned above. Moreover, we observe that

30-unified performs poorly under both cases where we observe objsosr while optimizing objsosr slot,

and vice versa, showing that objsosr slot is not an appropriate unified objective function. We also tried

several other unified objective functions of the form U = obja
slot − objb

sosr, and U = obja
slot

objb
sosr

with

varying parameters a and b, but observed similar results as with U = objsosr slot. Thus, designing a

unified objective function that would improve both objsosr and objslot simultaneously, is challenging.

Interestingly, Figures 18, 19 show that 15-15 does well in both the cases, and hence 15-15 appears to

be a good generic unified algorithm for selecting intermediaries that benefit applications requiring SLOT

as well as SOSR. More generally, 30 nodes can be split up as Z and 30−Z, where Z is a parameter. We

leave the design of a suitable unified metric as a future work. We also conducted similar experiments

with Inet topology and observed similar results.
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9 Related Work

The node placement problem has been studied under various contexts [14], [15], [11], [12], [16], [17],

[18], [19], [20] such as Web server/cache placement. For example, in [20] the authors propose a dynamic

programming based solution to proxy placement assuming the Internet as a tree topology. In [11], the

authors study a Web server replica placement problem to minimize the cost for clients to access data.

It develops a greedy placement algorithm, which is shown to yield close-to-optimal performance. It

also shows that incorporating client location and workload information is critical to good performance.

In [12], [17], the authors consider a variant of the mirror placement problem where mirrors can be

placed only at a restricted set of hosts. They study this problem from the point of view of minimizing

the maximum, average, and 95th percentile of the client-server latencies. They propose and study dif-

ferent placement They show that there is a rapid diminishing return to placing more mirrors in terms of

both client latency and server load balance. In [14], the authors study the cache location problem. In

particular, they study the model of a network that aims to minimize the average access delay for a single

web-server. They experimentally study the effects of their algorithms using real web data transfer and

find remarkable consistency over time in the relative amount of web traffic from the server along a path.

In [15], the authors study the problem of replica placement to remove the requirement of knowing traffic

and client locations. In [21], the placement problem was studied in the context of placing proxies for

multicast function with proxy servers with the objective of minimization of delay time, minimization of

bandwidth consumption, or both. In [22], the authors study a similar problem as ours with the goal of

optimizing routing latency and reliability. However, their problem formulation is different from ours.

They take an engineering approach, and look at which ASes, at how many Ases and where within the

ASes nodes should be placed by analyzing topology dumps. They do not have definite metrics that they

optimize. In comparison, we take an algorithmic approach, formally define the metrics for reliability

and latency, prove the NP-completeness of the problems, and develop practical placement algorithms

for a variety of networks varying in size and topology.

Overlay node placement is fundamentally different from Web servers/cache placement. In the latter,

the goal is to push the servers/caches as close to the clients as possible to minimize the clients’ access

cost. In comparison, overlay nodes are intermediate nodes connecting the servers and the clients. Prox-

imity towards clients alone is insufficient. Instead, the goal is to optimize the efficiency of the path from

the server to the client through one or more given overlay nodes.

10 Discussion and Future Work

In this section, we describe several extensions to the overlay node placement.
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Handling capacitated overlay node placement Uncapacitated overlay node placement is sufficient

when the network is not a bottleneck because we can easily add nodes at each overlay site to provide

enough resources. However when the access link capacity at the overlay site is limited, such capacity

constraint cannot be easily overcome. To handle such capacity constraints, we can easily extend the

TAG heuristic as follow. Each overlay site keeps track of how much traffic that has been so far assigned

to route through it. When calculating objective function, we assign traffic only to overlay nodes with

spare capacity.

Handling multiple traffic demands It has been observed in [11] that traffic demands follow different

patterns on weekdays and weekends. We can accommodate different traffic demands by re-defining

objective functions:
∑

i O(Di), where Di is one set of traffic demand and O(Di) is the objective function

under the demand Di. Intuitively, using this objective, the placement algorithm simultaneously optimizes

placement for multiple demands. Similar approaches have been used in ISP traffic engineering [23, 24].

Handling topology changes Placement decision should also be robust against dynamic topology

changes. Topology changes affect RTTs of overlay links. We can handle topology changes by using

RTT that is the expected RTT over the long period (i.e., RTTi ∗ fraci, where RTTi is RTT under route

i and fraci is how often this route is effective).

Improving hybrid heuristics Our hybrid heuristics can be further improved. Instead of randomly

selecting pruned list, we can select pruned list more informatively. For example, we can cluster overlay

nodes (e.g., using BGP-prefix-based clustering [25]), and then select one node from each cluster to form

a pruned list. Since BGP prefixes are usually fine-grained, it is possible that the number of pruned list

using BGP prefix-based clustering is still very large. In such a case, we can use more coarse-grained

clustering based on ASes. We can select one overlay node from the small ASes, and multiple overlay

nodes (preferably with different BGP prefixes) from the large ASes to form the final pruned list.

11 Conclusion

As overlay networks play an increasingly important role in the Internet, it becomes critical that they

should be well designed to satisfy the application requirements. In this paper, we focus on one impor-

tant aspect of overlay network design – strategically placing overlay nodes to satisfy the target appli-

cations. We investigate the placement problem in the context of two overlay applications: improving

reliability of routing and improving TCP performance. We develop objective functions to accurately

capture application behavior in terms of reliability and TCP performance. We then develop incremental
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placement algorithms for both applications, and demonstrate their effectiveness using simulation and

PlanetLab experiments. We observed that intelligent placement algorithms significantly outperform a

random heuristic. A hybrid approach combining a greedy and a random approach gives a good tradeoff

between performance and computational complexity. To this end, we propose TAG-p heuristics which

perform similarly to TAG. We also observe that the heuristics are resilient to traffic fluctuations.

Recognizing the need to support diverse applications using a common overlay infrastructure, we

present a general framework of placing overlay nodes using a unified objective. We apply it to the

two overlay applications and our results show that the two applications in consideration are contradic-

tory in nature. We conclude that an approach based on selecting half the nodes with each objective

function independently provides a simple, natural and efficient unified heuristic. As part of our future

work, we are interested in generalizing our placement algorithms to more applications. Furthermore

we are interested in identifying a few general metrics that reflect the optimization objectives of overlay

applications so that overlay node placement is effective for both today and future overlay applications.
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