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Abstract. Digital credentials and certificates can easily be shared and copied. 
For instance, if a user possesses a credential that allows her to access some ser- 
vice, she can easily share it with her friends and thereby let them use the service 
as well. While with non-anonymous credentials, this sharing can to some extend 
be detected by the fact that some credentials get used too often, such detection is 
not possible with anonymous credentials. Furthermore, the honest user is also at 
risk of identity theft: malicious software such as viruses and worms or phishing 
attacks can without too much difficulty steal her credentials. 
One solution to the problem is to use tamper-resistant hardware tokens to which 
a credential is bound such that a credential can only be used in connection with 
the token. Although this approach is sometimes taken for isolated high secu- 
rity applications, it is not used widely because of the organizational overhead 
to distribute such tokens. Moreover, such tokens are usually very application spe- 
cific and hence cannot be used with different applications (from different service 
providers). 
Recently, however, manufacturers have started to embed into computers a tamper- 
resistant piece of hardware, called trusted platform modules (TPM), as specified 
by the Trusted Computing Group. In this paper we show that this module can 
in fact be used to secure anonymous as well as non-anonymous credentials. We 
provide a mechanism to insure that credentials can only be used with the TPM it 
got issued to. We then extend our solution to one that allows the use of credentials 
not only with the TPM they got issued to but also with other TF'Ms of the same 
user. Finally, we show how to secure a full-fledged anonymous credential system. 

1 Introduction 

Due to their nature, digital credentials can easily be copied and distributed. Thus, on the 
one hand, a computer virus or worm, for instance, can easily steal a user's credentials 
and, on the other hand, a user can even easier share her credentials (illegitimately) 
with her friends. In case credentials are used to protect access to valuable resources or 
services, such things should obviously be  prevented and the credentials themselves be  
protected as well. 

Although one can obtain some protection by software (such as storing credentials 
only in encrypted form and trying to secure the operating system), containment of  cre- 
dentials in a hardware token offers much better protection. While such protection is in 
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principle possible also for credentials consisting of username and password (e.g., using 
so-called password-based key exchange protocols [3,2,17]), one would rather use pub- 
lic key cryptography because passwords have low entropy (so that they can be stored 
in a human brain). Credentials based on public key cryptography work as follows: A 
publiclprivate key pair is generated (inside the hardware token) and the public key is 
sent to the issuer of the credential. The issuer either just stores the public key in a list 
of authenticated keys or actually issues a certificate on the public key, i.e., signs the 
public key together with some further (access) information or attributes. When the user 
then wants to access the service service or resource using her credentials, she sends the 
public key (and, if necessary, also the certificate) to the resource or service provider. 
The provider then either checks whether the public key is in the list of authorized keys 
or verifies the validity of certificate. Finally, using the secret key, the user (or the hard- 
ware token) identifies as the owner of the public key, and then will obtain access to 
the requested service or resource. If one uses so-called zero-knowledge protocols for 
this identification process (e.g., [15,20]), this process does not divulge the secret key. 
Thus, if the only interface the hardware token offers is to generate a key pair, output the 
public key, and to run a zero-knowledge identification protocol w.r.t. this key pair, no 
information about the secret key is leaked from the hardware token and the credential 
cannot be used without the hardware token. Thus, the access credentials are protected 
from malicious software such as viruses and worms. Furthermore, assuming that the 
hardware token is tamper-resistant and it is ensured that the secret key is indeed held in 
the hardware token, users can no longer share credentials without sharing the token as 
well. 

We note that this kind of protection is also applicable to so-called anonymous or 
private credentials [l 1 ,6]. 

Today, credentials are only rarely protected by hardware tokens. One reason for 
this is that the cost of the deployment of such tokens is still too high, in particular as 
the tokens are not interoperable and can hence only be used for isolated applications. 
As a result, weak authentication is used, which in combination with the growing rate 
of frauds such as phishing attacks seriously hinder the growth of e-commerce on the 
Internet and even turn people away from using the Internet for financial transactions. 

TCG's Trusted Pla@orrn Module. Recently, manufacturers have started to embed so- 
called trusted platform modules (TPM) [21] into computers. These modules are one 
of the building blocks for trusted computing that are specified by the Trusted Comput- 
ing Group (TCG). They are essentially smartcard chips build into a computing device. 
These modules can, among other things, generate public and secret key pairs. Moreover, 
they have a mechanism to remotely convince another party that a key pair was indeed 
generated by them and that the secret is protected by the module (i.e., cannot not be 
extracted from the module except by physically breaking it open). The mechanism is 
called direct anonymous attestation (DAA) [21,5] and can be seen as a group signature 
scheme without the capability to open signatures (or anonymity revocation) but with a 
mechanism to detect rogue members (TPMs in this case). In a group signature scheme, 
there is a group manager (the manufacturer of TPMs in our case) who controls who are 
the members of the group (all TPMs produced by the manufacturer). Group signatures 
allow member of the group to sign anonymously on behalf of the group. Thus, the capa- 
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bility to sign proves group membership and hence, as TPMs are instructed to sign only 
public keys to which they holds the secret key, the desired mechanism results. 

Our Contribution. In principle one could use the TPM to secure credentials by having 
the TPM generate a key pair, proving that the key pair was indeed generated by the 
TPM (using the DAA protocol), and then issue a certificate on the signed public key. 
However, this approach does not protect the user's privacy as the issuing and each use 
of the certificate can be linked. 

In this paper we show how the TPM's functionalities can be used to secure creden- 
tials and how to do it in a privacy friendly way. More precisely, we analyze the DAA 
protocol and show how the TPM's part of that protocol can be used to obtain a new, 
DAA-like protocol that allows one to issue (anonymous) credentials to users in such a 
way that they can only be used in conjunction with the TPM they got issued to. This pro- 
tocol provides privacy to users, i.e., the issuer of the credential and the provider of the 
service or resource cannot link the two transactions. Essentially, we obtain an anony- 
mous credential system where a user can only use her credentials in cooperation with 
her TPM. We note that our new protocol does not require any modification of the TPM 
and hence our solution can be realized with the TPM following the V1.2 specification 
which are already found in some computing devices today. 

While our solution offers users protection against viruses and service providers pro- 
tection against fraudulent users, it has the drawback that users can use a credential only 
with the device (resp., the TPM embedded into this device) the credential was issued 
to. Thus, credentials are not portable as they would for instance be if they were tied 
to a smartcard or a USB key. We therefore extend our solution to allow each user to 
use all her credentials with all her devices. We also show how to protect conventional 
(i.e., non-anonymous) credentials as well how to extend our scheme to a full-fledged 
anonymous credential system. 

We believe that once TPMs according to the V1.2 specification [21] become widely 
available, our solution can enable widespread strong authentication and privacy protec- 
tion for electronic transactions and help ignite the staggering growth of e-commerce on 
the Internet. 

2 Model and Security Requirements of Our Scheme 

A system for protecting anonymous credentials for use with all of a user's devices and 
only with those is a follows. It consists of five kinds of parties, device-credential issuers, 
application-credential issuers, service (or resource) providers, devices, and users. For 
simplicity we will consider only a single device-credential issuer, a single application- 
credential issuer and a single provider. We stress, however, that our scheme will also 
achieve all security properties if multiple such parties participate. The system features 
the following procedure. 

KeyGenDevCredl and KeyGenAppCredA. These are the key generators for the device- 
credential and the application-credential issuer. On input a security parameter A, 
they output a publiclsecret key pair (PK D , S K D ) ,  resp., ( P K A ,  SK*), for the 
device-credential and the application credential issuer, respectively. 
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GetDevCred. This is a protocol between a user's device and a device-credential issuer. 
The input to both parties are the latter's public key, PK D,  and the user's identity 
IDu. The issuer's additional input is his secret signing key SK D.  In case the user 
is eligible to register the device (e.g., because she has not yet registered too many 
devices), the user's device's output of the protocol is a device credential and some 
related secret keys (which will be held inside the device's TPM). 

GetAppCred. This is a protocol between a user's device and an application-credential 
issuer. The input to both parties are the latter's public key PK A. The user's device 
gets as additional input the identity ID u .  The application-credential issuer's addi- 
tional input is his secret signing key S K A .  In case the user is eligible to obtain an 
application credential, the user's device's output of the protocol is an application 
credential and some related secret keys, all of which the device outputs. 

UseAppCred. This is a protocol between a user's device and a service provider. 
The input to both parties are the public keys PK A and P K D  of the device- and 
application-credential issuers, respectively. The device's input consists of its de- 
vice credential and the related secret keys (the latter are kept in the device's TPM), 
the user's identity, as well as an application credential the user has obtained with 
one of her devices and the related secret keys. The output of the service or resource 
provider is either accept or reject. 

The registration of a user's device does not necessarily require the user's identity - 
it can in principle also be done anonymously. We discuss this issue in $4.2, but for now 
require the user to identify herself to register a device. 

The security requirements are as follows: 

Unforgeability. We require that no adversary, who can register as many devices and 
retrieve as many application credentials as he wishes, can successfully run the pro- 
tocol UseAppCred with a service-provider with an unregistered device or can suc- 
cessfully run the protocol UseAppCred with more (hidden) identities that he has 
obtained application credentials. 

Anonymity. We require that even if the device-credential issuer, the application-creden- 
tial, and the service provider collude, they cannot link different transactions by the 
same user except those transactions to register devices that were conducted under 
the same identity. 

We note that the unforgeability property ensures that an adversary can only use an 
application credential with devices that were registered w.r.t. some particular user. 

3 Preliminaries 

3.1 Known Discrete-Logarithm-Based, Zero-Knowledge Proofs 

In the common parameters model, we use several previously known results for proving 
statements about discrete logarithms, such as (1) proof of knowledge of a discrete log- 
arithm modulo a prime [20] or a composite [I  6,141, (2) proof of knowledge of equality 
of representation modulo two (possibly different) prime [I21 or composite [8] moduli, 
(3) proof that a commitment opens to the product of two other committed values [8, 
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41, (4) proof that a committed value lies in a given integer interval [lo, 81, and also (5) 
proof of the disjunction or conjunction of any two of the previous [13]. These proto- 
cols modulo a composite are secure under the strong RSA assumption and modulo a 
prime under the discrete logarithm assumption. When referring to the proofs above, we 
will follow the notation introduced by Camenisch and Stadler [9] for various proofs of 
knowledge of discrete logarithms and proofs of the validity of statements about discrete 
logarithms. For instance, 

denotes a "zero-knowledge Proof of Knowledge of integers a, 9, and 6 such that y  = 
g"hP and 5 = ij"h6 holds, where u < CY < u," where y ,  g ,  h, 5, i j ,  and h are elements 
of some groups G = ( g )  = (h )  and G = (g) = (h) .  We apply the Fiat-Shamir heuristic 
[15] to turn such proofs of knowledge into signatures of knowledge on some message 
m ;  denotedas, e.g., SPK{(a)  : y = ga)(m) .  

3.2 Direct Anonymous Attestation 

The direct anonymous attestation (DAA) protocol [5,21] applies the Camenisch- 
Lysyanskaya signature scheme [7] and the related protocols to issue a certificate (at- 
testation) to a computing platform that it is genuine and to allow a platform to remotely 
prove to a service provider that it is indeed genuine while protecting the platform user's 
privacy. More precisely, the attestation is issued to the trusted platform module (TPM) 
embedded into the platform. Let us describe the DAA protocol in more detail. 

The involved parties are an attester, a device, a platform, a TPM embedded into the 
device, and a verifier who wants to get convinced by the platform that it got attestation. 
To communicate with the outside world, the TPM is dependent on the other components 
of the device. We call all these other components the platform, i.e., a device consist of 
two (separate) parties, a TPM and a platform. the TPM communicates only with the 
platform. 

The idea underlying DAA is to use Camenisch-Lysyanskaya (CL) signature [7] and 
the related protocols to sign as attestation secret messages, i.e., "messages" mo and ml 
chosen by the TPM. The reason that the TPM chooses two instead of just a single secret 
message is technical - it allows one to keep the message space small and thus to keep 
small the primes e that need to be generated for each signature by the attester which 
in turn makes generating them during signature generation much more efficient) while 
guaranteeing sufficient entropy in the TPM's secret. 

Now, when the platform wants to prove to the verifier that it has embedded an at- 
tested TPM, the TPM generates a commitment (pseudonym) Nv on (mo,  m l )  and then 
proves that it has gotten a signature from the attester on the committed messages. This 
proof is done using the protocol provided together with CL signature [7] with the dif- 
ference that Nv is a special commitment, i.e., Nv = cmof 2Lm1 for some given C and 
t. We refer to [5] for more details on Nv. 

To keep the TPM as small a chip as possible, the direct anonymous attestation pro- 
tocol was designed such that all operations for retrieving a signature and proving pos- 
session of a signature that are not security critical are be outsourced to the platform 
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and computed there. In particular, as a platform could always destroy the privacy of its 
TPM, all operations that are necessary for privacy but not for security are performed 
by the platform. For instance, in the protocol to prove possession of a signature (attes- 
tation), the TPM computes the "commitment" Nv and the prover's part of the proof 
protocol 

PK{(mo, ml ,  v) : U - RF Ryl SV (mod n) /\ Nv E c ~ ~ + ~ ~ ~ ~  A 

mo, rnl E ( 0 ,  l)em+e0+e,+2 } ,  

where !, !,, t0 + .!% are security parameters (cf. [ 5 ] ) .  Note that this proof reveals 
U ,  i.e., does not hide the TPM's (and thus the platform's) identity. The platform then 
transform the TPM's messages of that proof, using its knowledge of A and e, into the 
prover's messages of the following proof protocol 

SPK((m0, ml ,  5, e )  : Z - rtA'e~"R;;20~;"1 (mod n) A Nv - ~ ~ o + ~ l ~ ~  A 

mo, ml E {o,  l}em+e0+ew+2 A ( e  - 2 e e )  {0,1)e6+ea+e~+l 1 ,  

where A' := ASr for a randomly chosen r .  

4 Securing Credentials with a TPM 

The fact that the operation of the "signature receiver" in the protocols to obtain a signa- 
ture and to prove knowledge of a signature are split between the TPM and the platform 
and the fact that the platform's operations in the protocol are implemented in software, 
allow us to "abuse" the DAA protocol and to extend it for our purposes by modifying 
the software parts of the protocol. 

In this section, we first describe how to extend the DAA-protocol such that a DAA- 
certificate can include attributes while keeping the TPM-part of the protocol unaltered. 
That is, the modified protocol will allow one to obtain a DAA-certificate containing, 
besides the secret messages mo and ml (that will only be known by the TPM), mes- 
sages mz, . . . m ~ - 1  that are potentially only known to the platform. The issuer will 
only learn a commitment to these messages unless the (user of the) platform decides to 
reveal some of them. Similarly, the modified protocol will allow the platform to prove 
that the DAA-certificate contains further messages ma,. . . m ~ - 1  where the individual 
messages can either be revealed to the verifier, be given in a commitment to him, or 
be hidden from him. Both protocols will require the cooperation of the TPM to be suc- 
cessfully executed. In particular, the protocols maintain the fact that one cannot prove 
possession of a DAA-certificate without involving the TPM to which the certificate has 
been issued. Thus, the user is protected from malicious code such as viruses aiming to 
steal her certificates and a credential issuer is protected from malicious users because as 
the certificate can not longer be shared by different users (or at least only by the users 
of the same platform). 

However, as a TPM itself is tied to a particular device, this is not very convenient for 
users who use a number of devices (e.g., laptop, PDA, mobile phone, home-computer, 
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office-computer, etc) and want to use their credentials with all their devices as this 
would mean retrieving a particular credential for each of these platforms. Indeed, users 
would like to have their credentials portable as it would for instance be the case if the 
credentials were tied to token such as a smartcard or a USB-token. To overcome this 
drawback, we present a scheme that allows a user to use a credential issued to her with 
all her devices. 

Finally, we will show how our basic schemes can be extended to full-fledged cre- 
dential system and to traditional (non-privacy protecting) certificates and credentials. 

Let the public key of the signer consist of an !,-bit RSA modulus n and elements 
&, . . . , RLW1, S, Z E QR, for some L and the secret key consists of Also let gi be 
random group elements of QR, such that gi E (go) and such that loggo gi is unknown. 

4.1 Extending DAA-Credentials to Include Attributes 

A DAA-certificate entails values (A, v, e) such that Z r A e S u R Y R F 1  (mod n),  
where v, mo, and mo are only known to the TPM [21,5]. We now want to extend the 
DAA protocols to retrieved a signature and to prove knowledge of a signature such that 
(A, a ,  e) will be a signature on additional messages such that the TPM's part of the 
DAA protocols remain unchanged. 

Obtaining a Credential That is Tied to a TPM The DAA-join protocol can be ex- 
tended as follows to have the issuer in addition sign the messages mz ,  . . . , m ~ - 1  E 
k{O, l )em,  where the issuer is given the mi's only as a commitment (should an appli- 
cation require the issuer to learn some of the m,, they can just be reveal and then it can 
be proven that one has revealed in indeed to correct ones). 

It is often useful that the issuer or the verifier do not learn all of the mes- 
sages m2, . . . , m ~ - 1 .  In the following we assume that the issuer learns the messages 
mL1, . . . , m ~ - 1  and is given a commitment C to the other messages so that, if needed, 
the platform could prove properties about them using C independently of our protocol. 

In the DAA protocol, the TPM sends the issuer (attester) a values U = s "' R,"O R F ~  
and proves to the issuer knowledge of v', mo, ml ,  and then the issuer will use U to 
produce the signature. Now, the idea to extend the DAA-certificate is to send the issuer 
a second values U' that contains the messages m2 . .  . , m ~ , - 1  and then have the issuer 
to use that value as well in the signature generation. Let us describe this in more details. 
Let C = Com(m2,. . . , m ~ j - 1 ;  r )  for some suitably chosen r. 

1. While the TPM computes U (and some other value N I  serving as pseudonym with 
the issuer), the platform chooses a random 6 E R  (0, l)en+eO, computes U' := 

Sa nf.il R r i  mod n and sends to the signer the value U' together with the U 
produced by the TPM. Furthermore, the value U is authenticated by the TPM using 
its endorsement key EK. We refer to [5,21] for the details on how this is achieved. 

2. Next, the issuer needs to get convinced that U and U'  are constructed correctly 
and that U' corresponds to C. Using the TPM's prover-messages of the original 
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protocol, the platform computes the proof 

SPK{(mo, . . . , mp-1, v ' ,  6 ,  r )  : - * S V ' R ~ O R ~ I  (mod n) A NI := ( ~ + m 1 2 e m  (mod r )  A 

L'-1 L'-1 - 

U' - *s' RY' (mod n )  A C - gg fl g T l  A 
i=2 i=2 

This protocol convinces the issuer that the TPM has computed U and N I  correctly, 
the platform did build U' correctly and that U' contains the messages committed to 
in C. 

3. Now the signature is generated by the signer as in the DAA protocol with the ex- 
ception that A is computed as 

A : =  ( z 
) ' I e  m o d n  , 

UU'Sv" nfri, R Y i  

where e is a randomly chosen L,-bit prime e and v a randomly chosen (en + &)-bit 
integer. The signer sends the values ( A ,  el v") to the platform. 

4. The signer's proof that A is correctly formed is done in the same way as in the 
DAA protocol with the adaption to the two values U and U ' ,  i.e., the proof protocol 
becomes 

SPK{(d ) :  A = * (  
z 

) d  (mod n ) }  . 
uu1sW1' n;=2, R R , ~ ~  

5. The platform forwards v" to the TPM which sets v := v" + v', and stores 
(mo,  ml, v ) .  The platform stores A, e, 6 and m2, . . . , mL. 

Proving Possession of a Credential that is tied to a TPM To show possession 
of an extended DAA-certificate, i.e., a signature by the DAA-issuer that now is not 
only a signature on the TPM's secret keys m o  and ml but also on the messages 
m2, . . . , m ~ - 1  E & { O ,  l ) e m ,  we have to modify the DAA-sign protocol as follows. 
Let I,, I,, and Ih be three sets. We assume that the verifier is given the messages mi 
with i E I, and a commitment C to messages mi with i E I, but that the messages mi 
with i E Ih are hidden from the verifier. As before, we need to build the protocol such 
that the TPM's part of it are as in the original DAA-sign protocol. Thus, the platform 
now needs to transform the TPM's proof-protocol messages into ones of a proof that 
convinces the verifier that the messages m2,. . . , m ~ - 1  are contained as attributes in 
the DAA-certificate. That is, the platform receives from the TPM prover-messages for 
the the original protocol and needs to transform them into the prover-messages of the 
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protocol 

PK{(e, C, {m$ E Ic u Ih) ,  r') : 

where the value A' is derived from A as A' = AST for a suitable chosen r (such that 
A' will be a random element) and I ,  and Ih are set of indices of the messages to which 
the verifier receives the commitments C and which remain hidden from the verifier, 
respectively. 

4.2 Using Credentials with Several Devices 

We now describe how to realize our limited transferable anonymous certificate scheme 
using TPM V1.2 chips. The idea is that a user registers (the TPM's of) all her devices 
with some authority, that is, the registration authority issues all the user's TPMs an 
extended DAA-credential that contains as one of the extra messages signed (e.g., m 2 )  

an identifier that is unique to that user, e.g., her identity. We call such a credential an 
device credential. We will call the "real" credentials, i.e., those that will allows the 
user to access some resource or service, application credential. These are then issued 
to the user as described in [7] except that we always set one of the message includes 
in the credential, e.g., mo, to the user's identity. Note that these credentials are not 
directly tied to the TPM. In case the user's identity should not get known to the issuer 
of application credentials, the user can provide him with a commitment C to m 0 (her 
identifier), use the protocol presented in $4.1 to show that she has obtained a device- 
credential that contains as message m2 the same value that is committed to by C, and 
then the two can run the protocol in [7] to obtain a signature on a committed message. 
Now, whenever a user wants to use an application credential, we require the user to 
provide a commitment C to her identifier and then to prove that she has obtained a 
device credential that contains as second message the value committed to by C and 
that she has further obtained an application credential that contains as 0-th message 
the value committed to by C. This she can do using the protocols provided in 84.1, 
respectively. 

It is not hard to see that this solution provides what we want: Application creden- 
tials cannot be used without having access to a device that got registered w.r.t. the iden- 
tity that is contained in the application credential. Thus, if the device credential issuer 
makes sure that only a limited number of devices get registered under the same identity, 
application credentials can only be used with a limited number of devices. In fact, it 
is not important that the string encoded into the device credentials and the application 
credentials is the user's real identifier. The device-credential issuer only needs to make 
sure that only a limited amount of devices get registered per userlidentifier. Depending 
on the scenarios, one might have different limits here. Thus, the registration of a de- 
vice could even be pseudonymous. That is, the first time a user registers a device, she 
would establish a pseudonym with the device credential issuer who would then choose 
an identifier for the user to be encoded into the device credential. 
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Depending on the scenario and the limits on how many devices a user can register, 
one might nevertheless want to ensure that users with few devices register their devices 
w.r.t. the same identifier. In the non-pseudonymous case, one could achieve this by 
requiring that the user fully identifies herself. In the pseudonymous case, one would 
require that the user prove ownership of her pseudonym (of course only after she has 
registered the first device) and apply one of the known methods to prevent the user from 
sharing her pseudonym (cf. [6]) .  One such method is for instance to bind the secret key 
required to prove ownership of the pseudonym to, e.g., the user's bank account. Thus, if 
the user would share her pseudonym, she would also share her bank account. The details 
of all of this, however, are out of the scope of this paper and we assume for simplicity 
in the following description of our solution that each user has a unique identifier. 

Setup. For simplicity we consider only a single issuer of device credentials and a sin- 
gle issuer of application credentials. However, the scheme is easy extendable to several 
registration authorities. Let (n,  Ro, . . . ,ARL-l, S, Z) be the former's public key for the 
CL-signature scheme and (A, &, . . . , RL-i, S ,  2) be the one of the latter. That is, the 
key generation algorithms KeyGenDevCredl and KeyGenAppCredA are the key genera- 
tion algorithms of the CL-signature scheme. We assume each user is somehow assigned 
an identity ID u. 

Registering a Device. The procedure GetAppCred to register a device is as follows. 
The user's device runs the protocol to obtain a signature that is tied to a TPM as de- 
scribed in 54.1 with the parameters L' = 2 and L = 3 and mz = IDu. Thus, the user's 
device will obtain a device credential, i.e., values (A,  e, v) such that 

Z = A" R,"O R;"' RiDu S" (mod n)  

holds, where the values mo, ml, and v are known only to the TPM of the device the user 
just has registered. Thus, the user can only prove ownership of this device credential 
when involving the TPM in this proof. 

Obtaining a Credential That is Tied to All of the User's TPMs. We now describe the 
procedure GetAppCred. To obtain an application credential, the user computes a com- 
mitment C to her identity, sends C to the issuer, and then runs with the issuer the proto- 
col to obtain a signature on a committed message as described in [7]. Depending on the 
applications, the application credential might contain other messages (attributes).?~~, 
we assume that as a result of this protocol the user obtained a CL-signature ( A ,  S ,  6) 
(application credential) on the messages ID u ,  ml , . . . , me-l. 

We note that there is per se no need for the application issuer to verify that the 
user has obtained a device credential nor that she has provided the right identity in C,  
because later on the user won't be able to use the obtained application credential if she 
has not obtained a device credential containing the identifier contained in C. 

Also note that in practise, a user usually will not obtain an application credential 
without fulfilling some prerequisite. This might include the need to show the issuer 
some other (application) credential. In this case it might be important that the credential 
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issued and the one that the user proves possession of all encode the same identifier ID u 
and thus that the issuer verifies this. 

Anonymously Using a Secured Credential. We now describe the procedure UseApp- 
Cred. Let ( A ,  &,6) be an application credential, i.e., a signature on the messages ID u, 
hl, . . . , me-1, that the user wants to prove possession of to a service or resource 
provider (called verifier in the following) using a device she registered, i.e., for which 
she got the device credential ( A ,  e) (for which that device's TPM keeps secret the cor- 
responding m ~ ,  ml,  and v values). 

For simplicity, we assume that all the attributes (messages) m 1, . . . mi-l contained 
the application credential are hidden from the verifier. However, it is easy to modify 
the below protocol as to reveal (some of) the message or to provide the verifier only 
commitments to (some of) them. 

1. The platform computes a commitment C to IDu:  it selects a random T E R  
(0, l ) e n + e O ,  computes C := giDUg; ,  and sends C to the verifier. 

2. The platform proves possession of an application credential whose 0-th message 
is committed to in C. The other attributes (i.e., messages) & I , .  . . contained 
in the application credential can be handled as revealed, committed-to, or hidden 
messages, depending on the application, we here assume that they are all hidden. 
That is, the platform 
(a) chooses i: E R  (0 ,  l ) e n + e O ,  computes A' := Ap, and sends a' to the applica- 

tion-credential issuer. 
(b) and then runs the following 

3. To prove that it has also obtained a device-credential, the platform proceeds as 
follows: 
(a) The platform chooses T E R  (0, l)en+es, computes A' := AST, and sends A' 

to the application-credential issuer. 
(b) The platform as prover (with the help of its TPM) executes the protocol 

with the application-credential issuer as verifier. To be able to prove the first 
term, the platform needs to transform the corresponding prover's messages ob- 
tained from the TPM via the DAA-protocol in the way described in 54.1. 
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5 Conclusion 

We have provided means to bind traditional as well as privacy-protecting certificates and 
credentials to TPM chips such that they cannot be used without access to the particular 
TPM chip they were issued. We then extended our scheme so  that a user can use her 
certificates and credential with all of  her devices but not with any other device. Thus, 
w e  provide the users protection of  their certificates and credentials from theft by, e.g., 
malware or phishing attacks. We also provide protection for the service providers from 
malicious users sharing their credentials. We believe that our solutions overcome two of 
main barriers of  electronic commerce: the insecurity of  the currently used authentication 
schemes and their lack of  privacy. 
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