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Abstract. Refactoring aims to remove bad smells and increase software main-
tainability by improving the software structure without changing its behavior.
Even with the existence of tools to assist refactoring, many developers do not
trust in their solutions, claiming that some studies show that refactoring may
even introduce new bad smells into the source code. However, we do not find
a complete catalog that states when this may occur. To investigate this subject
deeply, the goal of this dissertation is to evaluate the effects of refactoring on the
detection of bad smells. Specifically, we want to know if and what refactoring
removes bad smells or introduces them. To achieve our goal, we plan to conduct
empirical studies to provide a catalog showing these situations.
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1. Introduction
Bad smell is a code structure that we may resolve through refactoring. The purpose of
code refactoring is to remove bad smells in the code by modifying its internal structure
to improve code maintenance [Fowler et al. 1999]. Therefore, we may establish a direct
relationship between refactoring and bad smell.

Several studies show different strategies for the refactoring application. Some
studies focus on quality metrics [Kataoka et al. 2002, Moser et al. 2006], others present
opportunities for refactoring motivated by the detection of bad smells and anti-patterns
[Boussaa et al. 2013, Kessentini et al. 2010, Moha et al. 2009], while others describe that
refactoring may solve the bad smells present in the source code [Fokaefs et al. 2011,
Tsantalis and Chatzigeorgiou 2009]. However, studies also show that the refactoring
process often does not solve them [Bavota et al. 2015, Cedrim et al. 2017]. A possi-
ble strategy that may help make the refactoring process more effective in solving the
identified bad smells is to consider the existence of their relationship. However, we
must refactor in a disciplined way to not introduce new bad smells in the source code
[Mkaouer et al. 2016, Pietrzak and Walter 2006]. As a direct example, Pietrzak and Wal-
ter (2006) found out that a Move Method applied to a Lazy Class may result in a new bad
smell, Feature Envy. The fact that Move Method transfers the envious method may reduce
the responsibility of a class.

A software system is in the process of constant change and evolution. These
changes may become complex over time if there is no quality in the software system’s
structure. However, as noted, the number of bad smells removed effectively by the refac-
toring process is still deficient, and even worse than that, it may not only remove bad
smells but also introduce them. This fact may indicate why developers are less and less
concerned with solving problems in a software system’s internal structure. Thus, it is es-
sential to understand how bad smells may behave in the context of their identification and
then take practical actions to maintain or improve the software system’s structural quality.

This dissertation aims to address these problems by conducting empirical stud-
ies to investigate the effect of refactoring on the resolution of bad smells in software
systems. Specifically, using some bad smells proposed by Fowler, we want to inves-
tigate if and what refactoring operations remove or introduce them. One of our most
important contributions would be a catalog reporting the refactorings’ effects on the bad
smells chosen. Our preliminary results show that an exemplar refactoring tool, JDeodor-
ant [Fokaefs et al. 2011], introduces many bad smells after applying automated refactor-
ing.

2. Background and Related Work
Bad smell is evidence of problems in the code structure that may be resolved via refactor-
ing. Fowler (1999) proposed one of the complete lists containing 22 bad smells; besides
that, he describes how we may identify them and what refactoring strategies we may apply
in their solution. Feature Envy is an example of a bad smell that occurs when a function
in one module spends more time communicating with functions or data inside another
module than it does within its module.

Refactoring is a process of improving the software system’s internal structure
without changing the code’s external behavior. One of the most well-known and complete
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catalogs presents a list of 72 refactorings [Fowler et al. 1999]. Extract Class is an example
of refactoring, which consists of splitting a class that is too big to understand with many
methods and quite a lot of data to create a new class. We may perform this refactoring
when (1) the data subset and the methods’ subset seem to go together, and (2) some data
subset usually change together or are mainly dependent on each other.

The literature presents several works discussing different approaches
available to the refactoring operation [Cedrim et al. 2017, Bavota et al. 2015,
Du Bois and Mens 2003, Fontana and Spinelli 2011]. For example, Bavota et al.
(2015) mined the evolution history of three Java open-source projects to investigate
whether refactoring activities occur on quality metrics or in bad smells, suggesting a
need for refactoring operations. According to their results, quality metrics usually do not
show a clear relationship with refactoring; 42% of refactoring operations are performed
on code entities affected by code smells, and only 7% of the performed operations
remove the code smells. Different from this work, we intend to use a larger number of
Java systems. Furthermore, we aim not only to identify the code entities affected by
refactoring but also to present which bad smells have been removed and introduced by
refactoring.

Cedrim et al. (2017) analyze how 16,566 refactorings distributed in ten different
types affect the density of 13 types of code smells in the version histories of 23 projects.
Their results reveal that 79.4% of the refactorings touched smelly elements, 57% did not
reduce their occurrences, 9.7% of refactorings removed smells, and 33.3% induced new
ones. They also characterized and quantified that 30% of the Move Method and Pull Up
Method induced God Class’s emergence, and the Extract Superclass in 68% of the cases
create Speculative Generality. Unlike this study, we focused only on the investigation
of the effects of refactorings on Fowler’s bad smells. Besides detecting refactorings that
have been carried out in the source code, we intend to apply refactorings using tools to
incorporate different manual or automated refactoring strategies. Finally, as one of the
results, we will provide a catalog showing which bad smells we may remove and which
ones, if they exist, we may introduce by refactoring.

3. Research Agenda

The goal of this project is to identify the effects of the refactoring operation on bad smells.
These effects will be measured by detecting bad smells in an original version of the system
and after applying a specific refactoring operation. After performing the detections of bad
smells in both versions, original and refactored, we will perform the comparative analysis
results and find the refactoring’s effects. Figure 1 exhibits the diagram of steps planned to
conduct the complete research. We divide our project into three stages: Literature Review,
Empirical Study, and Comparative Analysis. Each stage may be finished, in progress, or
not started yet. To discuss the process planned to conduct each stage and its progress in
this section’s remainder, we will use only the step number under parenthesis inside each
stage, referring to Figure 1.

Literature Review. In this stage, we conducted a literature review to identify
what the literature already discussed on three subjects: bad smell tools, refactoring
tools, and the theoretical relationship between bad smells and refactoring. To find the
refactoring tools presented in the literature, we conducted a Study Mapping in Step 1.2
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Figure 1. Diagram of steps to conduct

and identified 44 refactoring tools proposed from 2013 up to 2017 [Tavares et al. 2018].
For the bad smell tools, Step 1.3, we used studies already presented in the literature
[Sobrinho et al. 2018, Fernandes et al. 2016]. To identify the relationship between Bad
Smells and Refactoring discussed in the literature, we conducted a Systematic Literature
Review in Step 1.1 and identified 20 papers that showed the direct relationship between 31
different refactorings and 16 bad smells [Tavares et al. 2020b]. Surprisingly, we identified
relationships not discussed in the Fowler’s catalog. Finally, we highlighted the refactor-
ing strategies that we may perform to eliminate bad smells. We have done all the steps,
therefore, finishing this stage.

Empirical Study. In this stage, we are planning to conduct two studies, as shown
in Figure 1. In the first study, Step 2.1, we performed a refactoring strategy in an auto-
mated way and evaluated their effects. Initially, we defined the systems, the bad smells,
and refactoring tools we will use. After that, we selected a specific system in their original
version and detected all bad smells present in the source code. After the detections on the
original version, we applied the refactoring strategy. Finally, we detected the bad smells
again; but now in the refactored version. Furthermore, we performed a comparative anal-
ysis with both bad smell detections and detected the automated refactoring effects. Step
2.1 is composed of eight systems, five bad smells tools, and one refactoring tool. To com-
pose a complete database, we intend to extend Step 2.1 to more tools and systems. In the
second study, Step 2.2, we plan to conduct a similar study of the first one. Unlike Step
2.1, we want to use tools to detect refactoring already applied in in this new study’s source
code. To conduct it, we will evaluate two versions of a system, detect the bad smells and
refactorings between them. We did not start the second study yet.

Comparative Analysis. To finish the Comparative Analysis, Stage 3, we need the
results produced by Stage 2 to assess the effects of refactoring operation on bad smells,
detecting them before and after the applied refactoring. With these detections, we will
conduct a comparative analysis and consequently detect the bad smells that tend to be
solved or introduced by refactoring. In the first study of Stage 3, Step 3.1, we conducted
the comparative analysis, and surprisingly, we identified that the automated refactoring
operation might introduce bad smells in the source code. By extending the database of
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this step based on the extension of Step 2.1, we hope to build a complete base to support
our findings. With both studies of Stage 2, we hope to be able to cover possible ways
of applying refactoring, whether manual or automatic. The first study, Step 2.1, focuses
only on refactorings applied as an automatic way, and the second one, Step 2.2, may
detect refactoring performed in both manual and automatic ways. We believe that with
the results provided by these studies, we will be able to generalize all types of refactorings
that may be applied.

Furthermore, with our results, we intend to provide a complete catalog with all
effects of the refactoring operation on bad smells found in these empirical evaluations.
The comparative analysis of Step 3.1 is in progress, remaining the database extension.
The second study, Step 3.2, and the merge of results provided by both studies, Step 3.3,
have not started yet.

4. Preliminary Results
We have already published a paper as a mapping study to detect refactoring tools dis-
cussed in the literature [Tavares et al. 2018]. We identified 44 refactoring tools, which
we characterized and summarized some of their features. We found 37 that offer support
for Java language, 17 of the tools found are plugins, 4 are prototypes, and 21 refactoring
tools already offer their operations to be performed in an automated way. Finally, we
identified that the refactoring tools offer excellent support for refactoring strategies of the
type Move, Rename, Pull Up, Extract, and Clone.

In 2020, we have a second paper accepted in an IberoAmerica conference. This
paper presents a Systematic Literature Review about the relationship between bad smells
and refactorings [Tavares et al. 2020b]. We found 20 different papers that show the direct
relationship between 31 refactoring types and 16 bad smells proposed by Fowler. We also
found seven tools that apply refactoring after detecting bad smells. We identified that the
most discussed relationship in the literature is between Move Method and Feature Envy. It
also revealed that there are different refactoring strategies than those discussed by Fowler
to address bad smells. The literature addresses the most strategies defined in Fowler’s
book, and shows that most refactoring tools do not detect bad smells.

Finally, as our last result, we have a paper accepted, presenting our empirical study
about the effects of the automated refactoring operation [Tavares et al. 2020a]. To conduct
this research, we selected a sample of Qualitas Corpus systems [Tempero et al. 2010]. We
applied two refactorings and measured their effect on ten different bad smells detected by
five different tools. We observed that the two types of refactorings generate a decrease, in-
crease, and neutral variations in the number of bad smells. Unlike Fowler’s definition, we
surprisingly found that decreasing cases was the lowest compared to the others. Replace
Refactoring was the one presenting the lowest decrease case (0.75%) while Move Method
showed the highest decrease (13.53%). To better help developers, we investigated which
bad smells tend to be introduced and removed by refactoring. For instance, the systems
analyzed by Move Method refactoring removed 85.71% Feature Envy.

5. Conclusion
With our preliminary results, we achieved different contributions. First, it shows a cata-
log of refactoring tools recently published in the literature [Tavares et al. 2018]. Second,
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identifying some tools that refactor through the identification of Fowler’s bad smells, the
relationship between bad smells and refactoring discussed in the literature, and a con-
trast between the literature and Fowler’s catalog [Tavares et al. 2020b]. Moreover, in the
last work submitted, our contributions were a comparative study that prioritizes detections
performed by five bad smell tools, a catalog that presents which bad smells are introduced
or solved by the refactoring operation, results of an evaluation exhibiting the effect of the
refactoring operation on detecting bad smells.

Finally, with the completion of this master project, we expect to contribute to the
software engineering community in the following ways:

• provide evidence to confirm or deny the findings discussed in the literature
• understand what the effects of refactoring operation cause on bad smells
• provide a catalog showing which bad smells tend to be introduced and removed

by the refactoring strategy.

Besides that, we expect that the contributions mentioned assist developers in dif-
ferent ways, for instance:

• developers who want to apply refactoring strategies, automatically or manually,
will be better informed of which bad smells may be introduced or removed by the
refactoring operation
• assist developers in taking care and performing the most efficient and robust refac-

toring tools to not introduce new bad smells in the source code.
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