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Abstract 

Software Industry is evolving at a very fast pace since last two decades. Many software developments, testing and test case 

generation approaches have evolved in last two decades to deliver quality products and services. Testing plays a vital role to 

ensure the quality and reliability of software products.  In this paper authors attempted to conduct a systematic study of testing 

tools and techniques. Six most popular e-resources called IEEE, Springer, Association for Computing Machinery (ACM), 

Elsevier, Wiley and Google Scholar to download 738 manuscripts out of which 125 were selected to conduct the study. Out of 

125 manuscripts selected, a good number approx. 79% are from reputed journals and around 21% are from good conference of 

repute. Testing tools discussed in this paper have broadly been divided into five different categories:  open source, academic and 

research, commercial, academic and open source, and commercial & open source. The paper also discusses several benchmarked 

datasets viz. Evosuite 10, SF100 Corpus, Defects4J repository, Neo4j, JSON, Mocha JS, and Node JS to name a few. Aim of this 

paper is to make the researchers aware of the various test case generation tools and techniques introduced in the last 11 years with 

their salient features. 

 

Keywords- Software testing, Test case generation, Test data, Software reliability, Software engineering. 

 

 

 

1. Introduction 
Software industry is very dynamic, uncertain and volatile, since 19th century to till date new software 

trends are taking place to meet the growing needs of customers. But throughout this tenure, the quality 

and reliability of software have always been a prime focus. The increasing dependency of society on the 

daily use of the software is making software reliability a more important aspect. The reliability of 

software mainly depends on software testing. Better software testing may lead to more reliable software. 

 

Software Testing is a process of applying existing or new test cases on software for verification during 

development and for validation of functionality before release. Testing time is an essential key factor that 

depends on the scope and complexity of the software. It is identified that testing consumes more than 50% 

software development time as it involves various activities. Testing activities include the following tasks: 

generation of test cases, forming test suites, execution of test suites, analyze the results of the execution 

and prepare the report of testing activity (Baresi and Pezzè, 2006; Setiani et al., 2019). 
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The main of test case generation is to make test suites for detecting bugs in the software. These test cases 

and test suites will ensure that the system satisfies the reliability, standards, and customer requirements of 

the software. The test case generation approach contains four main activities: information artifacts, 

generation mechanism, test case validity and formation of test oracle. These activities are used to 

represent the basic test case generation process shown in Figure 1 (Clark et al., 2021).  

 

 
 

Figure 1. Basic test case generation process. 

 

 

In practicality, a test case generator is a software program that takes a source code of software to be 

tested, test case validation criteria, test case specifications and basic data structure definitions of test cases 

as input parameters and generates test cases as output. Test case generation algorithms use heuristics or 

some explicit strategy to generate test cases which maximize code coverage or fault coverage capabilities 

of test cases. According to literature , generating accurate test cases which can fulfil the test requirements 

is not an easy task (Narciso et al., 2014). In last decade so many researches have been done in the area of 

test case generation. So, it became necessary to review these important literatures for better classification 

of approaches and identification of research gaps. 

 

This paper provides a systematic review to present a broad overview of the existing literature on test case 

generation tools and techniques since 2011. The motivation behind the paper is to focus on evidences for 

identification of research gap in test case generation tools and techniques.  

 

To perform the review process, authors have included almost all the important literature and presented 

them in a well-organized manner. This review has been conducted on a set of 125 papers published in 

conference and journals of repute between year 2011 and 2021. The selection of these papers is done 

using multistage selection criteria in the field of test suite generation. 

 

Followed by introduction, the structure of this paper is as follows: Section 2, describes the research 

methods for systematic mapping of existing work which includes the process of review, research 

questions, search criteria, the inclusion and exclusion criteria and selection procedure for research articles. 

Section 3 discussed the results and provide the answers of research questions with proper evidences. At 

last, Section 4 presented the conclusions of the systematic review as well as identifies the future scope for 

the current study.  
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2. Research Methods for Systematic Mapping of Literature Review 
In last decade, researchers have contributed a lot on test case generation to make the generation process 

more efficient and truly automated. Systematic review is the way to look back to the studies. It is a 

rigorous and consistent practice for identifying and classifying related research as much as possible and 

also focus on selection of relevant findings, analyse data, and perform evaluation or assessment (de 

Almeida Biolchini et al., 2007). There are some slandered guidelines to conduct systematic review, such 

guidelines provide the steps to perform systematic review. The authors have followed these guidelines 

conduct an effective systematic literature review (Budgen and Brereton, 2006; Brereton et al., 2007; 

Kitchenham et al., 2009). 

 

This paper reviews existing state of the art tools and techniques of test case generation. In this section, 

authors have summarized the research methods used to perform systematic review covers the review 

process, research questions, review search and selection criteria. The objective is to mention the 

highlighted points of existing literature and summarize the available research work in test case generation 

domain. 

 

2.1 Review Process 
As suggested by Brereton et al. (2007), the review process has been conducted in three phases: Planning, 

Conducting and Reporting.  

 

In the planning phase following activities has been performed: 

(i) Analyze the need of literature review. 

(ii) Develop a variety of the research questions to address the need. 

(iii) Designing the objectives of the review process. 

 

In conducting phase following activities has been performed: 

(i) Designing search criteria 

(ii) Define review data selection criteria, 

(iii) Review selection procedure including inclusion & exclusion selection criteria and selection of the 

data from existing literature.  

 

Finally, in reporting phase following activities has been performed: 

(i) Reports have been prepared which includes findings of results with discussion in various forms such 

as tables, graphs & descriptions.  

 

The objective of overall review process is to answers the research questions with evidences, identify 

research gaps and achieve the objectives which may help in future research work (Petersen et al., 2007). 

 

While performing this literature review, following guidelines have been followed (Budgen and Brereton, 

2006; Kitchenham et al., 2009). This process involved following steps: 

 

➢ Selection of different e-databases from where the primary research papers were collected. 

➢ Design a search string to capture all related publications. 

➢ Defining inclusion & exclusion criteria for selection of related publications. 

➢ Designing quality research questions to assess the quality of related papers to fulfil the objective of the 

review. 
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Figure 2. Critical literature review process. 

 

 

2.2 Research Questions 
Test case generation process is suffering from various challenges. To identify and analyze the impact of 

such challenges and their solutions, various research questions (RQ) have been developed. Six questions 

have been formed for analysis and synthesis purpose. These questions were formed to analyze the 

research gaps and identify the main aspects in the development and design of test case generation research 

domain. 

 

The authors have framed following research questions to analyze the literature and conclude to concrete 

outcome. The lists of framed research questions for this study are mentioned below: 

 

RQ1: How Test Case Generation techniques are different from each other?  

RQ2: Are there any standard programs or datasets available to perform basic test case generation 

research? 

RQ3: What is the ratio of publishing research articles in conferences and journals of repute on test case 

generation? 

RQ4: Which type of testing has been explored a lot for research of test case generation? 

RQ5: What are the various tools developed and utilized for automatic test case generation? 

RQ6: What are the various optimization algorithms used for optimizing the results of test case generation 

process? 
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2.3 Review Search Criteria 
The existing literature have been collected by performing different search techniques on various digital 

libraries such as IEEE, Springer, ACM, Elsevier etc. & different online platforms of DBLP, Google 

Scholar etc. Table 1shows the sources used in this review for selecting various journal and conference 

papers. 

 
Table 1. Selected digital libraries for papers. 

 

Digital Library URL 

Google Scholar https://scholar.google.com/ 

IEEE https://ieeexplore.ieee.org/ 

Springer https://link.springer.com/ 

ACM https://dl.acm.org/ 

Elsevier https://www.elsevier.com/ 

Wiley  https://www.wiley.com/ 

 

 

During searching process, related search keywords have been selected to prepare the search strings. An 

accurate and systematic approach for searching has been developed. The following steps have been 

comprised to select publications using search keywords. 

 

• The literature of test case generation has been explored and most repeated keywords are selected for 

searching more articles. 

• Explore matching string, alternative keywords and similar words that frequently used. 

• Design search strings by using AND, OR and NOT operators and apply in search engines. 

• At last, manually verify the searched publications that the research papers are related to the research 

questions formed for literature review. 

 

The titles of few of the searched papers were not relevant to this study, so these papers have been 

discarded. In second step, the abstract & conclusion of the selected papers has been analyzed, if the paper 

is found reverent to the study, then include these papers otherwise discard it. The related search strings 

and alternate keywords used for this study are shown in Table 2. 

 
Table 2. Related search string for automatic search. 

 

S. No. Search String Alternate Keywords 

I Test Suite Generation (Test suite AND generation) OR (generate AND test suites) 

II Test Case Generation (Test case AND generation) OR (generate AND test cases) 

III Test Data Generation (Test data AND generation) OR (generated AND test data) 

IV Automatic Test Case Generation 
(Automatic AND test case generation) OR (generated AND test cases AND 
automatically) 

 

After completed the exploration process, authors have included the relevant papers published during a 

period of 11 years starting from year 2011 to year 2021 in the domain of Test Case Generation. Figure 3 

shows the no. of publications year by year in last decade. 
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Figure 3. Representation of related papers published year wise in test case generation. 

 

 

2.4 Selection Criteria of Primary Studies 
The literature collection is performed into two. The first phase includes publication title including abstract 

and conclusion, year & sources, summary of the research study. In second phase, the technical 

information collected to provide the satisfactory answer to the research questions formed for this 

systematic literature review. 

 

The screening processes of selection of publications for primary studies are shown in Figure 4 and Figure 

5.  

 

 
 

Figure 4. Representation of selection criteria. 
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After each extraction, the no. of papers is filtered as per extraction selection criteria i.e., remove duplicate 

papers, title or abstract does not match, paper is not lying-in specified range, paper is either book, thesis, 

project report or non-peer review publication. 
 

For selection of research papers, the inclusion & exclusion selection criteria are applied to exploit the 

search process as represented in Table 3. After applying these criteria, some papers were removed from 

the pool as these papers were not satisfying the search conditions of review process.  

 
Table 3. Inclusion & exclusion selection criteria. 

 

Selection Criteria ID's Description 

Inclusion Criteria 

IC1 
Studies that include the topics of test case generation, test suite generation etc. that proposing some 

approach/ method and applied in some case studies. 

IC2 Papers published in either journals or conference proceedings. 

IC3 Papers including surveys and qualitative work that address the issue of Test Case Generation. 

IC4 Consider the studies in academic & industry. 

Exclusion Criteria 

EC1 Papers not written in English language. 

EC2 Papers not fulfilling the search condition of keywords. 

EC3 Books, reports, thesis, tutorials and non-peer review publications. 

EC4 Duplicate papers from different resources. 

EC5 Papers are not lying in the range of years of selection criteria. 

 

During searching process, the authors found 738 papers with matching keywords from various digital 

libraries. After performing 3 round of exclusion process authors have selected 125 papers, which fulfills 

the search conditions with their titles, abstracts and conclusions. Now, finally 125 papers found suitable 

for critical review process.  

 

 

 
 

Figure 5. Selection procedure of primary studies. 

 

3. Results and Discussion 
As software testing having various activities, generation of test cases is one of the crucial and important 

activity, as it has a robust impact on the efficiency and effectiveness of the testing process (Zhu et al., 

1997; Bertolino, 2007) Test Case Generation is an activity in which test cases are generated either 

manually or automatically by using any automatic test case generation tool (Prasanna et al., 2011; 

Avdeenko and Serdyukov, 2021). 

 

This section provides the answer of the research questions formed in this study based on the papers 

collected in the previous section. To answer of research questions, the relevant evidences of existing 

literature has been used, which will help the researchers of the domain of test case generation. 
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Answer to RQ1 

To answer the research question 1, existing literature has been explored. It became clear that there exists 

different type of test case generation techniques such as model based, random based, search-based, 

specification based and metamorphic software testing approach. Figure 6 and Table 4 further differentiate 

the various approaches of test case generation and discuss their advantages & disadvantages. 

 
 

 
 

 

 
 

 

 
 

 

 
 

Figure 6. Test case generation techniques. 

 

 

Table 4. Descriptions of test case generation techniques. 
 

Name of 

Technique 

Description of Technique Advantages Disadvantages References of Technique 

Model-
Based 

Generation  

Model-based testing is a technique in 
which the test cases are generated 

automatically from application 

models written in EFSM (Extend 
Finite-State Machine). Such models 

consist of business logic & is just a 

few lines of code. 

(1) Communication 
improvements. 

(2) More Cost-

Effective. 

(1) Increasing Complexity 
(2) Adaptation To the New 

Approach 

(Pǎsǎreanu et al., 2009; Nguyen 
et al., 2012; Enoiu et al., 2013; 

Shirole and Kumar, 2013; 

Nabuco ans Paiva, 2014; Li et 
al., 2018; Fellner et al., 2019) 

Random-

Testing 

based  

Random-testing method involves 

creating random and independent 

inputs to test programmes. It's a sort 
of black-box testing. The output 

created is compared to the software 

specifications to see whether the 
outcome is correct or not. 

(1) Do not require to 

know 

programming 
languages. 

(2) it is cheaper, 

simpler and 
easier. 

(1) Many of the tests are 

redundant and 

unrealistic. 
(2) More time is spent on 

analysing results. 

(Liu et al., 2010; Zhou, 2010; 

Huang et al., 2012; Ramler et 

al., 2012; Bala Mishra et al., 
2017; Wetzlmaier and Ramler, 

2017; Lemberger, 2020) 

Search-

Based 

Software 
Testing  

The process of utilizing search 

techniques to solve testing problems 

in the software is known as Search-
Based Software Testing (SBST). 

SBST is a tool for creating test data, 

prioritising test cases, reducing test 
suites, and optimising software test 

oracles, among other things. 

(1) It is very quick, 

efficient to 

implement and 
faster in 

execution. 

(2) It gives a sense 
of the landscape 

structure. 

(1) Poorly defined 

requirements. 

(2) Some possible inputs 
will only be tested.  

(Harman, 2007; Ali et al., 

2010; Mairhofer et al., 2011; 

Devasena and Valarmathi, 
2012; Varshney and Mehrotra, 

2013; Rojas et al., 2015; Dave 

and Agrawal, 2015; Panichella, 
2019; Scalabrino et al., 2021) 

Specificatio
n based  

Test cases are derived directly from 
the specification or another model of 

what the system should perform in a 

specification-based technique. 

(1) Test cases are 
independent of 

implementation. 

(2) Development of 
test cases have 

done in parallel 

with the 
implementation. 

(1) Substantial 
redundancies may exist 

in between test cases. 

(2) Possibility of gaps of 
untested software. 

(Fraser and Gargantini, 2009; 
Brucker et al., 2011; Vasilache, 

2016; Ed-Douibi et al., 2018; 

Wang et al., 2019; Sato, 2020) 

Metamorphi

c Testing  

Metamorphic testing technique is to 

test programmes without the use of 
an oracle has been proposed. It uses 

metamorphic relations, which are 

features of the target function, to 
produce follow-up test cases and 

automatically validate the results. 

(1) Simplicity in 

concept. 
(2) Straightforward 

implementation. 

(1) No proper framework 

for verification, 
validation, and quality 

assessment. 

(2) Metamorphic relations 
should not be formally 

described. 

(Tao et al., 2010; Sun et al., 

2011; Hui and Huang, 2013; 
Bandaru and Albert Mayan, 

2016; Saha and Kanewala, 

2018; Lv et al., 2018; Segura et 
al., 2020; Asyrofi et al., 2021) 
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Answer to RQ2 

During the review processes it becomes clear that many of researchers have utilized various standard 

datasets and sample programs to validate their test case generation approaches. Table 5 shows the brief 

details of dataset utilized in Test Case Generation. 

 
Table 5. Details of dataset utilized in test case generation. 

 

Year of 

Publicatio

n 

Dataset 

utilized 
Title of Paper Reference 

2015 EvoSuite 10  “A Memetic Algorithm for whole test suite generation” (Fraser et al., 2015) 

2017 SF100 corpus “A detailed investigation of the effectiveness of whole test suite generation” (Rojas et al., 2017) 

2017 
Defects4J 

repository 

“Test Case Generation for Program Repair: A Study of Feasibility and 

Effectiveness” 
(Yu et al., 2017) 

2020 Neo4j, JSON “Test case generation based on mutations over user execution traces” (Paiva et al., 2020) 

2020 
Mocha JS, 

Node JS 
“Implementing DDD for Automatic Test Case Generation” 

(Nachiengmai et al., 

2020) 

 

 

Answer to RQ3 

The classification of research papers may help in tracking the research growth of the domain. The ratio 

amongst the papers published in conferences and journals of repute may give a clear idea about the 

growth. To provide the answer to RQ 3, authors have classified the research papers in these two classes. 

 

Figure 7 depicts that out of 125 selected papers, 79% papers come from journal publication and 21% 

papers have been published in conference publication. The ratio of publication indicates that from year 

2011 to 2021 maximum papers of test case generation published in a variety of journals. The lists of few 

papers with publication details are mentioned in the Table 8 that may help to the beginner’s level 

researchers to explore the important literature. 

 

 

 
 

Figure 7. Publication distribution. 
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Answer to RQ4 

The performance of any testing technique depends on test case generation. So, it is important to analyze 

research distribution of different types of testing solutions. To answer the RQ4, the Figure 8 has been 

drawn, which indicates that there are various types of testing used to conduct research in test case 

generation domain. It has been represented that in the field of test case generation 74% research 

contributes in software testing domain, 13% research contributes in the domain of regression testing, 

approx. 2-2% research distributes in the domain of AI testing & Evolutionary testing and 9% researchers 

contributes their work in other different types of testing domain like object oriented, data flow testing, 

mutation testing etc. 

 

 
 

Figure 8. Research Distribution including various testing domain. 

 

 

Answer to RQ5 

According to literature, various testing tools have been developed to address the challenges of test case 

generation. In order to fulfill the requirements and maintain the quality of the software, researchers have 

developed a variety of tools for generating new test cases for existing/ new software.  To answer the RQ5, 

Table 6 has been formed from the literature that list the various testing tools utilized for automatic 

generation of test cases. In Table 6, 24 different tools are mentioned which represent the name of tool, 

input language used by tool, the category of tool and short description as well as year of development/ 

modification of tool. 

 
Table 6. List of various testing tools used in test case generation. 

 

Year of 

Development/ 

Modification 

Name of Tool Input Language Type of Software Reference 

2010 Austin C Language  Open Source (Lakhotia et al., 2010) 

2010 PET Java Academic & Research (Albert et al., 2010) 

2011 Korat Java Open Source (Boyapati et al., 2002) 

2011 jPET Java Commercial (Albert et al., 2011) 

2012 Palus Java Open Source (Zhang et al., 2011) 

2013 MergePoint/ Mayhem binary (32bit, Linux) Commercial (Avgerinos et al., 2014) 

Software 
Testing

74%

Evolutionary 
Testing

2%

Regression 
Testing

13%

Others
9%

AI Testing
2%

RESEARCH DISTRIBUTION IN TESTING TYPE



Verma et al.: Software Test Case Generation Tools and Techniques: A Review 
 

 

303 | Vol. 8, No. 2, 2023 

Table 6 continued… 
 

2013 PathCrawler C Language Academic & Research (Williams et al., 2005) 

2014 CREST C Language Open Source 
(Boshernitsan et al., 

2006) 

2014 CAUT C Language Academic & Research (Su et al., 2015) 

2014 Jseft JavaScript Academic & Open Source (Mirshokraie et al., 2015) 

2015 AgitarOne Java Commercial (Burnim and Sen, 2008) 

2015 AutoTest Eiffel 
Commercial & Open 

Source 
(Leitneret al., 2007) 

2015 CATG Java Open Source (Tanno et al., 2015) 

2015 EvoSuite Java Academic & Open Source (Fraser and Arcuri, 2013) 

2016 GRT Java Academic & Research (Ma et al., 2016) 

2015 GUITAR GUI application  Open Source (Nguyen et al., 2014) 

2015 Jalangi JavaScript  Open Source (Kalasapur et al., 2013) 

2015 JTExpert Java Academic & Research (Sakti et al., 2015) 

2015 Randoop Java  Open Source (Pacheco et al., 2007) 

2015 Symbolic PathFinder Java  Open Source (Păsăreanu et al., 2013) 

2015 T3 Java  Open Source (Prasetya, 2015) 

2015 TCG (LoTus) FSM  Open Source (Muniz et al., 2015) 

2016 UML Test XML  Open Source (Herout and Brada, 2016) 

2018 Testrecorder Java  Open Source (Negara et al., 2019) 

 

 

Answer to RQ6 

As per the selected literature, it is clear that in last decade, most of the researchers have utilized various 

optimization/ metaheuristic algorithms to solve test case generation problem. Table 7 gives an effective 

summarization of the literature and discusses various optimization algorithms applied for test case 

generation during the specified period of critical review. A variety of optimization algorithms including 

Particle Swarm Optimization, Genetic algorithms, Bee Colony Optimization, Firefly Algorithm, Ant 

Colony Optimization and many more have been utilized by various researchers. The Figure 8 shows that 

approximately 26% of the research work done in the field of test case generation by utilizing various 

metaheuristic/ optimization algorithms. The Figure 9 shows the utilization of various optimization in the 

field of test case generation.  

 

 
 

Figure 9. Utilization of various optimization algorithms. 
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Table 7. Various optimization algorithms used in test case generation.  

 

Year of 

Publica

tion 

Name of Optimization 

Algorithm 
Approach/ Technique Reference 

2013 
Bee-Colony Optimization & 

Modified Genetic Algorithm 
proposed an approach (Dalal and Chhillar, 2013) 

2015 Genetic Algorithms proposed an approach using various operators (Fraser et al., 2015) 

2014 
Improved environmental 
adaption method (IEAM) 

proposed a new optimization technique (Mishra et al., 2014) 

2014 
Multi-Objective Firefly 

Algorithm (MOFA) 
proposed a technique (Iqbal et al., 2014) 

2016 Cuckoo Algorithm 
For generation of test data, proposed a new application of Cuckoo 
search algorithm. 

(Khari and Kumar, 2016) 

2016 
HARMONY SEARCH 

ALGORITHM 

Harmony search optimization algorithm has been analyzed for 

random test data generation. 
(Sahoo et al., 2016a) 

2016 Genetic Algorithm the optimization of test case generation using genetic algorithm. (Mateen et al., 2016) 

2016 Firefly Algorithm 
Firefly Algorithm has been analyzed to generate random test cases 
& optimize the results. 

(Sahoo et al., 2016) 

2018 
Modified Particle swarm 

optimization algorithm 
Proposed a new technique for automatic test data generation. (Wang and Liu, 2018) 

2018 
Multi-Objectives 
Evolutionary Algorithm 

approach (MOEA) 

proposed an approach (Abdallah et al., 2018) 

2018 
Artificial Bee Colony 
Algorithm 

suggest a new strategy focusing on the Artificial Bee Colony 
(ABC) Algorithm 

(Alazzawi and Rais, 2018) 

2019 Cuckoo Search Algorithm 
proposes a framework for the generation of an optimal set of test 

cases 
(Sharma et al., 2019) 

2020 

Particle-Swarm 
Optimization & Adaptive 

Particle-Swarm 

Optimization 

propose a fitness function, Improved Combined Fitness (ICF) 

function 
(Sahoo and Ray, 2020) 

2019 Genetic Algorithm propose a new method for efficient test case generation (Wang et al., 2019) 

2020 
Ant Colony Optimization 

Algorithm 
proposed a technique (Saju and Vinod 2020) 

2020 
Hybrid Cuckoo Search & 
Bee-Colony Algorithm 

proposed an approach 
(Lakshminarayana and 
SureshKumar, 2020) 

2019 
Ant Colony Optimization 

Algorithm 

proposed a new self-adapting ant colony optimization-based 

algorithm using fuzzy logic (ACOF)  
(Ahmad et al., 2020) 

2020 
Improved Crow Search 
Algorithm 

proposes an Improved 
Crow Search Algorithm (ICSA) 

(Jatana and Suri, 2020) 

2020 
Artificial bee colony 

algorithm 

presented a new algorithm in the domain of data flow testing by 

making use of ABC optimization algorithm  
(Sheoran et al., 2020) 

2021 Genetic programming proposed an approach (Nosrati et al., 2021) 

2021 Ant Colony Algorithm developed a strategy (Ramli et al., 2021) 

2021 
Artificial Bee Colony 

algorithm 
proposed an approach Archive-based Artificial Bee Colony (Sahin et al., 2021) 

2021 

Hybrid Migrating Birds 

Optimization, Genetic 
Algorithm 

proposed a new strategy named as Elitist Hybrid MBO-GA 

Strategy (EMBO-GA) 
(Zakaria et al., 2021) 

2021 
Adaptive cuckoo search 

algorithm 
proposed an approach (Sahoo et al., 2021) 

 

 

4. Conclusions and Future Scope 
Now a day everyone is looking for quality software product to ease their day-to-day life. Testing plays an 

important role to ensure the quality of software, which can be achieve though generation of testcases. Test 

Case Generation is a challenging task that should be more mature. In order to dig out the challenges and 

their solutions this paper has presented a comprehensive study of various tools and techniques for test 

case generation. To perform a critical review process has been followed such as search keywords, 

searching criteria and selection procedure. To make it more effective authors have framed various 
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research questions, which have been answered one by one in the result discussion section. The list of 

tables and figures has been presented in this study to address the answers of the research questions. It is 

clear from literature review that huge research work has been performed by various researches in the field 

of test case generation in last one decade. The authors also tried to provide a brief description of existing 

literature with the help of critical review and provide the answers of research questions with evidences. 

 

During the critical review, it has been found that there are various research gaps available in existing 

research. Future work may include development of new testing tools as per more specific requirements or 

integrate the features of two or more tools to solve complex problems of test case generation process, also 

utilized or create more datasets for research rather than using toy or existing datasets. In future, develop 

new metaheuristic/ optimization algorithms to optimize the results of test case generation problems as 

well as increase the duration of literature in terms of years and consider maximum no. of papers for 

critical review in test case generation or in other domains of software testing. 

 

Appendix 

To validate the answer of Research Questions RQ2, RQ3 & RQ4, Table 8 represents the data which 

provide the Summary of manuscripts selected for this study and also answers of above-mentioned 

questions:  

 
Table 8. Summary of manuscripts selected for this study. 

 

Year Testing Keyword  Dataset Approach/ Technique 
Conference/ 

Journal 
Reference 

2010 
Software 
Testing 

Test Case 
Generation 

GUI XML file  
Proposed a new technique of 
test case generation 

Conference (Alsmadi, 2010) 

2010 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

proposed a practical test case 
generation technique derived 

from use case diagram. 

Conference 
(Daengdej & 

Kosindrdecha, 2010) 

2013 
Software 
Testing 

Test Case 
Generation 

Toy Dataset 
proposed a model and 
proposed an algorithm 

Journal 
(Dalal and Chhillar, 
2013) 

2013 
Software 
Testing 

Test Suite 
Generation 

19 open-source 

libraries and 
programs, Toy 

Dataset 

For test case generation, 

EVOSUITE tool implements 
the approach proposed in this 

paper. 

Journal 
(Fraser and Arcuri, 
2013) 

2014 
Software 
Testing 

Test Case 
Generation 

Toy Dataset proposed an algorithm Journal (Mishra et al., 2014) 

2014 
Software 

Testing 

Test Case 

Generation 
Toy Dataset proposed a technique Conference (Iqbal et al., 2014) 

2014 
Software 
Testing 

Test Suite 
Generation 

No Dataset Survey/Review Journal 
(Pahwa and Solanki, 
2014) 

2014 
Software 

Testing 

Test Suite 

Generation  
No Dataset Survey/Review Journal 

(Hooda and Chhillar, 

2014) 

2015 
Evolutionary 
Testing 

Test Suite 
Generation 

EvoSuite 10 tool 
Memetic Algorithm for test 
suite optimization 

Journal (Fraser et al., 2015) 

2016 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

proposed a methodology for 

generating test cases 
Journal (Sahoo et al., 2016a) 

2016 
Software 
Testing 

Test Case 
Generation 

Toy Dataset proposed an approach Journal (Sahoo et al., 2016)  

2016 
Software 

Testing 

Test Case 

Generation 

overview of 

different techniques 

of automatic test 
cases generation 

Survey/ Review Journal 
(Mahadik et al., 

2016) 

2016 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

Proposed an optimization 

approach 
Journal (Mateen et al., 2016) 

2016 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

paper proposed a methodology 

for generating test cases 
Journal (Sahoo et al., 2016b) 
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Table 8 continued... 
 

2017 
Software 

Testing 

 Test Case 

Generation 
SF100 corpus empirical study Journal (Rojas et al., 2017) 

2017 
Software 
Testing 

Test Case 
Generation 

Toy Dataset Survey Conference 
(Kulshreshtha et al., 
2017) 

2017 
 Software 
Testing 

Test Case 
Generation 

Defects4J 
repository 

proposed two approaches for 
using test case generation 

Conference (Yu et al., 2017) 

2018 
Software 
Testing 

Test Case 
Generation 

No Dataset SLR Journal 
(Arora and Bhatia, 
2018) 

2018 
Software 

Testing 

Test Case 

Generation 
Toy Dataset proposed a new approach Journal (Abdallah et al., 2018) 

2018 
Software 

Testing 

Test Case 

Generation 
No Dataset literature survey Journal (Chauhan et al., 2018) 

2018 
Regression 

Testing 

Test Case 

Generation 
No Dataset Survey Paper Journal (Gupta et al., 2018) 

2018 
Software 

Testing 

Test Cases 

Generation 
Toy dataset proposed a new approach Conference (Din and Zamli, 2018) 

2019 
Regression 

Testing 

Test Suite 

Generation 

five Java 

programs under 
test 

performance evaluation of six 

meta- heuristic algorithms 
Journal (Khari et al., 2020) 

2019 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

present a model-based 

approach 
Journal 

(Yazdani Seqerloo et 

al., 2019) 

2019 
Software 
Testing 

Test Case 
Generation 

No Dataset Survey Paper Journal 
(Khari and Kumar, 
2019) 

2019 
Software 

Testing 

Test Case 

Generation 
Toy Dataset 

proposed an automatic 

approach 
Journal 

(Alrawashed et al., 

2019) 

2019 
Software 
Testing 

Test Case 
Generation 

No Dataset review Journal (Gupta et al., 2019) 

2019 
Software 

Testing 

Test Case 

Generation 
Toy dataset 

proposed a method for 

demand-based TCG for OO 
systems 

Journal (Singh et al., 2019) 

2019 
Regression 

Testing 

Test Case 

Generation 
Toy dataset propose a new method Conference (Wang et al., 2019) 

2019 
Software 
Testing 

Test Case 
Generation  

No Dataset systematic review Journal (Mishra et al., 2019) 

2019 
Software 

Testing 

Test Case 

Generation 

10 Java programs 

from two open-

source projects 
are used as case 

studies 

Literature Review, two 
automatic test case generator 

tools are used, Randoop and 

Evosuite. 

Conference (Setiani et al., 2019) 

2020 
Software 

testing 

Test case 

generation 
Toy dataset 

proposed a modified ACO 
based approach for the 

automated and effective 

generation of valid test cases 

Conference (Saju and Vinod, 2020) 

2020 
Software 

testing 

Test case 

generation 
Neo4j, JSON 

presents a web testing approach 

in which test cases are 

generated from user execution 
traces 

Journal (Paiva et al., 2020) 

2020 
Software 

testing 

Test case 

Generation  
Toy dataset 

proposed a new method 

CSBCA 
Journal 

(Lakshminarayana and 

SureshKumar, 2020) 

2020 
Software 

testing 

Test case 

Generation 
Toy dataset 

systematic study of mapping of 

test case generation techniques 
Journal (Minhas et al., 2020) 

2020 
Regression 
testing 

Test Case 
Generation 

JAVA, Toy 
dataset 

propose an innovative 

technique in order to test the 
quality of the cloud-based 

software 

Journal 
(Venkatraman and 
Sethumadhavan, 2020) 

2020 
Software 
testing 

Automatic test 
case generation 

Mocha JS, Node 
JS 

Proposed a technique Journal 
(Nachiengmai et al., 
2020) 

2020 
Software 

testing 

Test Data 

Generation 
Toy dataset  

Proposed a Meta-heuristic 

technique ICSA 
Journal (Jatana and Suri, 2020) 
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Table 8 continued... 
 

2020 
Software 

testing 

Test suite 

generation 
Toy dataset Present a novel algorithm Journal (Sheoran et al., 2020) 

2020 
Software 

testing 

Test suite 

generation 
Toy dataset 

Proposed a DOTSG method for 

EFSM models using GA. 
Journal (Zhao et al., 2020) 

2020 
Software 

testing 

Automated Test 

Suite Generation 
No Dataset Empirical Evaluation Journal (Khari, 2020) 

2020 AI Testing 
Test Case 

Generation 
Toy dataset 

two techniques used activation 

maximization and Generative 
Adversarial Network (GAN) 

Journal (Koo et al., 2020) 

2021 
Software 

testing 

Test Suite 

Generation 

Key-Points 

detection DNNs 
(KP-DNNs) 

present an approach to 
automatically generate test data 

for KP-DNNs using many-

objective search 

Conference (Haq et al., 2020) 

2021 
Software 
testing 

Test Case 
Generation 

No Dataset Empirical Evaluation Journal (Brunetto et al., 2021) 
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