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a b s t r a c t

Context: Technical debt is a software engineering metaphor, referring to the eventual financial conse-
quences of trade-offs between shrinking product time to market and poorly specifying, or implementing
a software product, throughout all development phases. Based on its inter-disciplinary nature, i.e.
software engineering and economics, research on managing technical debt should be balanced between
software engineering and economic theories.
Objective: The aim of this study is to analyze research efforts on technical debt, by focusing on their
financial aspect. Specifically, the analysis is carried out with respect to: (a) how financial aspects are
defined in the context of technical debt and (b) how they relate to the underlying software engineering
concepts.
Method: In order to achieve the abovementioned goals, we employed a standard method for SLRs and
applied it on studies retrieved from seven general-scope digital libraries. In total we selected 69 studies
relevant to the financial aspect of technical debt.
Results: The most common financial terms that are used in technical debt research are principal and
interest, whereas the financial approaches that have been more frequently applied for managing techni-
cal debt are real options, portfolio management, cost/benefit analysis and value-based analysis. However,
the application of such approaches lacks consistency, i.e., the same approach is differently applied in dif-
ferent studies, and in some cases lacks a clear mapping between financial and software engineering con-
cepts.
Conclusion: The results are expected to prove beneficial for the communication between technical
managers and project managers, in the sense that they will provide a common vocabulary, and will
help in setting up quality-related goals, during software development. To achieve this we introduce:
(a) a glossary of terms and (b) a classification scheme for financial approaches used for managing
technical debt. Based on these, we have been able to underline interesting implications for researchers
and practitioners.

� 2015 Elsevier B.V. All rights reserved.
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1. Introduction

Maintenance is one of the most effort-intensive activities in the
software lifecycle. It is estimated that maintenance activities con-
sume 50–75% of the total effort spent during the complete lifecycle
of a typical software project [36]. From all maintenance activities,1

it is reasonable to assume that requests for changes concerning the
addition of functionality, the adaptation to new environments, the
enhancement of run-time qualities [3], and the correction of errors,
are hard to neglect or defer to a future iteration. On the contrary,
changes that are not directly related to the external behavior of
the system but relate to design-time qualities [3], are often post-
poned or neglected, in order to shrink product time to market and
reduce short-term costs. However, software systems are by def-
inition highly evolving products, whose design-time quality will
gradually decay [31], and therefore deferring such maintenance
activities (e.g., refactorings, resolution of bad smells, reverse engi-
neering) might have a significant impact on several design-time
qualities (e.g., maintainability, comprehensibility, reusability, etc.).
This strategy leads to the creation of a financial overhead due to
degraded quality, originally termed by Cunningham as technical debt
[8].

Technical debt (TD) is a metaphor that is used to draw an anal-
ogy between financial debt as defined in economics and the situa-
tion in which an organization decides to produce immature
software artifacts (e.g. designs or source code), in order to deliver
the product to market within a shorter time period [8]. TD is accu-
mulated during all development phases, i.e. requirements analysis,
architectural/detailed design, and implementation, and therefore
should be monitored and handled during the complete software
lifecycle [23]. In practice, technical debt is sometimes desirable
(e.g., in cases when companies opt for investing on a different pro-
duct rather than producing a new one with optimum design-time

quality), whereas the complete repayment of TD is considered
unrealistic [12]. However, since the accumulation of technical debt
may severely hinder the maintainability of the software [38], it
should be continuously monitored and managed.

One of the most prevalent characteristics of technical debt is its
interdisciplinary nature, since it combines elements from both
financial and software engineering theory. Although this nature
may lead to additional challenges (resulting from the gap between
software and financial perspectives) it can potentially help the
communication between both practitioners and researchers.

Concerning practitioners we refer to the communication gap
between technical stakeholders (software engineers, architects,
testers, etc.) and project managers. On the one hand, project man-
agers are interested in concepts like value, cost, benefit, debt, prin-
cipal (i.e. capital), and interest. Moreover, they are not particularly
focused on the design-time quality of intermediate artifacts during
the software development lifecycle, since it is only indirectly asso-
ciated with their basic goals as stakeholders in the software devel-
opment lifecycle, i.e. increase benefit, decrease production cost,
shrink time to market, etc. On the other hand, technical stakehold-
ers are usually more focused on design-time quality. Enhanced
design-time quality in terms of e.g. maintainability, reusability
and understandability, eases the post-production activities of
development teams and decreases the effort needed for the devel-
opment of similar projects. However, in practice, high-level budget
and effort allocation decisions are taken by project managers. Thus,
in order for maintenance activities to be approved, technical stake-
holders should communicate their benefits to project managers. In
this type of communication, the terminology of technical debt can
prove beneficial. Practitioners’ experience suggests that using

economics-based terminology and approaches like real-options,
cost/benefit analysis, and portfolio management, bridges the gap
between software engineers and managers and facilitates the

negotiation of trade-offs of quality for quicker product delivery [11].
Despite the communication benefits that Technical Debt may

bring, due to its aforementioned interdisciplinary nature, the body

of knowledge on the subject can be rather difficult to comprehend
in-depth, since it requires expertise or at least experience from

1 We deliberately avoid the use of software maintenance types, such as those
defined by ISO/IEC 14764-2006 [18] (i.e., corrective, adaptive, perfective, preventive),
because these types are interpreted differently by different researchers, causing a
naming ambiguity [7,15,34].
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two rather diverse scientific domains (i.e., software engineering
and economics). Therefore, researchers with financial background
are often not sufficiently familiar with terms like refactorings
and source code analysis, whereas software engineering research-
ers are usually not experts in applying methods like real-options
and portfolio management. Consequently, in many cases, research
on the subject: (a) uses ambiguous terminology and sometimes

misuses terms, (b) is not balanced between the economical and
the software engineering aspects, or in other words it is not truly
interdisciplinary. For example, when a purely software engineering
team with limited expertize on economics, apply the real-options
theory, there is an increased possibility that the method is not per-
fectly applied.

Furthermore, the current literature in TD lacks a study
summarizing the state of the art and practice with respect to finan-
cial approaches used in TD. This makes it difficult for practitioners
to search for such approaches, and evaluate them for fitness of pur-
pose and applicability for the particular problem at hand. Even
when they manage to select an appropriate approach, applying
such an approach can be challenging, since most of them lack an
established way of mapping their original (from the financial
domain) inputs and outputs to software engineering technologies.2

For example, in real options analysis the improvement probability
factor is required as an input to the method [32], but how is this
probability calculated in the context of technical debt and what soft-
ware engineering technologies should be used for assessing it, and
how? Moreover, the lack of a state of the art also hinders researchers
in understanding the overall picture of what has been studied by this
community, and what is still missing.

In this study we will analyze existing literature, by employing
the Systematic Literature Review (SLR) method [20] to tackle the
two aforementioned problems, i.e. the communication gap among
researchers and among practitioners, and the lack of a study
summarizing the state of the art and practice on financial
approaches for technical debt management. Therefore, this study
has two goals:

(goal-a) Introducing a glossary of financial terms and
definitions related to technical debt management.

(goal-b) Classifying financial approaches (originating from
traditional or software economics) used in
technical debt management.

By referring to Technical Debt Management (TDM) in this study, we
are interested in all TDM activities as proposed by Li et al. [24], i.e.,
(a) identification, (b) measurement, (c) prioritization, (d) repay-
ment, and (e) monitoring. However, since the focus of the study is
on the financial perspective of technical debt, special attention will
be given to the measurement (or quantification) activity. We note
that due to the nature of technical debt research, we have broad-
ened the primary study search space to generic computer science
literature, rather than focusing on software engineering literature
only.

The rest of the paper is organized as follows: in Section 2, we
present related work, i.e. other studies that aim at providing an
overview of the research state of the art on the domain of technical
debt. In Section 3, we provide some background information on
financial concepts that will be used during the presentation and
discussion of the results. Next, in Section 4, we present the protocol
of this systematic literature review. In Section 5 we present the

raw results of this study and answer the research questions,
whereas in Section 6 we discuss the basic contributions of this
study w.r.t. goal-a and goal-b. Finally, in Section 7 we present
threats to validity, and in Section 8 we conclude the paper.

2. Related work

Although the financial aspect of technical debt is a research
topic that has attracted the attention of both academia and indus-
try, to the best of our knowledge there are no literature reviews or
mapping studies (either systematic or not), summarizing the
research state of the art on the subject. The only two studies that
have been identified as related work to this paper, are a Multi-
vocal Literature Review (MLR) by Tom et al. published in 2013
[35] and a Mapping Study (MS) by Li et al. published in 2015
[25]. The main points of deviation of our work, compared to these
studies, are:

� the use of a different research method (SLR vs. MS vs. MLR), and
� the different focus of the research goals (financial aspects of
technical debt vs. software engineering aspects of technical
debt).

The main difference between a Multi-vocal Literature Review
(MLR) and a Systematic Literature Review (SLR) or a Mapping
Study (MS) is the fact that, while SLRs and MSs use as input only
academic peer reviewed articles, in MLRs, grey literature, such as
blogs, white papers and webpages, is also considered as input.
We note that despite the differences in the used research methods,
the results of both types of studies are valid; however, through a
different perspective. Consequently, concerning technical debt,
the multi-vocal results [35] are expected to provide indications
on how the concept is exploited by both researchers and practi-
tioners; although it goes without saying that using such not
peer-reviewed experience reports or position articles raises signifi-
cant reliability and validity issues [30]. On the other hand, the
results of an SLR or an MS could provide an established body of
knowledge, focusing only on research contributions. However,
comparing the research goals and designs of MS and SLR, the
following differences can be identified:

� SLRs aim at providing a complete, detailed and fair synthesis of
evidence related to a topic of interest, whereas MSs aim at pro-
viding an overview of a research area to assess the quantity of
evidence [21];

� the research objectives for MSs are usually high level and
include issues, such as identification of research sub-topics
and used research, and classification of research themes. On
the other hand, SLRs usually synthesize data in a more detailed
way [21].

Additionally, the goal of the three studies is completely diffe-
rent as well. More specifically, the studies of Tom et al. [35] and
Li et al. [25] aimed at understanding the nature of technical debt
and its implications for software development, whereas our study
is focused on the financial perspective of technical debt. However,
although the research questions of the three studies do not overlap,
it is expected that discussing the results will provide possibilities
for synthesizing the outcomes of the three secondary studies.

3. Background information

In this section we provide background information on financial
debt i.e. definitions, related terms and approaches. More specifi-
cally, we provide: (a) basic definitions on financial debt that are

2 By the term ‘software engineering technologies’ we refer to: (a) any element of
the software engineering process (e.g., tools, artifacts, activities [22]), (b) quality
attributes, and (c) well-established approaches that aim at the improvement of
design-time qualities (e.g., patterns, refactorings, etc.).
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expected to be investigated in the related literature on technical
debt, (b) broader financial terms, related to interest theory, and
(c) some fundamental strategies for handling financial debt. This
section aims at supporting readers with a software engineering
background to become familiar with some basic financial concepts
that will be needed for understanding the results of this SLR. All
terms discussed in this section will be used either during the pre-
sentation of results or in the discussion of directions for future
research.

3.1. Basic financial debt terms

Debt is a term used to describe the amount of money owed by
one party (debtor or borrower) to another party (creditor or lender).
The certain amount of money derives from a loan, which denotes
that the money has been lent by the creditor to the debtor for a
specific period of time. The obligation of the debtor is to repay a
larger sum of money to the creditor at the end of that period
[28]. The original amount of money borrowed is called the princi-

pal, while the additional amount paid back constitutes the interest.
To accomplish this agreement, the borrower issues a debt instru-

ment, which specifies the type of the loan and obliges the debtor
to repay it at the maturity date (date of repayment). Economists
consider the interest to be a fee that is charged for the use of
money, i.e. the creditor is being remunerated for the undertaken
risk of losing the principal and for the lost benefit that another
investment of the money would have yielded (opportunity cost).
On the other hand, the debtor (individual, company or govern-
ment) is in need of money, in order to proceed with an investment
or to cover temporary lack of liquidity, therefore decides to pay the
interest in the future.

Interest is calculated as a percentage of the principal, usually on
an annual basis, namely interest rate. Interest rate is dependent upon
systemic financial factors (e.g. quantity of money and price level [14])
and the debtor’s risk rating [28]. If thedebtor is assessed as a low-risk
partner, a lower interest rate shall be applied. On the other hand, if
the borrower is considered to be of high-risk, a higher interest rate
will be charged (see Section 3.3, on risk management). Interest can
be discriminated into two common types (simple and compound),
according to the way it is calculated. When interest is calculated in
every period on the amount of the principal, it is called simple

interest. In this case, the total amount of interest increases linearly.
On the other hand, compound interest occurs when it is calculated
on the principal plus the accumulated interest. Thus, the total
amount of interest increases exponentially [19].

3.2. Broader financial terms (related to investments and interest

theory)

In order to elaborate on concepts of debt and loan we present
some additional terms that are considered important for financial
transactions. More specifically, liabilities and assets are terms used
in both financial and accounting literature and practice and refer to
elements that constitute obligations or create economic value for
their owners respectively. Moreover, in order to compare the value
of a sum of money or a debt instrument through different periods
of time, the concepts of present value (PV) and future value (FV) are
used. So as to assess the effectiveness of an investment, the Return

on Investment (ROI) ratio is used. A high level of ROI indicates an
efficient investment. Financial leverage is perceived as the use of
loanable funds, i.e. money derived from loans by a company, in
order to invest in actions that will result in profit. Specifically:

� An asset could be a company’s plant, mechanical equipment or
money. On the other hand, a company’s liabilities can consist of
its loans, accounts payable or any other company’s obligations.

Referring to finance, every debt instrument is a liability for the
debtor and at the same time it is an asset for the creditor [28].

� Present Value or Present Discounted Value (PV) refers to the
current worth of an amount of money paid or received in the
future. Present value is calculated as in (1), where r represents
the given rate of interest and n stands for the number of periods
[28]

PV ¼
FV

ð1þ rÞn
ð1Þ

� Future Value (FV) or time value of money refers to the value of a
present sum of money in a specific time the future [19].
According to Kellison [19], future value is calculated as:

FV ¼ Principal � ð1þ rÞn ð2Þ

� Financial leverage increases the undertaken risk; nevertheless it
is generally acceptable and sometimes preferable over other
forms of financing by shareholders, as it increases the market
value of the shares [9]. The degree of a firm’s leverage expresses
its dependence on long term debt. This dependency can be
shown by the debt to equity ratio that is the percentage of debt
on the company’s equity.

� Return on Investment (ROI) is defined as a ratio that measures
the return of an investment divided by the invested capital.
More specifically, ROI is defined in (3), where Net Profit is the
total gains of the investment minus the cost of the investment
[13]. Besides the evaluation of a single investment, ROI ratio
can be used to compare different investments.

ROIð%Þ ¼
NetProfit

Cost of Investment
� 100 ð3Þ

3.3. Managing debt strategies

Decision making on undertaking an investment or on taking a
loan so as to perform an investment should consider the risks
and the cost of the specific financial transaction. Thus, in order to
make the most profitable decision, economists usually apply the
Cost/Benefit Analysis (CBA), i.e. a technique that compares the cost
of the realization of a decision to the expected benefit of this
action. The implementation of CBA method should take into
account all the possible expected costs until the completion of
the project, such as cost of acquisition, man hours needed for
implementation, operational costs etc.

As mentioned above, risk is another factor that should be con-
sidered during the decision making on the realization of a financial
transaction. The risk concerning a financial transaction may occur
due to interest rate fluctuations or to other factors involving the two
parties of the transaction [28], e.g. the probability of the debtor to
bankrupt. In order to accomplish their goals, companies should
apply risk management strategies. More precisely, they should:
(a) examine the possible sources of their risk, (b) evaluate the
probability of its occurrence, and (c) implement methodologies
for measuring the credibility of their counterparties [9].

A specific technique that is used for reducing or eliminating
financial risk and reducing market uncertainty is hedging [28].
Hedging involves the engagement in a financial transaction in
order to counterbalance the risk undertaken by another transac-
tion. For example, hedging may offset a long position (that is buying
an asset) by taking an additional short position (that is selling an
asset). In literature, a field that offers great opportunities for hedg-
ing is financial derivatives market [28]. Financial derivatives can be
defined as financial products whose values are linked to the values
of previously issued instruments or other variables [16,28].

A common form of financial derivatives contract is an Option

contract, which gives the owner the right to buy (call option) or sell
(put option) a specific financial product at a specified price (strike
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price or exercise price) in the future. The purchaser of an option is
not obligated to exercise the right of buying or selling, on or until
the expiration date. On the other hand, the seller of the option is
obligated to sell or buy the financial instrument, if the owner deci-
des to do so. In order to acquire the option to buy or sell a product
at a specified price, the purchaser pays an amount called a premium

[28].
Option Pricing Theory has been widely used during the last dec-

ades in order to evaluate opportunities in non-financial or ‘‘real’’
investments, such as land, buildings, plant expansion or multi-
stage R&D [6,16]. Real Option Analysis (ROA) is extensively applied
to assess IT investment risk. By equating managerial flexibility
with real options, it permits the inclusion of uncertainty in the
valuation model [4].

Finally, the total amount of assets and liabilities of a company
or individual is called a portfolio. Portfolio management is the tech-
nique of managing the assets and liabilities in order to achieve a
satisfactory benefit. The aim of a successful portfolio management
is to achieve the highest possible profit and at the same time to
minimize the risk of the undertaken financial transaction [32].

4. Review methodology

This section presents the protocol of this systematic literature
review. A protocol constitutes a pre-determined plan that
describes research questions and how the systematic literature
review will be conducted. The review protocol includes six activi-
ties, namely [20]: (a) define research objectives and questions, (b)
define search procedure (search terms and resources), (c) define
study selection procedure and inclusion/exclusion criteria, (d)
define study quality assessment, (e) define data extraction strat-
egy, and (f) define synthesis of the extracted data.

4.1. Research objectives and research questions

We reformulate the goals of this study, using the Goal-
Question-Metric format [2], as follows: analyze existing literature
on the financial aspects of technical debt for the purpose of
characterization and evaluation, with respect to terminology (see
goal-a in Section 1) and the employed financial approaches (see
goal-b in Section 1), from the point of view of researchers and prac-
titioners. In order to more systematically investigate the aforemen-
tioned goal, our study sets three research questions, which are
listed here and explained right below:

RQ1: Which are the most common financial terms used in the

context of technical debt management?

RQ2: Which financial approaches have been applied in technical

debt management?

RQ2.1: Which financial approaches have been applied for

measuring technical debt, in terms of financial

units (e.g., man-months or US$)?

RQ2.2: Which financial approaches have been applied for

identifying, prioritizing, repaying and monitoring

technical debt?

RQ3: Which software engineering technologies have been used

by financial approaches in the context of technical debt

management?

The two goals stated in Section 1, i.e. glossary of terms (goal-a) and
classification of financial approaches in TDM (goal-b), are achieved
in two steps. First, we collect data (according to the process in
Section 4.5) in order to answer each research question and present
them in Section 5. Second, we further analyze the collected data in

order to achieve the stated goals, as presented in Section 6.
Specifically, for the first goal we will utilize the results of RQ1 (they
will provide a list of terms that are used in technical debt research)
and the background information presented in Section 3. Specifically,
we use the descriptions of terms in financial theory, as presented in
Section 3, in order to fine-tune the definition of the glossary terms.
Additionally, for the second goal, we will synthesize the results of
RQ2 (that will provide a list of financial approaches) and RQ3 (that
will provide us information about the employed software engineer-
ing technologies), which in turn are used as inputs when applying
the financial approaches in technical debt management.
Consequently, the classification synthesizes the set of financial
approaches with the software technologies they use as input. We
note that due to our special interest on TD measuring approaches
we have set a separate research question concerning measurement
(RQ2.1), whereas other managing activities are investigated through
RQ2.2.

4.2. Search process

The search procedure aimed at the identification of candidate
primary studies, which would be either included or excluded from
the final set of the primary studies. The search plan involved auto-
mated search into seven well-known digital libraries (ACM Digital
Library, IEEExplore, ScienceDirect, SpringerLink, Scopus, Web of
Science, and Google Scholar), and a manual search for string cali-
bration and validation of the process accuracy. To cross check the
results we obtained from the automatic search and to create a valid
search string, we searched a small number of venues manually,
similarly to determining a ‘‘quasi-gold’’ standard, as proposed by
Zhang and Babar [39]. Venues for the manual search were deter-
mined based on their probability to publish research in the context
of software engineering and technical debt. Therefore, the manual
search was limited to the following3:

� International Workshop on Managing Technical Debt (MTD
Workshop).

� IEEE Software (SW).
� Journal of Software Quality (SQJ).

When manually searching the venues, we considered title, key-
words, and (if necessary) abstract, and compared the results with
those of the automated search, so as to estimate if we were missing
any studies. The results from the automated search included all
studies found from applying the ‘‘quasi-gold’’ standard. In the
automated search and by taking into account the limited number
of articles on the subject, as well as the natural connection of the
term ‘debt’ to economics, we believe that the search string should
consist of one string, i.e. ‘‘technical debt’’. The searching completed
on September 2013.

4.3. Article filtering phases

The papers that were selected as candidate primary studies in
the review should be relevant to technical debt, and more specifi-
cally to its economic perspective. In line with Dyba and Dingsoyr
[10], there are three stages of filtering the article set to produce
the primary study data set:

1. The search process, described in Section 4.2, returned a set of
candidate primary studies.

3 MTD has been selected since it is the most specialized venue for technical debt
research, whereas SW and SQJ have been selected, since they are highly reputed
software engineering journals and the authors are aware of both journals having
recently published a number of articles on TD.

56 A. Ampatzoglou et al. / Information and Software Technology 64 (2015) 52–73



2. The article set went through a manual inspection of each arti-
cle’s title, and abstract/conclusions. The inclusion/exclusion cri-
teria that have been used in every stage are listed below:
Inclusion Criteria:

– Study should be related to financial aspects of technical
debt. In order for a study to be related to financial aspects
of technical debt it should: (a) apply a financial method in
technical debt management, or (b) measure financial debt
in terms of some currency, e.g., US$ (i.e., studies that provide
indicators of technical debt – measures that are correlated to
technical debt, but do not quantify in money or effort – are
excluded), or (c) define/discuss a financial term in the con-
text of technical debt.

Exclusion Criteria:

– Study only mentions technical debt in an introductory state-
ment and does not focus on its calculation, definition, eco-
nomical aspects, etc.

– Study is an editorial, keynote, opinion, tutorial, workshop
summary report, poster, or panel. Such papers have been
excluded either due to their small size or due to the fact that
such articles are usually not peer-reviewed.

– Study’s full text is not available
3. The qualified articles went through the same inclusion/exclu-

sion criteria, by taking into account the full text of the articles.

Every article selection phase has been handled by the first
author and possible doubts have been resolved by a discussion
between all authors.

4.4. Quality assessment

All selected papers, which are included in the review, have gone
through a quality assessment process, in order to investigate if
they were of adequate standard, so as to be included in this review.
Thus, each study has been evaluated against a set of questions with
respect to the used method, and the quality of the reporting. As the
basis for our primary study quality assessment, we used the fol-
lowing instrument:

1. Are the aims and objectives clearly reported [10]? (0: no, 0.5
partially, 1.0 yes)

2. Is the study’s focus or main focus on TD [10]? (0: no, 0.5 par-
tially, 1.0 yes)

3. How much evidence supports the results of the study [1] (0.0–
1.0 points)?
� Level 0: No evidence (0.0).
� Level 1: Evidence obtained from demonstration or working

toy examples (0.2).
� Level 2: Evidence obtained from expert opinions or observa-

tions (0.4).
� Level 3: Evidence obtained from academic studies, e.g. lab

experiments (0.6).
� Level 4: Evidence obtained from industrial studies, e.g., case

studies (0.8).
� Level 5: Evidence obtained from industrial practice (1.0).

4. Is there a clear statement on the TDM activity that study
focuses? (0: no, 1.0 yes)

5. Is the study sufficiently using both the financial and the soft-
ware engineering aspect of TD? (0: none, 0.5 only one, 1.0 both)

The first two questions concerning the aims and focus of the
examined primary studies are based on the work by Dyba and
Dingsoyr [10]. The third question evaluates the empirical rigor
and industrial relevance of the studies based on the classification
by Alves et al. [1]. The final two questions aim at assessing the fit-
ness of the candidate primary study for answering our research

questions. The complete evaluation of the studies is presented in
Appendix D. The inclusion threshold has been set to a total score
of 2.0, because questions 3, 4, and 5, might be assigned a value
of zero in a paper that approaches technical debt management
from a theoretical perspective. For such papers, we require at least
that the goals and focus on TDM are explicit.

4.5. Data collection

During the data collection phase, we collected data on a set of
variables that describe each primary study. Data collection has also
been handled by the first author and has been validated by the
second author. If both reviewers assigned the same value to one
variable, this value would be assigned to the variable without fur-
ther discussion. In any other case, a discussion among the authors
would result in consensus about the value to be assigned. We have
not applied an agreement measure as the number of researchers
involved in the review is not significantly large. However, all con-
flicts have been recorded. For every study, we have extracted the
following data:

[A1] Author
[A2] Year
[A3] Title
[A4] Source
[A5] Venue
[A6] Type of Paper (conference / journal)
[A7] Keywords
[A8] Quality Score
[A9] Focus of the research (financial, software engineering, both,

neither4)
[A10] Financial Terms
[A11] Ways of Measuring Technical Debt
[A12] Ways of Managing Technical Debt
[A13] Software Engineering Technologies
[A14] Limitations
[A15] TDM Activity [24]

4.6. Data analysis

The mapping between variables and research questions is pro-
vided in Table 1, accompanied by the analysis methods used on
the data. Variables [A1]–[A9] are not listed in this table, since they
are not used for answering any specific questions, but for demo-
graphic characterization of the study.

Specifically, for RQ1, will be investigated through a frequency
table of the identified financial terms. To identify if there are any
dominant approaches for quantifying specific financial terms
(RQ2.1), we will cross-tabulate financial terms found in the selected
primary studies against TD measuring approaches. Additionally,

Table 1

Data synthesis methods.

Research question Variables used Synthesis method

RQ1 [A10] Frequency tables for [A10]

RQ2 [A10] Cross-tabulation for [A10], [A11]
[A11]
[A12] Pie chart for [A12]
[A14] Discussion of [A14] and [A15]
[A15]

RQ3 [A13] Frequency tables for [A13]

4 Without in-depth analysis of either the financial or the software engineering
aspect.
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we will produce a pie chart on the ways of managing technical
debt, to visualize the frequency of their application (RQ2.2).
Finally, to answer RQ3, we will create a frequency table for
identifying the software engineering terms that are more relevant
to TDM research.

5. Results

After conducting the article searching and filtering phases, as
described in Sections 4.2 and 4.3, we have concluded in the inclu-
sion of 69 primary studies. In Table 2, for each investigated data
source, we present the number of papers that have been returned
as candidate primary studies (step 1), the number of papers quali-
fied after primary study selection on the basis of title and abstract
(step 2), and the final number of primary studies (step 3). On the
completion of these phases we examined the quality of each
article, based on the guidelines of Section 4.4, and all articles have
qualified.

Table 3 illustrates the frequency of specific venues from which
relevant articles have been retrieved. The most popular venue in
our final set of primary studies in the Managing Technical Debt
Workshop (MTD), followed by Cutter IT Journal and IEEE
Software. The interdisciplinary nature of technical debt is reflected
in the diversity of venues in which primary studies with reference
to the financial aspect of technical debt have been identified.
Specifically, we retrieved 27 studies from TD-specific venues, 25
studies from software engineering (SE) venues, 8 studies from
Information Technology (IT) venues, and 9 studies from generic
(GEN) venues such as Communications of the ACM and IBM
Journal of Research & Development.

As described in Section 1, technical debt is an interdisciplinary
domain, which should ideally deal with aspects of both economics
and software engineering. To this end, it is interesting to examine
how far the selected studies cover either the economics or the soft-
ware perspective aspect or both, through the following
classification:

� emphasis on the software engineering aspect of TD – the study
exploits software engineering technologies for managing TD,
and uses only basic terminology for referring to the financial
aspect of technical debt (see Section 3); An example is the work
of Chin et al. [P9] that quantifies the interest of TD on the basis
of the number of design smells, without using any financial
approaches.

� emphasis on the financial aspect of TD – the study adopts a finan-
cial approach for handling technical debt (see Section 3), but
without an explicit relationship to software engineering tech-
nologies; An example is the work of Alzaghoul and Bahsoon
[P2] that assesses the future and present value of the amount
of technical debt using real options, without providing a clear
mapping between the required inputs of real options and char-
acteristics of the examined software.

� emphasis on both software engineering and financial aspects of TD

– the study adopts a financial approach for managing technical
debt (see Section 3), and provides a detailed analysis on how
software engineering technologies can be used; An example is
the work of Seaman et al. [P53] that suggests the management
of TD using Cost-Benefit analysis, Portfolio Management and
Real Options considering as inputs design smells which are pre-
sent in software.

� emphasis on neither software engineering nor financial aspects of

TD – the study is using only the basic terms for referring to
the financial aspect of technical debt (see Section 3), and does
not exploit software engineering technologies. An example is
the article by Rooney [P47] that discusses the need for a new
metaphor of technical debt claiming that the metaphor is inap-
propriate for systems built with modern development
approaches such as Agile practices.

The results indicated that 56% of the studies that examined
technical debt emphasize on the SE aspect of technical debt, with-
out specific focus on any financial aspect (i.e. other than the basic
terms discussed in Section 3). Next, in about 22% of the studies the
two aspects were balanced, i.e. employed financial approaches for
managing technical debt, by using some software engineering

Table 2

Primary studies per Digital Libraries.

Digital Library Step 1 Step 2 Step 3

ACM Digital Library 72 19 14
IEEE Xplore 136 29 23
SpringerLink 46 4 1
ScienceDirect 33 5 2
Scopus 107 12 10
Web of Science 16 6 0
Google Scholar 763 34 19

Total 1173 103 69

Table 3

Primary studies per venue.

Venue Type Frequency Nature

Managing Technical Debt Workshop 27 (40.2%) TD
Cutter IT Journal Journal 7 (10.1%) IT
IEEE Software Journal 7 (10.1%) SE
Agile Conference Conference 2 (2.9%) SE
Software Quality Journal Journal 2 (2.9%) SE
Advances in Computers Journal 1 (1.4%) GEN
Agile Processes in Software Engineering

and Extreme Programming
Conference 1 (1.4%) SE

API Design for C++ Book 1 (1.4%) GEN
Communications of the ACM Journal 1 (1.4%) GEN
Workshops of the Computer Software

and Applications Conference
Workshop 1 (1.4%) GEN

Hawaii Int. Conf. on System Sciences Conference 1 (1.4%) GEN
IBM Journal of Research and

Development
Journal 1 (1.4%) GEN

Int. Journal of Advancements in
Computing Technology

Journal 1 (1.4%) GEN

Int. Conf. on Building and Exploring
Web Based Environments

Conference 1 (1.4%) GEN

Int. Conf. on Evaluation and Assessment
in Software Engineering

Conference 1 (1.4%) SE

Int. Conf. on Software Engineering Conference 1 (1.4%) SE
Int. Conf. on Software Engineering

Advances
Conference 1 (1.4%) SE

Int. Conf. on Software Engineering and
Mobile Application Modelling and
Development

Conference 1 (1.4%) SE

Int. Conf. on Software Maintenance Conference 1 (1.4%) SE
Int. Conf. on Software Testing,

Verification and Validation
Conference 1 (1.4%) SE

IT Professional Journal 1 (1.4%) IT
Object Oriented Programming Systems

Languages and Applications
Conference 1 (1.4%) SE

Procedia Computer Science Journal 1 (1.4%) GEN
Proceedings of the Third C⁄ Conf. on

Computer Science and Software
Engineering

Conference 1 (1.4%) SE

Quality of Software Architectures Conference 1 (1.4%) SE
SIGSOFT Software Engineering Notes Journal 1 (1.4%) SE
Symposium on Empirical Software

Engineering and Measurement
Symposium 1 (1.4%) SE

Working Conference on Software
Architecture

Conference 1 (1.4%) SE

Workshop on Future of Software
Engineering Research

Workshop 1 (1.4%) SE
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technologies. However, we note that the level of detail in one of the
two parts might lag compared to the other (see discussion on
Section 5.2). Finally, research efforts that mainly emphasize on
the use of financial approaches are rather limited, i.e. about 10%
of the primary studies, while the rest 12% of the studies can be
classified as having limited emphasis on both the software engi-
neering and the financial aspect of TD. The rest of this section pre-
sents the results of data collection and analysis, organized by
research questions.

5.1. Financial terms related to technical debt management (RQ1)

By focusing on the terms used to describe the financial aspect of
TD, the results are summarized in Table 4. For each term, we list
the frequency (i.e., the number of distinct studies in which the
term is being used), and the corresponding percentage over the
total number of primary studies. We note that one paper, might
employ more than one terms; in this case all relevant terms have
been recorded. However, for a paper to be counted, the
corresponding term should form an integral part of its discussion
or methodology.

We observe that interest and principal are the most frequently
used ones. Additionally, we can observe that in many cases, con-
ceptually similar terms may not be used in the primary studies
under a uniform term. For example: the terms value and business

value are both used in different studies with similar meaning. We
also note that some of the basic financial terms presented in
Section 3 (i.e., debtor and creditor, debt instrument, maturity date,
and liquidity) are not investigated in technical debt literature. This
raises the question whether these terms have been deliberately left
out or whether they can be applied in the technical debt domain.
For example, can technical debt have a maturity date or does liquidity
constitute a factor on the management of technical debt?

Although we acknowledge the fact that some of these terms
might have already been used in related research areas such as
software economics (e.g., net present value of software develop-
ment strategies [12], valuation of software refactorings [27], etc.),
their results have not yet been highly exploited by the technical
debt community. To this end, we suggest that the research com-
munity of technical debt might benefit from reusing research
results from other related domains (some examples for measuring
technical debt by using software economics [5] are presented in
Section 5.2).

5.2. Financial approaches for managing technical debt (RQ2)

According to Li et al. [24], technical debt management, can be
decomposed to five activities: identifying, measuring, prioritizing,
repaying, and monitoring TD. Since measurement forms the basis
for any financial handing of TD, we separately discuss financial
approaches w.r.t. measurement (see RQ2.1), and group the discus-
sion on all other TDM activities (see RQ2.2).

5.2.1. Financial approaches for measuring technical debt

In the table of Appendix B,5 for each financial approach related to
technical debt measuring we provide: (a) a pointer to the
corresponding primary studies, (b) a brief description of the used
method, (c) the software engineering technologies that they use as
input, (d) the measured financial terms, (e) the used financial
approaches, and (f) the TDM activity that they refer to. As financial
approaches we consider all the approaches that have been presented
in Section 3, under Managing Debt Strategies. In case a study only
used software engineering tools or methods to quantify technical
debt (i.e. the approach is not financial), it has been classified as based
on Software Economics. For example, a study would be characterized
as using software economics for measuring technical debt if:

� it considers the number of bad smells as an estimate of accumu-
lated technical debt, and then valuate this number in terms of
money that have to be spent for resolving them; or

� it uses software effort/cost estimation methods (size, cyclo-
matic complexity, etc.) for assessing the effort/cost required to
enhance particular system design-time qualities (e.g., maintain-
ability) of a software component.

To provide an overview, we synthesize the data from Appendix
B through cross-tabulating the measured financial terms and the
corresponding approaches, as presented in Table 5. Similarly to
Table 4, frequency refers to the number of papers, in which the
corresponding terms are measured. From Table 5, we can observe
that most financial terms have been quantified through software
economics methods (73.1% or 19 out of 26), whereas the most fre-
quently quantified terms are amount of debt (i.e. principal + interest

amount) and interest.

Table 4

Financial terms used in technical debt research.

Term Frequency Percent (%) Term Frequency Percent (%)

Interest 29 42.03 Compound interest 2 2.90
Principal 17 24.64 Benefit 2 2.90
Cost 8 11.59 Bankruptcy 2 2.90
Repayment 7 10.14 Future value 2 2.90
Return on investment (ROI) 7 10.14 By-product 1 1.45
Asset 5 7.25 Total cost of ownership (TCO) 1 1.45
Investment 4 5.80 Depreciation 1 1.45
Value 4 5.80 Effort 1 1.45
Risk 4 5.80 Financial leverage 1 1.45
Present value 3 4.35 Cash flow 1 1.45
Productivity 3 4.35 Hedging 1 1.45
Opportunity cost 3 4.35 Loan shark 1 1.45
Business value 3 4.35 Opportunity benefit 1 1.45
Option 3 4.35 Voice of market 1 1.45
Liability 3 4.35 Savings 1 1.45
Interest rate 2 2.90 Value-added 1 1.45
Revenue 2 2.90 Voice of business 1 1.45
Capital 2 2.90 Voice of customer 1 1.45
Net present value 2 2.90

5 Table has been moved to Appendix B to improve the readability of the paper.
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Based on the inherent financial nature of TD, an approach that
measures technical debt is expected to calculate the amount of
technical debt (or related terms) as values in money or other simi-
lar units. By further focusing on the level of granularity of the items
that these approaches receive as inputs, we can identify two basic
trends:

� Approaches that receive coarse-grained inputs, i.e., inputs that
have to be estimated based on a number of factors. For example,
in this category we classify approaches that use effort as input,
in the sense that effort spent on several activities (e.g., identifi-
cation of code smells and application of refactorings) is related
to the size of the artifacts, the number of bad smells, the inten-
sity of the bad smells, the urgency to solve them (based on arti-
facts history), etc.

� Approaches that receive fine-grained inputs, i.e., inputs that
can be estimated directly without taking other factors into
account. For example, in this category we classify approaches
that use as input the number of code smells, in the sense that
the number of code smells can be measured directly from the
code.

Approaches receiving coarse-grained inputs for measuring tech-
nical debt usually originate from economics (traditional or soft-
ware economics). In the domain of cloud-computing, Alzaghoul
and Bahsoon define the amount of debt as the additional effort

needed to provide scalability to a SOA [P2]. On the other hand, con-
cerning traditional software development, de Groot et al. [P22],
Nord et al. [P41], Nugroho et al. [P42], and Stochel et al. [P60]
define the amount of debt as the rework cost that is needed to
improve the levels of quality. Building on that, Schmid [P50] speci-
fies that in order to quantify TD, you need to assess the effort
needed to refactor a software product so as to have zero debt. In
a similar context, interest is defined as the difference in the
amount of technical debt. Chin et al. [P9] define simple interest
as the ongoing product maintenance cost and compound interest
as the increase in the amount of technical debt over time.

Concerning approaches that receive fine-grained inputs, Guo
and Seaman [P23] and Guo et al. [P24] use historical data on effort,
so as to estimate the effort needed for bug-fixing or increasing test
coverage, as indications of technical debt. Curtis et al. [P12] count
code violations and classify them based on their severity (high,
moderate and low), and then calculate the total time needed for
fixing these violations. Finally, Santos et al. [P49] use cohesion
and coupling metrics, code duplications, lack of comments, coding
rules violation, potential bugs, the absence of unit tests, etc. for
assessing code technical debt.

It becomes clear that all methods used for measuring TD that
are solely based on software economics, are not related to any
approach related to financial debt. On the other hand, all studies
that apply financial approaches to technical debt measurement
appear to be more balanced. Specifically, Alzaghoul and Bahsoon
[P2] apply Real Options Analysis and use a two-step binomial tree
approach in order to quantify technical debt, in the case of web ser-
vices substitution. Technical debt is considered to be the difference
between the option’s value and the cost of switching to a new web
service. The value of the system, the option price, the option value,
and the probability coefficient are derived through functions, using
values based on historical data. However, the use of interest rate (r)
in the model is not clearly defined.

In addition, Guo and Seaman [P23] measure technical debt prin-
cipal and expected interest amount in person-days as the effort
needed to resolve a technical debt item and the extra effort
required to complete the task later, respectively. In order to fit
their measurements in a Portfolio Management model, they con-
sider TD items as assets and they also determine the likely net
benefit of the item and the risk that the item will not produce
benefit. The likely net benefit is considered to be the expected asset
return and is defined as the principal minus the expected interest
amount. On the other hand, in Portfolio Management theory, the
risk is considered to be represented by the variance of return.
The authors suggest that, in the case of TD, this is equal to the
interest standard deviation. All estimations are based on historical
effort, usage, change, and defect data.

Finally, Stochel et al. [P60] propose a three-layered model and
define codebase/design debt, architectural debt and portfolio debt.
They propose the SonarQube approach and the Wisdom of Crowds
technique for the measurement of design debt. Regarding architec-
ture debt, they propose that its estimation should be based on the
cost of expected changes in the architecture. At portfolio layer,
technical debt is defined as the variation of the cost of change in
order to achieve the highest ROI.

5.2.2. Financial approaches for identifying, prioritizing, repaying and

monitoring technical debt

In contrast to approaches that have been introduced for mea-
suring technical debt, in which only limited studies use financial
approaches while quantifying technical debt, in the rest of the
management activities, we observe that the financial aspect is
more evident. In the table of Appendix C, we present the financial
approaches that have been proposed for managing technical debt.
Specifically, we provide: (a) a pointer to the corresponding primary
studies, (b) a brief description of the used method, (c) the software
engineering technologies that they use as input, (d) the used finan-
cial approaches, and (e) the TDM activity that they refer to. The
results in Appendix C are synthesized and visualized in the pie
chart of Fig. 1.

In addition, we also investigated the financial approaches that
have been used for managing technical debt in terms of: (a) the
software engineering technologies that have been used as input/
output of these approaches (if applicable), and (b) the potential
omissions or assumptions that researchers have done while adopt-
ing the financial approach in the technical debt domain. In the next
paragraphs, we present more details about the three most popular
approaches for managing technical debt: cost/benefit analysis, real
options analysis and portfolio management.

5.2.2.1. Cost/benefit analysis. Regarding cost/benefit analysis theo-
ries that have been transformed so as to fit the management of
technical debt, we were able to identify six relevant studies.
Buschmann [P8] presents some industrial case studies, indirectly
referring to cost/benefit analysis by presenting real-world exam-
ples on the advantages and disadvantages of repaying technical

Table 5

Measuring technical debt approaches.

Measured
term

Frequency Measuring approach

Portfolio
management

Real
options

Software
economics

Value
based

Amount of
debt

9 0 1 7 1

Compound
Interest

1 0 0 1 0

Interest 6 1 0 5 0
Repayment 1 0 0 1 0
Principal 4 1 0 3 0
ROI 1 0 0 0 1
Simple

Interest
1 0 0 1 0

Future
Value

1 0 1 0 0

Present
Value

1 0 1 0 0

Total 26 2 3 19 2
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debt, without however using the original terminology implied by
the financial method, or presenting software engineering
approaches to assess the cost and benefits of technical debt repay-
ment. On the contrary, Guo et al. [P24] and Seaman et al. [P53]
have employed a cost/benefit analysis in a way in which costs have
been related to interest amount (calculated based on interest
probability and changeability analysis) and benefit has been
related to the principal. However, the amount of the principal is
assumed to be known, and is not calculated in the paper. To sup-
port these claims the authors present a small size case study.

In addition, Schmid [P50] presents a theoretical framework that
enables the application of cost/benefit analysis during software
evolution. Initially he suggests that cost is related to development
effort, to product time-to-market, and to customer benefits.
However, in the rest of the paper he only focuses on development
costs, by taking into account the cost of refactorings as part of
iteration costs. As benefit of repaying technical debt he character-
izes saved cost by technical debt item, by iteration. For calculating
cost and benefit, Schmid is based on existing software cost estima-
tion models, and clearly notes that the accuracy of his model can-
not be higher than the accuracy of the used cost estimation model
[P50]. Furthermore, Snipes et al. [P58] propose the use of cost/
benefit analysis for making decisions on bug fixing prioritization.
In this study, the authors propose a method for calculating the cost
of each defect fixing activity (based on type, condition and change
proneness), and the expected benefit from fixing the defect (based
on severity, existence of work around, etc.). The specific application
of the method is sound, since it uses the cost/benefit analysis ratio,
based on well-defined parameters [P58]. Finally, Zazworka et al.
[P66] implement a cost/benefit matrix in order to identify and
prioritize technical debt items (identified God classes [26]) refac-
toring. The cost of each refactoring opportunity is assessed by
using detection strategy metrics (e.g. Weighted Method Count –
WMC, Tight Class Cohesion – TCC and Access To Foreign Data –
ATFD), whereas the benefit is quantified by class change and defect
proneness.

5.2.2.2. Real options. Next, concerning studies that employ the real
options theory, Alzaghoul and Bahsoon [P2] describe asset value as
the quality of service (e.g. scalability and availability), and option
price for leaf nodes as the difference between system value and
maintenance cost. On the other hand, the probability coefficient
of improvement, the expected pay-off when the value goes up,
the expected pay-off when the value goes down, and the interest
are not directly associated with software technologies. However,

the authors state that such input parameters can be assessed by
stakeholders input, historical data, or be based on existing valua-
tion methods. In contrast to the previously well described applica-
tion of the real option theory, Power [P43] characterizes the time
that development teams spent on paying off technical debt as an
option and investigates its impact on team’s capacity and velocity,
without however defining any of the aforementioned input vari-
ables or applying the real options theory in practice. Finally,
Seaman et al. [P53] also described that paying-off technical debt
(e.g. through refactorings) can be managed as an investment with
short-term cost (e.g. resources, effort on applying refactorings, etc.)
that can be valuated through the decrease of technical debt in the
long term. However, in this short paper the major focus of the
authors was not to present in detail how a financial approach could
be applied, but to debate on the fitness of several financial methods
and their relationship to technical debt.

5.2.2.3. Portfolio management. With respect to studies that attempt
to manage technical debt through portfolio management theory,
we have been able to identify three related papers. Guo and
Seaman [P23] and Seaman et al. [P53], use technical debt items
as assets and populate the portfolio of the software development
organization with them. In an iterative way, each item is assessed
and is either preserved or excluded from the portfolio. In each
iteration, the method suggests excluding from the portfolio techni-
cal debt assets that should be repaid. The decision to repay an item
or not is based on risk assessment. The risk assessment is being
performed based on the principal, estimated interest rate, interest
standard deviation and dependencies between technical debt ele-
ments. Finally, Stochel et al. [P60] suggest that the debt portfolio
is layered into process debt, architecture debt, and design/source
code debt portfolio. Each one of these distinct portfolio technical
debt items, should be individually assessed (e.g. for architecture
technical debt by using ATAM, and for source code debt by using
methods/tools like the Wisdom of Crowds).

5.3. Software engineering technologies used by financial approaches in

TDM (RQ3)

Table 6 presents the frequency of software engineering tech-
nologies that have been used in financial approaches in technical
debt management. We note that as software engineering technolo-
gies we collectively refer to any element in the backbone of the
software development process according to RUP [22] (i.e., tools,
software artifacts, development activities/phases), as well as in
quality assessment/improvement process (e.g., quality attributes,
quality measurements, refactoring opportunities, etc.). Such ele-
ments can provide information to be fed as input to the applied
financial approaches. For example, Schmid [P50] applied the cost/
benefit analysis, to decide whether technical debt items should
be paid off, considering as input the refactoring cost, the relative
technical debt per refactoring and per evolution step, and also
the probability that a particular evolution step will be performed.
According to the aforementioned definition of software engineer-
ing technologies, in Table 6, we organize the data in the following
categories: tools, artifacts, phases/activities, quality attributes and
quality assurance-related terms (e.g., quality models). We note that
terms that fit two categories (e.g., design can refer to both be design
activity and the design artifacts), have been classified to both
classes.

6. Discussion

The results of the study provide useful insights towards the two
goals set in Section 1, the glossary of terms and the classification of

Fig. 1. Managing technical debt approaches.
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approaches. In this section we synthesize the abovementioned
results into the two envisioned goals: a glossary of well-defined
descriptions of all financial terms that have until now been con-
nected to technical debt (see Section 6.1 – related to goal-a); a clas-
sification schema of the application of financial approaches in
technical debt research (see Section 6.2 – related to goal-b).

6.1. Technical debt financial glossary

In this section we provide a glossary of the financial terminol-
ogy that is used in technical debt research, presented in Table 4.
In order to compose the glossary, we have used the terms and their
meanings from the primary studies. We derived the definition for
each term, by synthesizing the way that these terms are used in
several studies. In cases of conflicting definitions (explicit or
implied) the terms are defined based on our own perception of
the way that these concepts could prove beneficial for technical
debt management (see Fig. 2). We also performed a merging of
terms that were similar in meaning. From the glossary of Fig. 2,
we have intentionally excluded the following terms, because their
meaning in TD is completely equivalent to their meaning on finan-
cial debt: benefit, cash flow, cost, depreciation, hedging, invest-
ment, loan shark, option, opportunity cost, productivity, savings,
voice of business, voice of customer, voice of market, and total cost
of ownership. Finally, we note that the original (i.e., financial) def-
initions of terms have been omitted, although they might hold in
the TD context. For example, the software product per se is an asset
for the company, since the company can sell it and make value
from it; however, this value is outside the context of TD.

Next, all terms of the glossary are discussed in detail, and
graphically illustrated in Figs. 3a–3c. The intention of these
Figures is not to quantify the terms, but to provide a graphical con-
text in order to facilitate their understanding. To further enhance
the readability of the discussion, we group the terms, based on if
they are applicable to:

� the pre-deployment phase when technical debt is accumulated
– Fig. 3a;

� the post-deployment phase, considering changes related to the
implementation of new requirements – Fig. 3b;

� the post-deployment phase, considering changes related to the
improvement of system design-time qualities – Fig. 3c.

We note that the values in all axes of Figs. 3a–3c are illustrative
and do not originate from any empirical data, or reference. In addi-
tion, the Figures illustrate individual artifacts as items that are
subject to technical debt (see for example [P23], [P53], [P60], and
[P66]); however, TDM can also be performed at system-level
(e.g., see for example [P2]). The depictions and explanations are
equally applicable to system and artifact level.

In Fig. 3a, we assume a software system that is composed of 7
artifacts (e.g. software components). Artifacts 2 and 3 have been
developed on the desired levels of design-time quality, whereas
in all other artifacts several compromises have been made (dquality).
The immature software artifacts are named technical debt items or
liabilities. While developing the aforementioned artifacts the devel-
opment team spent less effort than it was required in the optimal
case resulting in dquality. The effort that is required to address this
difference in the levels of quality is termed principal (or capital)
of the TD. Principal can be considered as an asset for the company,
since it can be invested in any other activity due to financial lever-

age. Such activities can be the development of by-products or
decreased time to market. The value of such by-products divided
by the principal represents the return of investment (ROI) of invest-
ing the principal into other activities.

In Fig. 3b, the y-axis refers to effort instead of quality. We sup-
pose that the same system, after its deployment, requires the addi-
tion of a feature. For simplicity, we assume that this feature is
global and the same effort needs to be spent in every component
(artifact). However, in the artifacts where technical debt is accu-
mulated (technical debt items), additional effort (deffort) is required
because of their deteriorated design-time quality (e.g. low main-
tainability, bugs that are found during extension, incomplete docu-
mentation that lead to low understandability). This additional
effort is the interest that the development team has to pay, due
to the accumulated amount of debt. If the interest becomes so high
that maintenance is not financially feasible or beneficial, the pro-
ject becomes bankrupted.

In Fig. 3c, we consider the evolution of a system with accumu-
lated technical debt (accumulated technical debt is calculated as:
principal + interest). The two series in the line chart represent the
evolution of the system without any repayment activity (red6 line

Table 6

Software engineering technologies used in technical debt research.

Group Term # Percent (%) Group Term # Percent (%)

Tools SonarQube 6 8.51 Phases /Activities Implementation 17 24.28
AIP 2 2.90 Static analysis 15 21.42
CodeVizard 2 2.90 Testing 11 15.71
FindBugs 2 2.90 Maintenance 11 15.71
CLIO 1 1.45 Designa 9 12.85
DebtFlag 1 1.45 Architecturea 6 8.51
Microsoft Tree Mapper (tool) 1 1.45 Agile development 6 8.51

Artifacts Source code 17 24.28 Phases /Activities (cont.) Refactoring 6 8.51
Designa 9 12.85 Requirementsa 4 5.71
Architecturea 6 8.51 Evolution analysis 2 2.90
Requirementsa 4 5.71 Dynamic analysis 2 2.90
Code smells 3 4.28 Project management 2 2.90
Design smells 3 4.28 Acceptance testing 1 1.45
Design patterns 3 4.28 ATAM 1 1.45
Incomplete documentation 1 1.45 Commonality-variability analysis 1 1.45

Quality attributes Maintainability 11 15.71 Quality assurance Quality dashboard 2 2.90
Defect-density 10 14.28 SIG/TUV 2 2.90
Functionality 2 2.90 SQALE 2 2.90
Reusability 1 1.45 ISO/IEC 25010 1 1.45
Performance 1 1.45 ISO/IEC 9126 1 1.45

COCOMO 1 1.45

a These terms are duplicate in the table.

6 For interpretation of color in Figs. 3c and 4, the reader is referred to the web
version of this article.
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– inherent) and with one repayment activity performed in revision-4
(blue line – with repayment). We suppose that the system starts
with an amount of debt that increases over time (interest rate is
represented by the slope of each line, e.g., h1 and h2). As we observe,
in the case of Fig. 3c, the interest rate is not stable, but floating, since
the slope of the red line is increasing over time (i.e., h2 > h1 and
u2 > u1). This increase is expected, since the design-time quality
of decayed projects, deteriorates quicker than the quality of better-
designed products (the poor getting poorer). Therefore, the TD risk

for low design-time quality products is higher than the TD risk of
high design-time quality products. For this particular example, we
assume that the interest rate increases, not because of the introduc-
tion of new flaws or bugs, but due to the increased difficulty of
resolving existing problems, which in turn is caused by the gradual

increase in size and functionality. Due to the repayment actions in
revision-4, some artifacts’ design-time quality is increased, i.e. tech-
nical debt is decreased (dTD1). The effort that is spent during this
repayment activity is the value of repayment. Furthermore, because
of the floating rate of the interest (it increases in revision-3
(TD = 50) and in revision-6 (TD = 75)), we can see that in revision-
7 the value of repayment increases, as illustrated by the distance
between the two lines (dTD2 > dTD1). The value of the repayment per-
formed in revision-4, is named future value of repayment, in the
timestamp of revision-7. Assuming that present time is revision-2
and that a future repayment activity (e.g. the one performed in revi-
sion-4) should be valuated at present conditions, one can assess at
revision-2 the present value of the repayment to be performed in revi-
sion-4. Finally, according to de Groot et al. software value is, among

                   Asset:  1. The effort that the development team saves by producing 

immature artifacts while accumulating technical debt. 

2. Tools or approaches that lead to the decrease of technical debt.

          Bankruptcy:  A software engineering project could be considered bankrupt, in 

case that it fails to survive/evolve (either being cancelled or forced 

to be re-written from scratch) due to large maintenance costs, 

caused by the accumulation of technical debt. 

           By-product:  An additional software product that can be produced with the effort 

that has been saved from producing immature artifacts while 

accumulating technical debt. 

Financial Leverage:  The ability of software companies to produce by-products, decrease 

time to market, etc. by accumulating technical debt. 

         Future Value:   The value that an action (e.g. undertaking technical debt) performed 

now will have after a given time period. 

                 Interest:  The additional effort that is needed to be spent on maintaining the 

software, because of its decayed design-time quality. 

              Liability: TD items, i.e. artifacts that have not been developed with the 

optimal design-time quality and thus subject to improvement. 

        Present Value:  The value that an action (e.g. a repayment activity) to be performed 

in the future has now.

              Principal:  The effort that is required to address the difference between the 

current and the optimal level of design-time quality, in an immature 

software artifact or the complete software system (syn: capital).

            Repayment:  The amount of effort spent on improving design-time quality. This 

effort will decrease the effort needed for future maintenance tasks.

                     Risk:  The probability or threat that the technical debt items are 

accumulated in a design hotspot. Immature artifacts in such places 

of the system can hinder a product’s viability. 

                       ROI:  The ratio of (1) the additional amount of money that is earned by 

bringing the product earlier into the market or (2) the additional 

amount of money that has been earned from the company by 

investing the effort of the principal in an activity different than the 

improvement of design-time quality, over the principal. 

          Value-Added:  The additional value that repayment of technical debt would bring 

to the software product. 

Fig. 2. Technical debt financial glossary.
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others (e.g., volume/functionality), related to product quality (i.e.,
inherent characteristics of the software) [P22]. Therefore, the
enhancement of design-time quality that is achieved through the
repayment on revision-4 represents the value-added of TD
repayment.

6.2. Classification scheme for financial approaches used for managing

technical debt

In this section we present a classification scheme for techniques
on managing technical debt (see Fig. 4). The classification has been
built based on the raw data of this SLR (presented on Appendices B
and C). For readability reasons, while developing the classification
schema we preferred not to list the primary studies that should be
mapped to each edge. In any case, the interested reader can find all

relevant information in Appendices B and C. According to
Nickerson et al., the most common paradigm for building classifi-
cation schemas for information systems is the three-level indica-
tors model, which is based on both empirical and deductive
approaches [29]. By applying this model, we: (a) examined the
objects (i.e. studies), (b) we identified general distinguishing char-
acteristics of the objects, and (c) we grouped their characteristics
so as to create our classification schema [29]. Specifically, in step
(b) we identified three characteristics that will constitute the three
levels of the proposed schema:

� the 1st level of the schema represents the existing activities
within technical debt management [24] – extracted variable:
[A15] – last column of Appendices B and C;

� the 2nd level represents the proposed financial techniques –
extracted variables: [A11] and [A12] – 5th column of
Appendix B and 4th column of Appendix C;

� the 3rd level corresponds to the used software engineering
technologies – extracted variable: [A13] – included in the 3rd
column of Appendices B and C.

In addition, in the proposed schema the popularity of each tech-
nique in level 2, and of each software engineering technology in
level 3, can be deduced by the number of edges reaching the
corresponding node, respectively. More specifically, the lines
connecting the categories of level 1 to the approaches of level 2
and the latter to the technologies of level 3 indicate which
elements are connected to each other in the primary studies. In
case more than one edges connect two nodes, a multiplicity sym-
bol is used. For example, the cost/benefit analysis has been encoun-
tered in 3 studies discussing the repayment of technical debt. To
improve the readability of Fig. 4, edges leaving from the same
financial approach (at level 2) are grouped through a common line
style.

Moreover, we evaluate each technique of level 2, w.r.t. the
cross-examination of software engineering technologies and finan-
cial approaches. Specifically, the number of arrows under the
names of each financial approach denotes how many times it is
applied, regardless of the technical debt management activity
(e.g., value-based approaches have been applied 3 times in TD
research). Approaches marked with upwards-pointing green
arrows are adequately applied by focusing on both financial and
software engineering aspects; approaches marked with down-
wards-pointing red arrows miss one aspect (either financial or
software engineering); those marked with a horizontal yellow
arrow present a mapping between software engineering and finan-
cial aspects, but their explanations are not detailed. For example,
the cost/benefit analysis has been adequately applied in 4 studies,
by relating financial and software engineering aspects, in 1 study
both aspects are discussed but valuation of software activities
are not thoroughly discussed, while in 1 study the authors have
focused only on the financial aspect of technical debt. As evalua-
tion for the proposed classification schema, we attempted to vali-
date the four desirable attributes for successful classification
schemas, as proposed by Nickerson et al. [29]. According to
Nickerson et al., a successful classification should ensure:

� conciseness: contain a limited number of dimensions or a lim-
ited number of characteristics in each dimension [29];

� inclusiveness: contain dimensions and characteristics to be of
interest [29];

� comprehensiveness: provide for classification of all current
objects within the domain under consideration [29]; and

� extendibility: allow for additional dimensions and new charac-
teristics within a dimension when new types of objects appear
[29].

Fig. 3a. Pre-deployment phase.

Fig. 3b. Post-deployment changes to implement new requirements.

Fig. 3c. Post-deployment changes to improve design-time quality.
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We note that conciseness can sometimes be compromised in
favor of inclusiveness. Therefore, we selected a reasonable depth
for our classification schema (i.e., 3) and a small amount of charac-
teristics in the first two dimensions (i.e., 5 and 6 respectively), so as
to provide a concise schema that will be understandable and
applicable in practice. On the other hand, we preferred to include
a large amount of classes in the third level, so as to be as inclusive

as possible with respect to software engineering technologies.
Additionally, the comprehensiveness of the proposed schema is
guaranteed by the fact that we were able to classify each study
in exactly one category. Finally, extendibility is related to the effort
required to extend the schema: adding classes is an easy extension,
while adding levels can be far more complicated since it can result
in changing the existing mapping between classes and levels. In
this sense, we believe that the proposed three levels of the schema
(TDM activities, financial approaches, and software engineering
technologies) are sufficiently generic to reflect a large body of
research in TD without requiring additional levels. On the other
hand, we expect additional classes to be added, representing novel
financial approaches and software engineering technologies that
will be proposed in future research.

From the first level of the schema (i.e., TDM activities) we can
identify classes, i.e. research topics that need further investigation.
First, we can observe that technical debt identification is not con-
nected to any financial approach, whereas research on prioritizing
is also neglected, compared to monitoring, repaying and measuring
technical debt. Repaying technical debt is in most cases explored
through cost/benefit analysis, which however sometimes is not
adequately applied (see Section 5.3 for details). Additionally, real
options, although quite popular as a technique for managing tech-
nical debt, they: (a) seem to be used without a clear mapping of
financial and software engineering technologies and (b) are in

many cases applied in an artificial rather than in a real-world set-
ting. Finally, concerning the application of financial approaches on
TDM, we observe that researchers do not uniformly map software
engineering technologies to the inputs required by the financial
methods. For example, in the cost/benefit analysis, researchers
use a variety of software engineering technologies, which indicates
that there are many alternatives that can be used as inputs (e.g.,
refactoring opportunities at the architectural level, smells at the
source code level, quality metrics, etc.).

6.3. Implications for researchers and practitioners

Based on the expected contributions (see Section 1), we believe
that the reported results can prove beneficial to both researchers
and practitioners. Firstly, we encourage software practitioners:

� to use the ‘‘correct’’ financial terms while communicating their
technical debt concerns, to managers. Under this perspective,
software engineers are expected to find the technical debt glos-
sary a useful tool that will enhance communication issues;

� to use the classification for guidance on how each technique can
be applied and for which management activity. For example,
measuring is usually done with software engineering methods,
prioritizing and monitoring with portfolio management, and
repaying with cost/benefit analysis;

� to use the classification for mapping the inputs and outputs of
the financial approaches to software engineering technologies.
For example the classification suggests that prioritization of
technical debt items can be performed through cost/benefit
analysis, applied at both source code and architecture level.
The benefit can be quantified by measuring the improvement
resulting by structural changes (e.g. refactoring) or defect
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elimination (debugging). In this example, design-time quality of
the product and number of defects are mapped to the inputs of
the financial approach.

Secondly, regarding researchers, the results of the study indi-
cate that there are specific issues in technical debt research that
need further attention:

� at this point the use of financial terms is rather ambiguous.
Therefore, we prompt researchers to ‘‘correctly’’ use financial
terms (as close to their original definition as possible), and
clearly describe any possible deviations from them;

� technical debt research is interdisciplinary. Therefore, research-
ers should present both aspects (financial and software engi-
neering) and make the connection between the two visible. In
addition, although, we acknowledge that in most cases it is
inevitable to focus on one aspect, the omission of the other
should be discouraged;

� the application of a financial method on software is not an easy
task. Most software engineers lack in-depth knowledge of
financial approaches, and should spent more time on under-
standing the method and apply it as appropriately as possible,
by clearly explaining the mapping of terms of one discipline
on the terms of the other;

� there are specific financial aspects (i.e., terms) of technical debt
that have not been quantified or taken into account in technical
debt research (compare results of Table 4 to those of Fig. 2).
However, these terms are transferable to technical debt
research, and by using them, a new range of approaches
becomes applicable to technical research;

� the research domain of technical debt management is in need of
a common reference point from a terminology perspective. For
example, in this study we used and extended the classification
of technical debt activities proposed by Li et al. [24]. However,
in other studies, such references appear to lack. To this end,
we present a glossary that can be used as a starting point for
the construction of widely accepted list of terms, and method
classification.

7. Threats to validity

In this section, we discuss possible threats to the validity of our
study. To the best of our knowledge there is no established cat-
egorization of threats to validity for secondary studies, in contrast
to other types of empirical research, e.g. case studies [33], or
experiments [37]. Therefore, we organize this section in four major
categories: (a) threats to identification of primary studies, (b)
threats to data extraction, (c) threats to generalization of results,
and (d) threats to conclusions.

7.1. Threats to identification of primary studies

Threats to the identification of primary studies deal with possi-
ble limitations of the article search process that can lead to missing
related literature. In our search process, any study that does not
mention the word ‘‘technical debt’’ in the title, abstract or key-
words of the article has been excluded from the primary studies
set. So, a number of articles that deal with technical debt might
have been omitted. However, we believe that papers that focus
on technical debt would most probably explicitly state it in their
titles, abstracts or keywords. Other papers that use the term in
the full text are probably just making a brief mention to it, without
leading to loss of valuable data for our research.

7.2. Threats to data extraction

Threats to data extraction deal with possible problems that
might arise in the data collection phase. The most common threat
during this phase is the subjectivity of the researcher who per-
forms the data collection. In order to mitigate this threat we devel-
oped a data collection validation mechanism that involved at least
two researchers, as it is presented in Section 4.5. In addition to
that, especially for extracting the data for variables [A11] and
[A12] (i.e. ways of measuring and managing technical debt), the
data extractors were advised to try to use the classification scheme
proposed by Li et al. [24], so as to avoid the use of synonyms and
ease the data analysis phase.

7.3. Threats to generalization

Threats to generalization refer to threats that occur while gen-
eralizing the results from our sample to the population. In this SLR,
we identified three such threats. First, the results on the evaluation
of the applicability of financial approaches on technical debt only
represent the way that they are used in the primary studies that
we have explored, and do not capture the applicability of the
approaches in general. Second, both the classification schema and
the glossary are only representing the current status of technical
debt research, and therefore are prone to change when additional
primary studies will be published. Third, although the discussions
presented in this study (i.e., the glossary of terms, the classification
schema) are heavily dependent on the raw results of this SLR (i.e., a
plethora of published primary studies), we acknowledge that sub-
jective decisions (e.g., resolution of conflicting term definitions,
merging of terms) have to be validated in practice. It should be
noted that since about one fourth of the primary studies originate
from a particular workshop (i.e., MTD), the results might over-
represent the research of this particular community. This a rather
expected outcome, in the sense that MTD is devoted to studies
on technical debt, and TD is a relatively new area of research.

7.4. Threats to conclusions

Threats to conclusions validity are factors that can lead to incor-
rect conclusions, either by identifying incorrect relationships, or by
missing existing relationships. In this category, we have been able
to identify two possible threats to validity. First, we measure
research intensity with the number of studies and not with the
volume of research or information they provide. However, such
an attempt would introduce subjective criteria into the analysis
of the results. For this reason, we preferred to use an objective
(directly measurable) criterion for characterizing the intensity of
research. Second, we evaluate the completeness of the approach
based on if the study uses sufficiently both aspects of software
engineering research (i.e. financial and software engineering) and
not a method for level of evidence [1] or rigor [17]. The reason
for preferring this type of assessment in favor of evaluating level
of evidence or rigor was the relevance of such an evaluation to
the goals of this study, i.e. to investigate if the financial aspect of
technical debt is neglected against the software engineering one.

8. Conclusions

This paper aims at summarizing the research state of the art on
technical debt management, emphasizing on the financial aspect of
the metaphor. The main research questions that the systematic
literature review answers are: (a) which financial terms are used
in the field of technical debt, (b) which financial approaches have
been used for technical debt measurement, (c) which financial
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approaches have been used in technical debt management, and (d)
which software technologies have been applied in financial
approaches of technical debt management.

As an answer to the aforementioned questions, we introduce
a glossary of financial terminology and a classification schema of
the financial approaches used in technical debt management. On
the one hand, the glossary incorporates the most important
financial terms used in technical debt research and provides def-
initions that can be used by the technical debt community. On
the other hand, the classification schema consists of three levels;
the upper one constitutes of the existing categories of technical
debt management [24], the middle one represents the financial
techniques used, and the lower level depicts the used software
engineering technologies, methods or tools. Additionally, the
schema provides details on the popularity of each technique,
term, method or tool, plus an evaluation of the techniques of
level 2, based on their limitations when they are used in techni-
cal debt research.

By incorporating the abovementioned glossary of terms, soft-
ware practitioners are expected to improve their communication
with non-technical managers. Moreover, they can employ the pro-
posed classification schema as a tool that will help them apply the
suggested techniques for every TD management task. Finally, the
results of our research suggest that researchers should attempt
to pay further attention to issues such as the interdisciplinary nat-
ure of technical debt, the appropriate application of financial
approaches to technical debt research and the possibility of apply-
ing new approaches to technical debt research, based on aspects
that have not yet been quantified.
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Appendix B. Collected data for RQ2.1

Study Brief approach description Software eng.
technologies

Financial
terms

Financial
approach

TDM activity
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Using a two-step binomial tree approach, it
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during which TD is cleared out

– Amount of debt Real Options Measurement
Present Value
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and compound interest, and the expected years
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by ongoing product maintenance costs, while
compound interest rate may be measured by the
increase in technical debt over time
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Economics
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Interest
Testing Amount of debt
Design Smells

[P12] This article proposes the estimation of Technical
Debt principal as a function of the number of
should-fix violations in an application, the hours
needed to fix each violation and the labor cost

AIP Tool Principal Software
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Static Analysis
Architecture
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[P13] This paper calculates the principal of TD with a
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variables—the number of must-fix problems in
an application, the time required to fix each
problem, and the cost for fixing a problem
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Static Analysis
Architecture
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[P22] TD equals Repair Effort that is the effort needed
to improve the quality of a system to the ideal

SIG/TÜV Model Amount of debt Software
Economics
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Interest
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Appendix B. (continued)

Study Brief approach description Software eng.
technologies

Financial
terms

Financial
approach

TDM activity

level. Additionally, it calculates Repair Effort as a
function of 3 variables: an estimated percentage
of LOC that needs to be changed in order to
reach an ideal level of quality, the effort
required to rebuild the system from scratch and
a ratio discount for code volume that does not
need to be rebuilt

[P23] The paper suggests the quantification of
Technical Debt principal by the effort required
to resolve Technical Debt Items (i.e. source code
that needs to be modified, test cases that need to
be exercised, documentation that needs to be
updated, etc.). TD interest is related to interest
standard deviation (based on Portfolio
Management Theory), that is the probability of
this interest to incur. All three parameters are
estimated using historical data
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Management

Measurement
Testing Interest
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[P24] The paper presents a case study where Technical
Debt principal, interest amount and interest
probability are estimated based on historical
effort data collected from the project
documentation
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[P41] The paper assesses the amount of TD and
interest through a model that computes the
rework cost associated with each new
architectural element implemented in every
new release
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Economics
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Interest

[P42] This paper defines the amount of TD as the
Rework Effort and calculates it as a function of
Rework Function, Rebuild Effort and Refactoring
Adjustment. TD interest is defined as the
difference of Maintenance Effort between a
particular quality and the ideal quality level

SIG/TÜV Model Amount of debt Software
Economics

Measurement
Static Analysis Interest
Source Code Net Present

Value

[P49] The paper reports a case where technical debt is
quantified in terms of effort needed to fix it, by
the use of SonarQube tool

SonarQube Tool Amount of debt Software
Economics

Measurement

[P50] The study provides formalization for the
quantification of TD. TD is measured in terms of
evolution costs and is defined as the difference
between additional development cost
introduced in an evolution and the respective
cost required in an optimal implementation

Architecture Amount of debt Software
Economics

Measurement

[P57] In a case study, the paper estimates debt,
interest and debt payment as the difference in
effort between two or more alternative
decisions

– Amount of debt Software
Economics
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Interest
Payment

[P60] The study proposes a three-layered model
aligned with a typical software product
development lifecycle (based on
P-Diagram approach on risk assessment)

SonarQube Tool Amount of debt Value-based Measurement
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Appendix C. Collected Data for RQ2.2

Study Brief approach description Software eng.
technologies

Financial
approach

TDM activity

[P2] The study uses a Binomial Option – Based Approach to manage Technical
Debt. Binomial trees are built in order to indicate if and when an alternative
can clear out Technical Debt and add value

– Real Option Repayment

[P8] The article proposes the consideration of Technical Debt’s financial benefits
and business advantages as well as of the costs of servicing or repaying the
debt in order to manage it efficiently

– Cost/Benefit Repayment

[P11] The article suggests that TD should be handled as financial obligation and
should be recorded on the firm’s accounting books

– Accounting Monitoring

[P23] This study proposes TDM based on Portfolio Management and treats TD items
as assets. For each item, it is needed to determine if it is better to keep it or to
pay it off. A risk level is set and the model generates the optimal portfolio (A)
of the TD items. The items not chosen for the new portfolio (A’) are those that
need to be paid off

Source Code Portfolio
Management

Repayment
Testing
Documentation

[P24] This paper applies cost/benefit analysis on a case study in order to
demonstrate how adequate Technical Debt management can save a firm from
high cost decisions

COCOMO Cost/Benefit Monitoring
Static Analysis
Documentation

[P32] The article proposes Net Present Value theory as the most promising financial
method to apply on Technical Debt management and decision making

– Value-based Repayment

[P41] The paper suggests that Technical Debt management should take into
consideration both value and cost of the project and also include elements of
Total Cost of Ownership Management in order to enable efficient decision
making on repaying Technical Debt

Architecture Value-based Repayment

[P42] Using a case study, the paper defines the repair effort to improve the quality
of a system as an investment. Thus it proposes the assessment of the
worthiness of such an investment by looing at its ROI or Net Present Value

SIG/TÜV Model ROI Repayment
Static Analysis Net Present

ValueSource Code

[P43] This paper proposes the consideration of the development’s team capacity as
an investment portfolio that can be managed as a Real Options portfolio.
Technical Debt reduction should be a significant investment in the team’s
portfolio

Defect-Density Real Options Monitoring
Functionality
Performance

[P45] The paper provides a decision framework to assess the overall benefit (or
loss) of accumulating technical debt, based on platform-based product
development and customer adoption curve

Functionality Marketing Monitoring

[P50] The study proposes a decision making approach on paying off technical debt
items, according to the refactoring cost, the relative technical debt per
refactoring and per evolution step and, finally, the probability that the
evolution step will be performed

Architecture Cost/Benefit Repayment

[P53] The paper suggests the management of Technical Debt by the use of Cost –
Benefit analysis, Analytic Hierarchy Process, Portfolio approach and Options
theory

Refactoring Cost/Benefit Prioritization
Design Smells Portfolio

Management
Prioritization

Real Options Repayment

[P58] The paper identifies different kinds of costs associated with handling defects
and investigates the criteria according to which a defect is decided to be
fixed. Based on these findings, it proposes a cost – benefit analysis for
decision making on fixing the defects

Defect-Density Cost/Benefit Repayment
Testing

[P60] By using Architecture Tradeoff Analysis Method (ATAM) and portfolio
management, the paper proposes a model of Decision Making at the
architecture level. Profitability aspect needs to be taken into account when
managing; organization aims at optimal ROI

SonarQube
Tool

Portfolio
Management

Monitoring

Wisdom of
Crowds
ATAM
Architecture
Source Code
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Appendix C. (continued)

Study Brief approach description Software eng.
technologies

Financial
approach

TDM activity

[P66] This paper implements a cost – benefit approach in order to identify technical
debt items that should be refactored first, by ranking the value and interest of
design debt caused by god classes

Refactoring Cost/
Benefit

Prioritization
Design Smells
Defect-Density

Appendix D. Primary Studies Quality Assessment

Study Question score Total Study Question score Total

1 2 3 4 5 1 2 3 4 5

[P1] 1.00 1.00 0.00 0.00 0.00 2.0 [P36] 1.00 1.00 0.80 0.00 0.00 2.8
[P2] 1.00 1.00 0.20 1.00 0.50 3.7 [P37] 1.00 1.00 0.80 0.00 0.50 3.3
[P3] 1.00 0.50 0.00 0.00 0.50 2.0 [P38] 1.00 1.00 0.00 0.00 0.00 2.0
[P4] 1.00 1.00 0.40 0.00 0.50 2.9 [P39] 1.00 1.00 0.60 0.00 0.50 3.1
[P5] 1.00 1.00 0.80 0.00 0.50 3.3 [P40] 1.00 1.00 1.00 0.00 0.50 3.5
[P6] 1.00 1.00 0.60 0.00 0.50 3.1 [P41] 1.00 1.00 0.20 1.00 1.00 4.2
[P7] 1.00 1.00 0.40 0.00 0.50 2.9 [P42] 1.00 1.00 0.80 1.00 1.00 4.8
[P8] 1.00 1.00 0.00 1.00 0.50 3.5 [P43] 1.00 1.00 0.20 1.00 1.00 4.2
[P9] 1.00 1.00 0.00 1.00 1.00 4.0 [P44] 1.00 1.00 0.00 0.00 0.50 2.5
[P10] 1.00 1.00 0.80 0.00 0.50 3.3 [P45] 1.00 1.00 0.00 1.00 1.00 4.0
[P11] 1.00 1.00 0.00 1.00 0.50 3.5 [P46] 1.00 1.00 0.60 0.00 0.50 3.1
[P12] 1.00 1.00 0.80 1.00 1.00 4.8 [P47] 1.00 1.00 0.00 0.00 0.00 2.0
[P13] 1.00 1.00 0.80 1.00 1.00 4.8 [P48] 1.00 1.00 0.60 0.00 0.50 3.1
[P14] 1.00 0.50 1.00 0.00 0.50 3 [P49] 1.00 1.00 0.80 1.00 1.00 4.8
[P15] 1.00 1.00 0.20 0.00 0.50 2.7 [P50] 1.00 1.00 0.20 1.00 1.00 4.2
[P16] 1.00 1.00 0.00 0.00 0.50 2.5 [P51] 1.00 1.00 0.00 0.00 0.00 2.0
[P17] 1.00 1.00 0.40 0.00 0.00 2.4 [P52] 1.00 1.00 0.20 0.00 0.50 2.7
[P18] 1.00 1.00 0.80 0.00 0.50 3.3 [P53] 1.00 1.00 0.00 1.00 1.00 4.0
[P19] 1.00 1.00 1.00 0.00 0.50 3.5 [P54] 1.00 1.00 0.00 0.00 0.50 2.5
[P20] 1.00 1.00 0.80 0.00 0.50 3.3 [P55] 1.00 1.00 0.00 0.00 0.50 2.5
[P21] 1.00 1.00 0.00 0.00 0.50 2.5 [P56] 1.00 0.50 0.60 0.00 0.50 2.6
[P22] 1.00 1.00 0.80 1.00 1.00 4.8 [P57] 1.00 1.00 1.00 1.00 0.50 4.5
[P23] 1.00 1.00 0.00 1.00 0.50 3.5 [P58] 1.00 1.00 0.80 1.00 1.00 4.8
[P24] 1.00 1.00 0.80 1.00 1.00 4.8 [P59] 1.00 1.00 0.60 0.00 0.00 2.6
[P25] 1.00 1.00 0.80 0.00 0.50 3.3 [P60] 1.00 1.00 0.20 1.00 1.00 4.2
[P26] 1.00 1.00 0.00 0.00 0.50 2.5 [P61] 1.00 1.00 0.00 0.00 0.50 2.5
[P27] 1.00 0.50 0.80 0.00 0.50 2.8 [P62] 1.00 1.00 0.60 0.00 0.50 3.1
[P28] 1.00 1.00 0.80 0.00 0.50 3.3 [P63] 1.00 1.00 0.80 0.00 0.50 3.3
[P29] 1.00 1.00 0.40 0.00 0.50 2.9 [P64] 1.00 0.50 0.40 0.00 0.50 2.4
[P30] 1.00 0.50 0.00 0.00 0.50 2.0 [P65] 1.00 1.00 0.60 0.00 0.50 3.1
[P31] 1.00 1.00 1.00 0.00 0.50 3.5 [P66] 1.00 1.00 0.20 0.00 0.50 2.7
[P32] 1.00 1.00 0.40 1.00 0.50 3.9 [P67] 1.00 1.00 0.80 0.00 0.00 2.8
[P33] 1.00 1.00 0.00 0.00 0.50 2.5 [P68] 1.00 1.00 0.80 1.00 1.00 4.8
[P34] 1.00 1.00 0.20 0.00 0.50 2.7 [P69] 1.00 1.00 0.60 0.00 0.50 3.1
[P35] 1.00 1.00 0.00 0.00 0.50 2.5
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