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Abstract 
Recommendation systems have been widely utilized in e-commerce settings to aid users through 

their shopping experiences. The principal advantage of these systems is their ability to narrow 

down the purchase options in addition to marketing items to customers. However, a number of 

challenges remain, notably those related to obtaining a clearer understanding of users, their profiles, 

and their preferences in terms of purchased items. Specifically, recommender systems based on 

collaborative filtering recommend items that have been rated by other users with preferences 

similar to those of the targeted users. Intuitively, the more information and ratings collected about 

the user, the more accurate are the recommendations such systems suggest. 

In a typical recommender systems database, the data are sparse. Sparsity occurs when the 

number of ratings obtained by the users is much lower than the number required to build a 

prediction model. This usually occurs because of the users’ reluctance to share their reviews, either 

due to privacy issues or an unwillingness to make the extra effort. Grey-sheep users pose another 

challenge. These are users who shared their reviews and ratings yet disagree with the majority in 

the systems. The current state-of-the-art typically treats these users as outliers and removes them 

from the system. Our goal is to determine whether keeping these users in the system may benefit 

learning. Thirdly, cold-start problems refer to the scenario whereby a new item or user enters the 

system and is another area of active research. In this case, the system will have no information 

about the new user or item, making it problematic to find a correlation with others in the system. 

This thesis addresses the three above-mentioned research challenges through the development of 

machine learning methods for use within the recommendation system setting.  

First, we focus on the label and data sparsity though the development of the Hybrid Cluster 

analysis and Classification learning (HCC-Learn) framework, combining supervised and 

unsupervised learning methods. We show that combining classification algorithms such as k-

nearest neighbors and ensembles based on feature subspaces with cluster analysis algorithms such 

as expectation maximization, hierarchical clustering, canopy, k-means, and cascade k-means 

methods, generally produces high-quality results when applied to benchmark datasets. That is, 

cluster analysis clearly benefits the learning process, leading to high predictive accuracies for 

existing users. 
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Second, to address the cold-start problem, we present the Popular Users Personalized 

Predictions (PUPP-DA) framework. This framework combines cluster analysis and active learning, 

or so-called user-in-the-loop, to assign new customers to the most appropriate groups in our 

framework. Based on our findings from the HCC-Learn framework, we employ the expectation 

maximization soft clustering technique to create our user segmentations in the PUPP-DA 

framework, and we further incorporate Convolutional Neural Networks into our design. Our 

results show the benefits of user segmentation based on soft clustering and the use of active 

learning to improve predictions for new users. Furthermore, our findings show that focusing on 

frequent or popular users clearly improves classification accuracy. In addition, we demonstrate 

that deep learning outperforms machine learning techniques, notably resulting in more accurate 

predictions for individual users. 

Thirdly, we address the grey-sheep problem in our Grey-sheep One-class Recommendations 

(GSOR) framework. The existence of grey-sheep users in the system results in a class imbalance 

whereby the majority of users will belong to one class and a small portion (grey-sheep users) will 

fall into the minority class. In this framework, we use one-class classification to provide a class 

structure for the training examples. As a pre-assessment stage, we assess the characteristics of 

grey-sheep users and study their impact on model accuracy. Next, as mentioned above, we utilize 

one-class learning, whereby we focus on the majority class to first learn the decision boundary in 

order to generate prediction lists for the grey-sheep (minority class). Our results indicate that 

including grey-sheep users in the training step, as opposed to treating them as outliers and 

removing them prior to learning, has a positive impact on the general predictive accuracy.  
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Chapter 1. Introduction 

1.1 Overview  

Recommendation systems (RSs) is an interdisciplinary area of study that has attracted much 

interdisciplinary research interest, spanning computer science, business, economics, and social 

sciences. The value these systems add to organizations has led to the development of algorithms 

that aim to accurately recommend the optimal sets of items to users. Based on these 

recommendations, browsers may turn into buyers and one-time buyers may turn into loyal 

customers. After the Netflix prize [4, 5], many research studies have been conducted in this area. 

Such research not only aims to make the best recommendations, but also intends to identify the 

best recommendation for individual customers as opposed to blindly displaying lists of the most 

popular items.  

Take Amazon as an example, i.e., a well-known successful business that not only attracts 

consumers but also business owners [6]. Such business owners trust Amazon to make the best 

advertisements for them and to reach out to the right customer at the right time. Another well-

known example is Shopify [7]. The success of Shopify lies in the fact that they not only present 

business owners with an easy platform to build their e-commerce website, but also utilize RSs 

which are specifically created to gain more customers. 

Consumers face information overload every time they access the Internet to make a purchase. 

That is, they are faced with “too many items to choose from.” In today’s fast-paced world, they 

have neither the time nor the patience to explore all these suggestions. Therefore, the main idea 

behind RSs is to address the abovementioned problem and aid the users in narrowing down their 

browsing lists. Thus, these systems work by understanding users’ preferences. This is achieved 

not only by recognizing their rating for specific items, but in some systems by considering their 

social and demographic information [8]. Consequently, these systems create a database for both 

items and users in which the users’ rating and reviews of these items are collected [9]. Intuitively, 

the more information and ratings collected about the user, the more accurate the recommendation 

is [10]. However, that is not always the case. For instance, some consumers care about their privacy 

and will not disclose personal information [8]. Furthermore, some clients may be first-time users 
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of e-business systems, as is the case with the surge in online shopping during the Covid-19 

pandemic, leading to their preferences being unknown. Furthermore, an increasing number of users 

have unique and exotic tastes which makes it harder for the system to match their interests with 

the current customer base.  

Generally speaking, RSs are either content-based filtering (CBF) [11], collaborative filtering 

(CF) [12], or hybrid approaches [13]. These systems rely on two basic inputs: the set of users in 

the system, 𝑈 (also known as customers), and the set of items to be rated by the users, 𝐼 (also 

known as the products) [14]. All these systems employ matrices based on past purchase patterns. 

With CBF, the system focuses on item matrices, whereby it is assumed that if a user liked an item 

in the past, he or she is more inclined to prefer a similar item in the future [9, 15]. These systems 

therefore study the attributes of the items [12]. However, CF systems focus on user-rating matrices, 

recommending items that have been rated by other users with preferences similar to those of the 

targeted user [16]. Thus, these systems rely on historic data consisting of user rating and 

similarities across the user network [9]. As hybrid systems employ both CBF and CF approaches, 

they concurrently consider items based on users’ preferences and on the similarity between the 

items’ content [15]. In recent years, research has trended toward hybrid systems [12]. Another 

growing trend is the use of machine learning (ML) algorithms [17] to identify patterns in users’ 

interests and behaviors [17].  

In the literature, there are many challenges facing RSs, such as the lack of rating for some items 

or the lack of information about users. This problem is commonly known as data sparsity, which 

affect the system’s ability to build a user profile [18]. Furthermore, new users entering the system 

will cause a so-called cold-start problem, where the system will not be able to build a user profile, 

due to the initial lack of information about preferences, and will therefore not be able to match 

them to existing customers. In addition, grey-sheep users, i.e., those with more unusual tastes, also 

pose a bottleneck for RSs [19, 20]. The challenge for the business is how to keep these atypical 

customers satisfied. Due to the above-mentioned challenges, it is difficult for RSs to present the 

users with accurate recommendations. In the e-commerce setting, this mean losing potential 

customers to another business. This dissertation aims to address these three challenges, which are 

discussed next.  
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1.2 Research Challenges  

Our aim is to study the three abovementioned research challenges within the RSs context through 

the development of ML solutions. In our work, we utilize supervised learning algorithms, also 

referred to as classification techniques, where the labels are known. In addition, we employ 

unsupervised learning algorithms—specifically cluster analysis approaches—when there is a lack 

of labels, and one-class techniques when the distributions of labels are skew. Finally, we develop 

active learning techniques to facilitate scenarios where domain expertise will aid the learning 

process.  Specifically, our goal is to explore three key solution spaces, framed within three research 

problems. 

Sparsity challenge: As discussed earlier, in RSs, sparsity occurs when the number of items a 

customer typically purchases is much smaller than the number of items for sale [19]. Consequently, 

the number of ratings, or feedback, will be much lower compared to the number of items in the 

system. This problem may lead to inaccurate recommendations, as ML algorithms may not be able 

to generalize well. Furthermore, some ML algorithms, notably the k-nearest neighbor (k-NN) 

method that has been widely employed in RSs, are more sensitive to data sparsity compared to 

others [18]. Alasalmi, T., et al. (2015) stated that, naturally, classification algorithms require a 

complete dataset and most variables values to exist in order to perform well. They also noted that 

some algorithms represent exceptions from the general population of ML algorithms in their ability 

to handle missing values, such as Naïve Bayes (NB) [21]. In some research, the use of manual 

labeling is done by the domain expert, either to address sparsity, or to simply identify these records 

and remove them from the system. However, involving human experts tend to be time consuming 

and expensive, and in many cases this is not a realistic option, especially with large systems. In 

Chapter 3, we address this challenge by using cluster analysis as a preprocessing step prior to 

classification to guide the learning process to form natural grouping, typically using similar 

customer profiles, in order to improve predictive accuracy. Our Hybrid Cluster analysis and 

Classification Learning (HCC-Learn) framework combines content-based analysis in the 

preprocessing stage and CF in the final prediction stage. We detail the HCC-Learn framework in 

Chapter 3.  

Cold-start challenge: A cold-start refers to new users, with unknown preferences, joining the 

system. In RSs, users’ preferences, historic data in what they like and dislike, and their items’ 
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ratings and reviews are used to match them with others in the system. In cold-start situations, it 

thus follows that such information does not exist, which makes it difficult for the system to 

calculate a similarity score. Indeed, the tremendous increase in the use of e-commerce websites 

during the current Covid-19 pandemic has highlighted the importance and difficulty of providing 

accurate recommendations to many first-time users [22, 23]. 

To solve this problem, some research tends to use CBF systems, in which information about 

the items are used to find the best match [24]. Other systems simply present these users with a 

predefined recommendation list. Although these might be successful solutions for some users, it 

often results in a redundant list being presented, which causes the user to lose interest [25]. Another 

solution is the use of conversational learning models, where the new user is presented with a list 

of questions to build a preference profile [26, 27]. This also might cause the business to lose a 

potential customer because of their unwillingness to make the extra effort or because of privacy 

concerns. To address the cold-start challenge, we propose the Popular User Personalized 

Prediction (PUPP-DA) framework that combines active learning, ML, and deep learning 

algorithms. In this framework, soft clustering and active learning are used to accurately 

recommend items to new users in this framework. In addition, we employ deep learning algorithms 

to improve the overall predictive accuracy. Our PUPP-DA framework is presented in Chapter 5. 

Grey-sheep challenge: As mentioned before, grey-sheep users are ones who are difficult to 

identify or characterize. These kinds of users are willing, to some degree, to share their feedback. 

However, their preferences will disagree with the majority in the system. In contrast with cold-

starts, the system will have the information it might need to calculate a similarity score and produce 

a recommendation list. However, this list may not be accurate because of their unique tastes and 

characteristics. Typically, grey-sheep users are treated as outliers and removed from the system 

[28, 29]. In other research, they will be moved to a separate system where their preferences may 

then be matched with others [30, 31]. However, this is not realistic in large and online systems, as 

identifying and moving user/items to a secondary system is time-consuming. Therefore, in Chapter 

5 we present our Grey-Sheep One-Class Recommendation (GSOR) framework designed to create 

accurate prediction models while considering both regular and grey-sheep users. The GSOR 

framework utilizes one-class classification, whereby the learning process is done using 

information from the majority class, while predictions are made for the minority class, in our case 

grey-sheep users. Next, we detail the research questions we aim to address in this dissertation.  
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1.2.1 Research Questions  

As discussed in the previous section 1.2, the RSs research area has many challenges. In this section, 

we list the main research questions (RQs) related to this dissertation:  

 

RQ1. How can classification algorithms be used to alleviate data sparsity, cold-start, and grey-

sheep challenges and improve RS performance?   

• How effective and efficient are ML methods in this domain, i.e., when and where should 

they be used to improve RSs?  

• What are the strengths and limitations of existing methods when evaluated against a 

number of RSs databases? 

• Is one-class learning able to address the grey-sheep challenge and produce an accurate 

recommendation list? 

RQ2. What value can unsupervised learning add to the system?  

• Can unsupervised learning techniques improve the recommendations accuracy and 

address data sparsity, cold-starts, and grey sheep? 

• If so, which cluster analysis method will be best to use, in various scenarios, with 

different levels of sparsity and outliers?  

• What is the impact of cluster analysis techniques as reported through extensive study? 

RQ3. What is the impact of involving a human expert in the learning process?  

• Can active learning techniques be used to improve RSs performance?  

• If so, which algorithms work best to address cold-start problems?  

• How, and when, can the user be involved in the recommendation process without 

burdening them? 
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RQ4. How and when can deep learning be used within the RSs framework? 

• Is there an added benefit when extending ML techniques with deep learning solutions?  

• What is the value of adding deep learning within an active learning framework? 

RQ5. What is the impact of grey-sheep users’ existence in the systems?  

• How severely is the predictions accuracy affected by such users?  

• How can items of interests be identified for grey-sheep users? 

• Can one-class classification yield better recommendations for grey-sheep users? 

Next, we discuss our motivation from an e-commerce perspective. 

1.3 Motivation 

The main focus of this study is the advancement of RSs in the e-commerce domain, due to the 

added value they offer to commercial organizations embracing the increasing demand of 24/7 

online shopping. Indeed, most organizations have realized that, based on accurate 

recommendations, they can not only attract new consumers but also expand the shopping lists of 

their existing consumer base. Therefore, there is a need not only to make the best recommendations, 

but also to find the most pertinent recommendation for each customer rather than simply displaying 

a list of the most popular items. 

As discussed earlier, RSs are generally divided into CF and CBF systems. However, each 

category suffers from some limitations, as noted above, and thus a hybrid filtering approach was 

developed to overcome some of the limitations in these systems and enhance the recommendation 

accuracy. However, with the development of technology and the increase in the popularity of 

online businesses, there is a pressing need for more research to address the continued limitations 

such as data sparsity, cold-start, and grey sheep. The fundamental goal of ML is identifying and 

recognizing useful and novel patterns in data [32, 33]. Furthermore, in an e-commerce setting, ML 

algorithms find patterns about user’s interests and behaviors [17]. The main principle is to utilize 

the variables in the system to make predictions [32].   

Recently, with the onset of the Covid-19 pandemic, many businesses have turned to e-

commerce solutions in an attempt not only to survive but also to thrive post-pandemic [34, 35]. 
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When Covid-19 appeared in late 2019, each government was forced to implement plans for how 

to face the virus when it arrived in their country. In many countries, lockdown procedures were 

implemented immediately, leaving citizens with the reality of online shopping.  

As Ungerer, C., et al. (2020) observed, e-commerce is the process of selling goods or services 

online. Before the pandemic, for many users this meant the luxury of importing unique items 

unavailable in local markets, or the luxury of shopping from the warmth and comfort of their home 

during the Canadian winter. However, the pandemic transformed e-commerce, for many, into a 

tool for survival. In many countries, even if a complete lockdown was not enforced, physical 

distance measures were encouraged. However, as the infection rate began to increase, people 

started to turn to online ordering to avoid any contact that might cause them to contract the disease. 

In addition, the movement of the vulnerable and elderly was restricted, leading to a large portion 

of these customers turning to e-commerce for the first time. Furthermore, in many countries, most 

non-essential businesses were closed until further notice. For these businesses to survive, this 

meant reaching out to the customers through the web or social media stores, such as Instagram and 

Facebook markets.  

In terms of general e-commerce, the purpose of online shopping has shifted from convenience 

of time and location to a necessity. In fact, as the United States started lifting the partial lockdown 

and opening up the economy again, a survey of consumers’ intentions to return to old shopping 

practices was  reported in [36]. The results showed that 24% do not intend to shop in a mall in the 

next six months, while another 16% stated the same for the next three months. We believe that the 

same observations hold true in Canada. 

The current shift in consumers’ habits stresses the importance of meeting customers’ demands. 

Furthermore, it confirms the significance of catering to the right products for the customers, 

including cold-starts and grey sheep, to avoid losing them to another business and to also 

streamline supply chains. Online competition is at it peak, and a significant percentage of 

businesses must address this challenge. Several studies have shown the importance of e-commerce, 

and notably personalised RSs, during the pandemic across all sectors. For instance, this shift is 

also relevant in the health care sector, where healthcare providers have had to move to e-commerce 

to provide tailor-made care and treatments [37]. 

Although such personalized recommendations have been presented in the literature since 1990s, 

they have only been widely adopted in e-businesses in recent years. According to Ming-Kuen, C., 
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C. Kuo-Hsuan, and C. Chia-Hon (2014), a personalized RS should include data collection, data 

warehousing, data mining, and data applications [38]. Data mining 1  techniques can make 

predictions without the need to access users profile information and items; for this reason, they 

have been used along with RSs to increase the recommendation performance [39, 40]. Many 

successful businesses have implemented personalized RS approaches in their systems. For instance, 

Amazon created a personalized recommendation list for each user, followed by other businesses 

such as Hotels.com which help the user decide based on a smaller suggestion list [41]. Furthermore, 

studies have shown that using these increases profits [42].  

In January 2020, Winkler, N. (2020) reflected on the growth of e-commerce and noted that, in 

the United States alone, it was expected that sales would top $4.2 trillion USD in 2020 and that 

2.1 billion customers will shop online. These numbers and expectations were based on the 

previously collected data for 2020. However, on April 30th, 2020, Amazon released their first-

quarter financial results which describes their total earning as “exceptionally” strong, estimated as 

$33 USD million an hour in sales for the first three months of this year [43]. In North America 

alone, sales increased by 29%, about $46.1 billion, compared to last year. 

 The implications of this trend for the RS research community are manifold. In terms of data 

sparsity, the number of users increased exponentially, yet many of these users are new. Another 

aspect of note is that, even for existing users, there will be a shift in their preferences, which will 

also cause sparsity. Since the pandemic started, many users have switched preferences from “what 

to buy” to “what is needed,” which has left previously popular and frequently rated items being 

ignored. Furthermore, considering the current situation we live in, many businesses have decided 

to keep work-from-home practices implemented until the end of this year. Consequently, many 

consumers have changed their preference from a formal dress, for instance, to comfortable lounge 

wear. Another challenge centers on cold-start users, where it should be noted that many individuals 

have turned to e-business for the very first time. This poses a challenge for RSs, since there is a 

substantial gap in what is known about these users. It may well be that a substantial portion of 

these new users are indeed grey sheep who typically would not have used e-business during normal 

times.  

 

1 We use the terms data mining techniques and ML algorithms interchangeably. However, we note that 
data mining focuses more on the discovery of patterns, often using ML algorithms.  
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Considering the three mentioned challenges in RSs, let us now illustrate the current situation 

with some examples. As discussed earlier, the shift in preferences causes data sparsity, which is a 

principal challenge for RSs. According to Statista (2019), the lowest two categories by household 

type who shopped online in Canada prior to the pandemic are either singles, who cohabitate with 

other adults (e.g., parents or roommates) and single parents [44]; both represent 12% and 3%, 

respectively, of all participants. For these two types of customers, they have either never shopped 

online before, or they are using e-commerce now but with different types of demands. In Canada, 

Millennials and Baby-Boomers had the highest percentage of online consumers sales during 2019 

[45]. Today, the shift in preference has turned towards ordering what is necessary for 

homeschooling or for entertaining children. In fact, a 2019 report by Canada Post indicates that 

62% of Canadians shopped for clothing apparel, whereas 41% shopped for computers and 

electronics using e-commerce [45]. After the pandemic hit, a report by Cision (2020) shows that 

all e-commerce sales increased, except for clothing (which had the lowest increase of only 21% 

only). Meanwhile, the sales of electronics increased by 160% [46].  

In 2019, it was reported that Pre-Boomers, i.e., those aged 73 and older, as well as Gen Z, i.e., 

customers in the 18–23 age group, constitute the lowest percentages, 5% in each category, of online 

shoppers in Canada. These customers represent two very different generations and are thus often 

difficult to target. For a business to thrive online, it must understand its customers’ behaviour and 

characteristics in order to expand its customer base. Gen Z, for instance, are considered to be the 

main influencers over buying decisions for most families [47]. According to Forbes (2020), 

technology is crucial for enhancing the Gen Z shopping experience and providing them with 

instant and quality services [47]. In Canada, is expected that by 2026, 21% of the population will 

fall into the 73 years and older category. Older customers often fall in the grey-sheep category and, 

as discussed in [47], they have a preference for products that provide them with improved life 

quality [48]. As noted by Retail Insider (2020), this group of customers prefer viewing products 

physically before buying them [48]. For instance, as the pandemic lockdown started in Canada in 

mid-March 2020, many grocery stores dedicated special hours for senior shoppers. However, a 

recent study by Statistics Canada indicates that a large portion of such customers turned to online 

shopping, with 45% of people aged 75 and older indicating that they did so [49]. The question here 

is how to target these customers and, as many have turned to e-commerce for the first time, how 

to maintain their customer base when life returns to normal.  
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As discussed, an RS is a very important aspect of economic growth for businesses engaging in 

e-commerce. With the current abrupt shift in their lives, many consumers depend on e-commerce 

for essential items. This include business owners reaching out to customers, or customers meeting 

everyday needs. The challenge is how to accommodate the entire customer base, including loyal 

customers, new users, and those with unique tastes. Our goal in this dissertation is to address the 

three mentioned challenges, as is discussed next. 

1.4 Summary of Contributions  

In this section, we summarize the major contribution of this dissertation as we focus on addressing 

sparsity, cold-start, and grey-sheep users. 

1.4.1 HCC-Learn framework 

This framework provides a hybrid RS to focus on label and data sparsity. The Hybrid Cluster 

analysis and Classification Learning (HCC-Learn) framework works by combining supervised and 

unsupervised learning methods. Different classification algorithms such as k-nearest neighbor (k-

NN) and ensemble learning approaches are used along with several cluster analysis algorithms 

such as expectation maximization (EM), hierarchical clustering (HC), canopy, k-means, and 

cascade k-means. Our results show that a cluster analysis benefit the learning process and leads to 

higher predictive accuracies for existing users.  

1.4.2 PUPP-DA Framework  

The Popular User Personalized Prediction (PUPP-DA) framework is developed to address the 

previously introduced cold-start problem. In this framework, we incorporate ML and deep learning 

techniques within the active learning setting. We also employ the EM soft cluster analysis method 

to create our user segmentations2 [50]. Our results show the benefit of user segmentation and soft 

clustering, and the use of active learning to improve the prediction list for new users. We also 

report that focusing on the popular users clearly improves the classification accuracy. Our 

 

2 In the HCC-Learn framework, we extensively examine different clustering techniques and conclude that 

EM soft clustering results in higher accuracies [50]. 
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framework includes a convolution neural network, and our results show that using deep learning 

technique results in accurate predictions for individual users.  

1.4.3 GSOR framework 

As noted earlier, in RSs, grey sheep refers to those users with unique tastes for whom it is difficult 

to develop accurate profiles of their preferences, as the similarity search approach typically 

followed during the recommendation process fails to yield good results. Most research ignores 

such users, and thus fails to cater for more exotic tastes and emerging trends, leading to subsequent 

loss in revenue and opportunity. To address this oversight in the research community, we present 

the Grey-sheep One-class Recommendation (GSOR) framework, which is designed to create 

accurate prediction models while considering both regular and grey-sheep users. Our results 

indicate that one-class learning is a successful solution to generate a recommendation list for grey-

sheep users.  

1.4.4 Grey-sheep test set 

To evaluate our GSOR framework, we create our own test set which may be used as a benchmark 

for grey-sheep experiments. The process of creating this test set is explained in subsection 0. and 

we plan to make this benchmark available to the research community. 

1.4.5 Scholarly Achievements 

In the process of completing this work, the following lists our publications in peer reviewed 

journals and conference, which validate our work in the research community.  

• Refereed journal papers and book chapter:  

 HCC-Learn Framework for Hybrid Learning in Recommender Systems. HCC-

Learn framework has been published in [50]. 

 

• Refereed conference papers:  

 Beyond k-NN: Combining Cluster Analysis and Classification for Recommender 

Systems. Initial HCC-Learn framework has been published in [51]. 
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 Active Learning and User Segmentation for the Cold-start Problem in 

Recommendation Systems. The initial PUPP framework, which did not involve deep 

learning, has been published in [52]. 

1.5 Thesis Organization  

This dissertation is organized as follows. Chapter 2 discusses the fundamental concept of RSs in 

e-commerce and presents the different types of RSs, its strengths, and its challenges. Furthermore, 

we describe the ML solutions used in RSs. Next, we present our HCC-Learn framework which 

focuses on the data sparsity challenge in Chapter 3 and evaluate it by considering the system 

usefulness and its effectiveness in predicting user responses. Chapter 4 outlines our PUPP-DA 

framework developed to address cold-starts. We present our third framework in Chapter 5, i.e., the 

GSOR framework which utilizes one-class learning to target grey-sheep users. Finally, Chapter 6 

concludes this dissertation and discusses future work.  
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Chapter 2. Background  

2.1 Recommendation Systems in e-Commerce 

The widespread adoption of the Internet has presented sellers with new challenges to keep up with 

the market. Traditionally, sellers had to compete with local stores within the same city or country. 

However, we now live in a technological era in which consumers increasingly turn to the Internet 

for purchases. Subsequently, many technological solutions have been presented to sellers, such as 

newer software to build their business websites. A major concern is that when a business owner 

cannot see their customers, it is hard to know what their preferences are. Thus, sellers may lose 

them to another business. Moreover, the omnipresence of the Internet and e-commerce websites 

has presented users with a so-called information overload problem [53, 54]. RSs present a 

technology developed to aid sellers, entrepreneurs, and customers in addressing these challenges. 

The main goal of these systems is to help the users find a specific product or service by generating 

useful information [55]. In addition, they predict objects of interest based on the data collected on 

the users’ likes and preferences [56]. Consequently, a browser might be turned into a buyer if the 

business employs the right software tools [57-59].  

To overcome many of the presented challenges such as information overload [12, 60, 61] and 

customer loyalty [58, 62, 63], e-commerce websites utilize a Customer Relationship Management 

(CRM) strategy [64]. RSs are the most noted strategy in CRM. In general, these systems can be 

defined as programs that predict the user’s interests and match these interests to the available items. 

Based on these matching results, a set of recommendations is presented to the users [24]. 

Nowadays, RSs applications have expanded to include areas such as e-learning, e-government, e-

library, and e-health [24]. These systems helps to assist and support human decision making in 

many applications such as shopping, TV programs, on-demand movies, websites, news, 

documents, and book selections [65].  

RSs rely on two basic entities: the set of users in the system 𝑈 (also known as customer) and 

the set of items to be rated by the users 𝐼 (known also as product) [14]. These systems collect 

information about user characteristics, user transactions, item attributes, and the relationship 
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between user and item to produce accurate recommendations [54, 66]. Therefore, choosing the 

right similarity measure to apply on the collected data is a crucial task [67]. 

In e-commerce, RSs are defined as a “computerized recommendation agents” [62] to aid the 

customers in the decision-making process and reduce the overwhelming nature of the information 

overload [62, 68]. These systems have proven their ability to increase profits and reduce the search 

cost [61, 63, 68-70]. Moreover, RSs enable companies to create personalized marketing [59], and 

customize targeted advertisement campaigns [71], which lead to an increase in customer loyalty 

[58, 62, 63]. 

In this chapter, we introduce the different types of RSs. Their limitations and strengths are also 

discussed along with some of the solutions available in the literature. We also present some of the 

ML algorithms used to improve the RS performance. The research in ML is broad; therefore, we 

focus on ML algorithms and the methods used throughout this dissertation. 

2.2 How do Recommendation Systems work?  

As we mentioned earlier, an RS has two basic entities: the set of users 𝑈 and set of items/products 𝐼, the main goal being to provide the user with a list of relevant recommendations. Therefore, for 

one system, a number of items  𝐼 =  {𝐼1, 𝐼2, 𝐼3, … , 𝐼𝑛} exists. This list is described by a set of 

features and attributes. In addition, the set of users in the system is described as 𝑈 = {𝑈1, 𝑈2, 𝑈3, … , 𝑈𝑚} . Each user from this list rates a set of items. Then, for every user 𝑈 in the 

system, a list of 𝑛 top recommendation is generated and presented to the user based on similarities 

with others in the system. However, while generating this list, the system should also consider the 

previously rated items by the users to avoid redundancy.  

Adomavicius, G. and A. Tuzhilin (2005) stated that, for each user in the system, the aim is to 

choose the items 𝐼′ ∈  𝐼 that maximize the user’s utility as follows:  ∀𝒖 ∈ 𝑼, 𝑰𝒖′ = 𝒂𝒓𝒈𝒎𝒂𝒙𝒊∈𝑰 𝒔(𝑼, 𝑰)      2.1   

Where 𝑠 is the utility function used to measure the usefulness of item 𝐼 to user 𝑈.  

In [68], the author divided the recommendation process into three main phases, namely  

information collection, learning, and recommending. During information collection, as the 

name suggests, the aim is to learn more about the users. As many authors have noted, the accuracy 
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of the recommendation is highly related to the quality of information about the user in the system 

[68, 72-74]. This information enters the system in the form of users’ feedback. There are three 

types of feedback that might exist in the system: Explicit feedback, where the user provides a rating 

through the system interface; implicit feedback, where the system monitors the user behavior, 

history, and purchases; as well as hybrid feedback, which is a combination of both types. During 

the learning phase, an algorithm is applied to learn the users’ preferences. Finally, the systems 

involve predictions, which show a predicted score that user 𝑈𝑚  will be interested in item 𝐼𝑛, or 

recommendations, which is a list of top 𝑁 items that might be of interest to the user [75]. 

The following Figure 1 shows the types of RSs and their methods, which are discussed next.  

 

 

Figure 1. RSs and their methods, with their correspondence to chapter sections numbers. 

 

Recommendation 
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Collaborative filtering  
(2.3.1)
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algorithms (2.3.1.2.1)
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Item-based techniques 
(2.3.1.2.1.2)

Model-based 
algorithms (2.3.1.2.2)

Content-based 
filtering (2.3.2)

Hybrid approaches 
(2.3.3)

other types

(2.3.4)
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2.3 Recommendation System Types 

2.3.1 Collaborative Filtering  

The CF category, also known as customer-to-customer correlation, is the most widely used RS  

[69, 70, 76-83], mainly because of its simplicity [84-88] and its wide applicability [12, 89-92], 

where the recommendations are based on the association between the user decision history and 

other users’ opinions [66]. In general, these systems use the relationship and similarities between 

the users in the system to compute their recommendations [73, 74, 89, 93-96]. To make useful 

predictions, the system needs to match two entities, namely, users and items [97]. In a given 

domain, the users rate items and these values are then used to calculate the similarities between 

different users [98]. The CF system recommends specific items to the users based on the opinion 

of the user’s “neighbors,” who are other users who have shown similar preferences, behaviors, or 

opinions in the past [99, 100]. The k-NN algorithm was originally considered when creating a CF 

system to result in the top N recommendations [40, 101]. k-NN uses a similarity measure to 

calculate the distance between the active user to the 𝑘 nearest neighbors and is discussed in section 

2.5.2.2. In the following Figure 2, the general idea behind CF techniques is depicted.  

 

 

To provide the user with the most relevant recommendation, three main steps are followed [86, 

102]. First, considering the items selected by the user, a new file is assigned to them. The CF 

system starts by processing the user’s inputs to the system. Each user 𝑈𝑚 in the system is asked to 

rate an item 𝐼𝑛 that they purchased (e.g. books, clothes or songs). Subsequently, 𝐼𝑛 is compared to 

Figure 2. CF system diagram [3]. 
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other users’ profiles, and the similarities are calculated using a similarity measure such as the 

Euclidean distance, Pearson correlation coefficient, and Cosine similarity [103, 104]. The system 

then matches user 𝑈𝑚 to the k nearest neighbors {𝑈1, 𝑈2, 𝑈3, … , 𝑈𝑘}, retrieves a list of the s items 

they purchased 𝐼 =  {𝐼1, 𝐼2, 𝐼3, … , 𝐼𝑠}, and selects the subset of items not previously selected by user 𝑈𝑚 . Finally, user 𝑈𝑚 is presented with recommendations containing those items that other similar 

users rated highly. The collected data from the users are stored in the users–items matrix (see 

Figure 3).  

 

 

The two-dimensional user–item matrix in Figure 3 includes the rating of 𝑚  users {𝑈1, 𝑈2, . . , 𝑈𝑚} on 𝑛 items {𝐼1, 𝐼2, . . , 𝐼𝑛}. In the case of unrated items, a missing value is shown. 

Traditionally, RSs can be viewed as the following two-dimensional mapping function [105, 106]:  𝑹:𝑼 𝒙 𝑰 → 𝑹𝒂𝒕𝒊𝒏𝒈𝒔      2.2 

Where the mapping space 𝑆 contain only 𝑢𝑠𝑒𝑟𝑠 and 𝑖𝑡𝑒𝑚𝑠. In the multi-dimensional approach, 

additional information such as time or location are also considered in the matrix [107], as shown 

in Figure 4. The mapping space 𝑆 contain several dimensions 𝐷, 𝑆 =  {𝐷1, 𝐷2, … ,𝐷𝑘}, e.g., where 

the dimensions correspond to different information. The mapping function is defined as [105, 106]:  𝑹: 𝑫𝟏 𝒙 𝑫𝟐 𝒙…𝒙 𝑫𝒌  → 𝑹𝒂𝒕𝒊𝒏𝒈𝒔        2.3 

Figure 3. Two-dimensional user-item CF matrix [4]. 
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In general, the accuracy and performance of CFs depend on several factors. Several authors 

have concluded that the quality of the recommendation is highly influenced by the characteristics 

of the prediction algorithm used in the system. In addition, the quality and number of ratings 

available in the system is another factor [81, 91, 108-112]. Intuitively, as stated by Elahi et al 

(2013),  the more information about the user in the system, the more accurate the recommendation 

is [108]. 

2.3.1.1 Collaborative Filtering Approaches 

In general, CF systems are divided into two main categories, namely model-based and memory-

based. Furthermore, memory-based methods are further divided into user-based and item-based 

ones. The following two subsections provide more details. 

2.3.1.1.1 Memory-Based CF Methods 

Memory-based methods work by storing raw preference information about users in the systems’ 

memory. With large-scale systems, in the current literature, researchers tend to use cloud-

computing systems such as Hadoop, which increase the system capacity by providing distributed 

storage space and parallel processing capabilities [113]. This information is subsequently used to 

match similar users and make predictions [114]. Memory-based systems exploit user-to-user or 

item-to-item matrixes. Using the user-to-user matrix means recommendations are made based on 

items preferred by other users in the same neighbor, whereas item-to-item matches the user 

purchases with other similar rated items [115]. 

In memory-based CF techniques, a similarity metrics is used to measure the similarities between 

users in the system. Depending on the nature of the collected data, there are several similarity 

Figure 4. A multidimensional user–item matrix [4]. 
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measures that may be used; such as the Pearson correlation coefficient, cosine similarity, and 

Jaccard’s similarity [83].   

These type of systems are generally considered to be simple and easy to develop, making them  

successful in real-life applications [68], as they are able to ingest new or additional information 

about users or items [88].  Memory-based methods are less scalable with the increased information 

of an online environment and large scale databases [116]. To overcome this challenge, many 

researchers have turned to parallel and distributed systems [117]. In parallel frameworks, a shared 

memory is used for parallel computing, such as Pthreads and Java Threads; or shared GPU 

computing, such as CUDA and OpenCL. As for distribution frameworks, Hadoop has been used 

as the basis for several frameworks such as Spark and Mahout [117]. In these frameworks, Hadoop 

distributes the work data into a number of clusters, then performs operations in parallel [118]. In 

parallel computing, the computer resources may consist of one or more than one computer with 

multi-processors connected by a local or internet network [119]. In other words, one problem is 

divided into separate instruction groups that may be executed simultaneously using different 

processors and by accessing one global address space [119]. However, in distributed frameworks, 

each processor has their own local memory, which operates independently. For one processor to 

access the data of another, a programmer must set up the structure for when and how [119]. 

As mentioned, there are two types of memory-based CF methods, which are discussed next. 

2.3.1.1.1.1 User-based CF methods 

As stated above, user-based CF approaches provide recommendations based on similar items liked 

by similar users. It assumes that if two users liked the same item, they will like the same new item 

later [120]. This method works through three steps to present a recommendation to the user. First, 

using the item–user matrix, user similarities are computed. Next, a weighted item list for the user 

is selected from other similar purchases made by other users in the system. Finally, the top 𝑁 items 

in the recommendation list that have not yet been purchased by the user are presented [121]. 

The previously introduced k-NN algorithm is the most widely used algorithm in the user-based 

methods [84]. Given user 𝑈𝑚 , the algorithm will determine the 𝑘  nearest neighbors of {𝑈1, 𝑈2, 𝑈3, … ,𝑈𝑘} . Items in the neighbors’ group not rated by 𝑈𝑚  are selected using an 

aggregation approach. Finally, the top (closest) 𝑛 recommendations from the previous step are 

presented to the user. The main advantage of this algorithm is its accurate results and simplicity 

[85]. However, there are some drawbacks to using this method, such as scalability and sensitivity 
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to data sparsity in databases. The k-NN algorithm uses a similarity measure to group each active 

user with similar 𝑘 neighbors. In big databases such as those of Netflix or Amazon, generating a 

neighbor for the active user becomes too slow and the notion of “nearness” becomes problematic 

in high dimensions [97, 122]. 

The similarity between the active user and its neighbor is calculated using a similarity measure 

in the user–item matrix. One method of calculation is the Pearson correlation matric [123].  

 

𝒔𝒊𝒎(𝑼𝒂, 𝑼𝒃) =   ∑ (𝑹(𝑼𝒂,𝑰𝒍)−𝑹(𝑼𝒂))(𝑹(𝑼𝒃,𝑰𝒍)−𝑹(𝑼𝒃))𝒏𝒍=𝟏√∑ (𝑹(𝑼𝒂,𝑰𝒍)−𝑹(𝑼𝒂))𝟐 ∑ 𝑹(𝑼𝒃,𝑰𝒍)−𝑹(𝑼𝒃)𝟐𝒏𝒍=𝟏𝒏𝒍=𝟏     2.4 

 

Where 𝑼𝒂 and 𝑼𝒃 are two users and considered as vectors in the item space where 𝑛 = |𝐼𝑛|.  
2.3.1.1.1.2 Item-based CF methods 

Instead of the user–item matrix, these systems build an item-item matrix. Based on the collected 

data, the algorithms group items based on specific relationship criteria. Predictions are made based 

on the user’s data, then these data are matched with the matrix. This approach can achieve a similar 

or higher performance than a user-based CF one [98]. The basic idea of the item-based method is 

to rate the items in the database, then match these rating values to the ones given by the users. 

Items with a rating similar to the user score are listed in the recommendation list [124].  

This approach is used in the literature to overcome the scalability disadvantage of traditional 

CF techniques [121, 125] by creating an offline item–item similarity matrix, which enables the 

recommendations to be produced in less computational time. Through utilizing items features, 

item-based techniques have become more popular and successful in practice. For example, 

Amazon.com utilizes this method in many of its RSs which are available to the user [126].  

In general, two categories of item-based CF methods are available [127]: static and dynamic. 

In dynamic methods, user feedback is adopted in the systems to produce recommendations, 

whereas the static variant presents new users with an already prepared list.  

2.3.1.1.2 Model-based CF methods 

Model-based CF techniques work by analyzing the data to discover the underlying characteristics 

and features in order to make predictions. The benefit of this method compared to the previous one 
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is the shorter computational time. Therefore, it works better for RSs which contain a large amount 

of data. In contrast to the previous method, it groups the user–user, item–item, and user–item 

relationship into models with a limited number of parameters. The start-up computational time to 

calculate a relationship between the new user/item and the current one is shorter [53, 115].  

Many mechanisms are employed in this type to cluster users or items into groups, such as the 

social network, Markov decision process, neural network, and Bayesian networks [88, 115, 116]. 

Therefore, the process of searching the space for similar entities is easier, yet it results in lower 

accuracy levels compared to memory-based methods. One reason for this is the approach 

sensitivity to data sparsity [116]. 

2.3.2 Content-Based Filtering  

In CBF, also known as item-to-item correlation, a recommendation is made based on users’ 

historic preference data. By considering the features of items that the user rated in the past, a 

recommendation about similar items is presented to the user. Thus, this type of system works on 

the assumption that if user 𝑈𝑖 liked item 𝐼𝑗 in the past, then they will like items similar to item 𝐼𝑛 

in the future [9, 12, 68, 75, 77, 128, 129]. This kind of RS is a domain-dependent algorithm which 

consider only the attributes of the items to make accurate predictions [12, 68, 83]. Therefore, the 

quality of the recommendation is highly influenced by the amount of information available about 

the users and items in the system [9, 12].  

CBF is based on two aspects, namely the user’s preferences and the product features [126]. 

Similar items to the ones in the user data are recommended [86, 99, 107]. In this system, 

recommendations are based on a comparison between the candidate items and the previously rated 

ones by considering purchase data, visited data, content similarities, or the preferences of the 

common users [86, 130]. Therefore, the analysis step of this approach is limited to the features in 

the user profile. Figure 5 depicts the CBF process.  
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Two major challenges in CBF are the limited content involved and overspecialization [131]. In 

terms of the former, due to limited content the system lacks sufficient information about the items 

and users to correctly identify the best recommendations. For users, trust and privacy are the most 

common reasons for not sharing personal information [132]. As for the items, for instance, in 

music and image RSs, obtaining detailed content might be difficult or expensive [131]. Another 

example is in text RSs, where distinguishing between a well-written article and a badly one is 

impossible if both use the same terms [133].  

As discussed earlier, item contents play an important role in CBF. Therefore, overspecialization 

occurs because the system keeps recommending items from the same category [131]. For instance, 

in a movie RS, movies for the same actors or from the same genre will be repeatedly recommended. 

A common solution to this challenge is to add random items in the recommended list [19]. Despite 

the mentioned drawbacks, CBF techniques have been used by many researchers to overcome some 

of the CF challenges such as sparsity, cold-start, and scalability [134], Table 1 summarizes the 

strength and limitations of each type of RS that has been presented. 

 

 

 

 

 

 

Figure 5. Content-based filtering diagram [3]. 
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Table 1. RSs techniques, advantages and disadvantages. 

Technique Advantages Disadvantages 

CF • Machine independent.  

• Easy to analyze content.  

• Able to perform with limited content. 

• Quality can improve over time.  

• Scalability.  

• Computational cost with large database.  

• Cold-start. 

• Grey sheep.  

• Sparsity.  

CBF • No need for other users’ profiles. 
• Fast adjusting user profile change. 

• Overcomes cold-start problem. 

• Solve privacy.  

• Quality can improve over time. 

• Limited content analysis.  
• Overspecialization.  
• Two items with similar features.  

 

Model-Based 

CF 

• Can handle data sparsity. 

• Improves CF performance.  

• Treat scalability.  

• Shorter computational time.  

• Offline in nature.  

Memory-Based 

CF 

• Low cost implementation.  

• Easy to implement. 

• Shorter computational time.  

• New data can be added incrementally.  

• Considers content of items to be 

recommended.  

• Very slow.  

• Requires scanning the entire data.  

• Computation complexity.  

• Limited scalability for large and complex 

datasets.  

• Sparsity causes the performance to 

decrease.  

• Dependent on human ratings.  

• Cannot handle cold-start users and items.  

User-Based CF • Accurate results. 

• Simplicity. 

• Limited scalability for large and complex 

datasets.   

• Sensitivity to data sparsity.  

• Time consuming in large database.  

Item-Based CF • Overcomes scalability issue.  • Sensitivity to data sparsity.  

 

 

2.3.3 Hybrid Filtering algorithms  

In hybrid approaches, combinations of CF and CBF are used to increase the recommendation 

accuracy and overcome a single method’s limitations [24, 40]. By combining different filters in 

the hybrid model, the strength of each one is emphasized, the limitations of one method are 

removed by another, and the model results in better recommendations [53, 66, 68, 77, 128, 135]. 
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To combine both CF and CBF, there are several approaches used, as reported in the literature 

[17, 68, 75, 80, 126, 130]. Some researchers tend to implement each method independently and 

then combine their predictions, whereas others utilize a selected CF characteristic into CBF and 

vice versa and some integrate both methods into the same model. 

Recent research has reported seven hybridization techniques that are used [80, 83, 101, 136]: 

i. Weighted: an adjustable weight is given individually to the resulted recommendations 

from all the available techniques. 

ii. Switching: the system switches based on the situation between the available techniques.  

iii. Mixed: results in a combined recommendation result from the used techniques. 

iv. Feature combination: uses features from different knowledge sources as an input to a 

single recommendation technique.  

v. Feature augmentation: one recommendation technique is used as an input to another one. 

vi. Cascade: the output of one recommendation technique is used as an input to the next 

one.  

vii. Meta-level: the resulted model of one technique is used as an input to another one.  

Although all these techniques have the same goal of increasing the accuracy of the 

recommendation, each has its own advantage and disadvantages. Consequently, deciding which 

hybridization to use is related to the domain and the application of RSs. For instance, in weighted 

hybridization, the strength of all the used RSs are utilized during the whole process. An online 

newspaper RS was developed by [137], whereby both CF and CBF are given the same weight, and 

then adjusted based on the resulted recommendations. Another positive example is the meta-level 

hybridization. As reported by [68], this kind of system may overcome the data sparsity challenge 

in CF, as the resultant model provides more valuable information compared to a single model. One 

reported downside is regarding the switching hybridization techniques. The switching criteria 

between the recommendation processes introduce more complexity and require predefined 

parameters to be available [68]. 

2.3.4 Other types of RSs  

Due to the popularity of RSs in e-commerce and the benefit they achieve in the business, several 

other types of system have been introduced in the literature. For instance, Social RSs, also known 
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as community-based RSs, refer to systems where items are recommended based on the social 

network of the user [129, 138], and it assumes that users within the same network will have similar 

taste. In addition, the advancement of mobile technologies has prompted the use of Mobile RSs, 

whereby recommendations are made based on the location of the users [129, 139]. Another 

example is Graph-Based RSs, which were originally developed for businesses with massive 

amounts of data, where the system creates graphs in which entities are represented by nodes and 

relationships are represented by edges [122]. These types of RSs are relevant for very specific 

application areas and are not further considered in this dissertation. 

2.4 Real-World Applications of RSs  

As discussed earlier, the applications of RSs in e-commerce are wide, and numerous researchers 

and practitioners have reported the benefits of using such systems. In this section, we present some 

real-world examples to demonstrate the benefits of RSs to business.  

LinkedIn is one of the popular businesses for job seekers. On this platform, recommendations are 

made to suggest some people that the user might know. It helps the customers to narrow down 

their selection list from a large number of users to a few options. As was reported by [140] in 2018, 

there are approximately 500 million user in the system. The LinkedIn system is driven by data, 

information it collects from each user. By considering the different features and attributes of each 

user, the system then uses CF techniques to generate a short list of possible connections. 

Consequently, the system is able to suggest people that the user might actually know and grow 

their network on the site.  

Netflix is another popular example of a hybrid RS. The main purpose of this business is to 

recommend movies and TV shows to customers as a mean to make profit. Using RSs, 

recommendations are presented to the user in the form of “because you watch this movie you might 

like this list,” or a list of popular movies according to people in the same group age or demographic 

area. Thus, this system considers both users attributes, such as location, age, and gender; and 

movies features such as genre, actor, and year.   

Netflix is an excellent example of a successful business in terms of attracting a large number of 

customers. However, it is also a good example of how to increase the business revenue by using 

RSs. Company executives Carlos A. Gomez-Uribe and Neil Hunt reported that 75% of what users 

watch comes from their recommendations, which saves the company significant sums of money 
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in the marketing category. Consequently, the company saves approximately $1 billion each year 

[5]. 

Amazon is an e-commerce business that not only cares about the buyers but also the sellers. Doing 

business on Amazon is profitable for both businesses and consumers. Business owners can offer 

their products without caring about the marketing cost, as Amazon will take care of this. In addition, 

the customers have the luxury of a good recommendation list tailored and personalized for each 

customer.  

Using CF, information about users’ past purchases, items in the shopping cart, and items the 

customer only viewed are considered in the recommendation process. Using this method, the 

company credits 35% of their revenue to RSs [141]. In addition, they reported an increase of 29% 

of their total yearly sales [141], which means they made a total revenue of 177.87 billion in 2017 

[142]. 

Best Buy is a well-known electronic shop. However, in recent years it has also begun an online 

shop. Customers now have the option to shop online and have the product either delivered to their 

address or collected from the store. In 2016, the competition increased between Best Buy and 

Amazon. Hubert Joly, the CEO of Best Buy, revealed in an interview the extent to which their 

profits are increasing and how Amazon is no longer a threat [143]. In the interview, he noted some 

of the benefits of using RSs and online stores, such as a faster and narrower delivery window and 

more relevant products recommendations, and how this helped to increase sales by 23.7 percent 

for the second quarter of 2016. Best Buy uses CF methods to make recommendations based on 

individual browsing history and purchases.  

 

All the previous examples highlight the importance of RSs in e-commerce. We also discussed 

earlier the benefit of RSs to the users themselves, such as addressing the information overload. In 

their news article about Canadian habits in shopping online vs in-store, Cision, a global media 

intelligence company, reported that in today’s world, and notably in today’s settings, most 

shoppers prefer the comfort of their homes. As early as 2018, a survey finding by Ebates Canada 

was presented by Cision in [144]. They reported that 82% of Canadian participants made online 

purchases for clothing and accessories, with 62% of them indicating that the anytime/anywhere 

convenience of the shopping process was their main motivation. Others favoured the better pricing 

and deals, and the location of the brand. All this evidence shows the importance of tailoring 
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business to meet the preferences and demands of today’s shoppers. As noted earlier, the Covid-19 

pandemic has also tremendously impacted the demand for online shopping, and considerably 

increased the number of cold-start users. It is foreseen that many individuals will continue to use 

online shopping, making the development of intelligent recommendations a crucial research topic. 

Next, we review the ML approaches that are typically utilized in personalized RSs.  

2.5 Machine Learning Algorithms  

There have been many examples in the literature that have utilized ML techniques in the RSs. As 

mentioned before, the main purpose of ML is to overcome some of the traditional recommendation 

methods limitations. Although hybrid filtering has been proposed as a solution to address CF and 

CBF limitations [24, 40], a number of research questions remain and ML for intelligent RSs is thus 

an active area of research. In the following subsections, several methods and algorithms are 

discussed. The ML research area is widespread and includes countless techniques. Therefore, we 

focus our attention on the ones employed in this dissertation.  

2.5.1 Cluster analysis methods  

In most cluster analysis techniques, which are unsupervised learning methods, the main goal is to 

create an overview of the entire dataset by partitioning the data into smaller groups. To this end, 

in ML, clustering techniques are used to discover data distribution, patterns, and the natural groups 

within data [32, 145, 146]. In an e-commerce setting, the main goal is to maximize the similarity 

within the same group and minimize the similarity between different groups [147]. For example, 

for each group, the opinions/likes/ratings of the users can be averaged to predict the 

recommendations for other users [68].  

As discussed earlier, data sparsity is one challenge in the RSs. Therefore, clustering is used to 

overcome this and to improve the performance and prediction accuracy [89, 145, 146]. Clustering 

is used to partition the data into subgroups and reduce the high dimensionality in the systems [12]. 

Generally speaking, clustering methods can be divided into two subgroups: soft clustering and 

hard clustering [148]. In soft clustering, data points can belong to one or more groups. Depending 

on the used algorithm, each data point will have an assigned probability or likelihood of belonging 

to group 𝑥, 𝑦, or else. In the e-commerce setting, for instance, customer 𝐴 will have a probability 
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of 40% of belonging to group 𝑥, 30% of belonging to group 𝑦, and 30% of belonging to group 𝑧. 

However, in hard clustering, overlapping is not allowed, meaning each customer will belong to 

one group only or none. In RSs, soft clustering is often more desirable, because it aids in capturing 

more information about the users’ interests [73]. 

The clustering methods are more of a subjective nature, meaning that each technique is used to 

achieve different goals based on the environment it is applied in. In the literature, there are many 

different types of algorithms that use different techniques to define the similarity between the data 

points. Therefore, clustering methods are further divided into three different categories based on 

the type of algorithm used, see Figure 6 [1]. These categories are further discussed in the following 

subsections. It should be noted that clustering algorithms include more than the three mentioned 

categories. As mentioned earlier, in this chapter we only discuss the algorithms and method that 

are a prerequisite to understanding the work presented in this dissertation.   

 

 

2.5.1.1 Hierarchical clustering methods  

In this type of clustering, the method creates a sequence of partitions, where each partition is then 

embedded into the following one in the sequence. Generally, this algorithm works by finding the 

Clustering

Hierarchical 
clustering (2.5.1.1)

Agglomerative 
(2.5.1.1.1)

Divisive (2.5.1.1.2)

Centroid-based 
clustering (2.5.1.2) 

Distribution-
based clustering 

(2.5.1.3)

Figure 6. Taxonomy of clustering approaches [1].  
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hierarchical relationship between the data point. Subsequently, based on this finding, clusters are 

constructed following a tree shape [1]. One advantage of this type of clustering is that the tree can 

be cut down at the most appropriate level, which helps in reducing the tree size and keeping the 

required information [1]. The HC algorithms work by breaking down the entire dataset into smaller 

subsets until some criteria is achieved. Therefore, based on the constructing direction, HC can be 

divided generally into two types: agglomerative and divisive clustering [32]. 

In agglomerative clustering, i.e., the bottom-up approach, the method will start with each item 

being in their own cluster. During the following stages, the algorithm merges each cluster with the 

nearest one. The algorithm stops once it has a cluster that contains all the top records in the 

hierarchy  [32]. Intuitively, the divisive or top-down method works in the opposite manner, starting 

with one cluster that contains all the top records then splitting the data down into smaller subsets. 

Generally, when creating agglomerative clustering, for each pair a distance value is calculated 

using some distance function such as mean distance, average distance, and distance of the centroid 

[1, 149]. Then, in every stage, clustering with the minimum distance is merged.  

The main advantage of HC is it suitability for datasets with random structure and random 

attributes. It can easily detect the relationship among the clusters [1]. The downside, however, is 

the time complexity. The constructing time is highly affected by the number of clusters that require 

building [1].  

2.5.1.2 Centroid-based methods 

In contrast to HC, data points here are organized into non-hierarchical clusters. The general idea 

is to consider the center of the data as the center of the matching cluster [1]. In addition, this type 

is referred to as partitioning clusters, whereby the database is partitioned into 𝑘 clusters and each 

contains 𝑁 objects. The optimal partition is decided based on the objective function [32]. The 

quality of this type is overly sensitive to the initial partitioning. Overall, centroid-based methods 

have low time complexity and are very efficient in term of computing [1]. 

The most well-known method in this grouping is the k-means algorithm. Given 𝑘, the number 

of clusters, the algorithm will partition the dataset into 𝑘 sub-populations. The advantage of this 

method is its reported high accuracy and efficiency, and its easy implementation [89, 150-152]. 

However, one of the challenges is that the k value must be predefined [153]. Furthermore, k-means 

produce a hard cluster, which mean that each point in the space can belong to, at most, one cluster 
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[148]. In addition, the original algorithm works by selecting random seeds and then calculating the 

centroid (or centre) for each cluster. Therefore, the choice of the initial centre can affect the final 

cluster [89, 146]. To overcome this challenge, many variants have been proposed in the literature. 

One example is the Cascade K-Mean, which selects the best 𝑘 value according to the Calinski–

Harabasz criterion, also known as the variance ratio criterion, created by [154].  

Canopy clustering is another centroid-based method that involves multiple iterations. It initially 

starts with a dataset containing 𝐷 instances and iteratively removes a single instance at random, 

with a replacement. This instance is added to the “canopy” subset [148]. For each instance, a 

distance metric is calculated and instances that are closer than 𝑇1 is a distance threshold are added 

to the same cluster. In addition, the algorithm maintains a second distance function 𝑇2 to remove 

instances from the original dataset, until the original set is empty [155, 156]. Threshold 𝑇2 is 

employed to avoid processing new instances that are close to one another [156].  

Canopy clustering has been used by many researchers as a pre-clustering step for distance-based 

algorithms such as k-means, to improve the performance and reduce data complexity. For instance, 

in [157], a canopy technique was employed to optimize the initial value of 𝑘-means. In nature, the 

canopy algorithm aims to learn from high-dimensional datasets by creating soft clusters, whereby 

the resulting overlapping subsets are called canopies. A strength of the canopy algorithm is that it 

requires only one pass over the data, and its ability to learn in batch or incremental mode makes it 

suitable for large-scale data  [149]. In addition, it has been reported to produce clusters with at 

least the same accuracy as other methods but in a more computational, efficient way [158].  

2.5.1.3 Distribution-based methods 

In distribution-based methods, the basic idea is that each data point belongs to the same cluster 

that follows the same distribution [1]. The EM is an example of this type, which is also considered 

a soft cluster analysis method. Characteristically, the algorithm requires the user to specify the 

number of clusters. In EM, for each point it assigns a probability that it belongs to a cluster, 

typically using the range 0 to 1. The EM algorithm then proceeds by re-estimating the assigned 

probabilities by adjusting the mean and variance values to improve the assignment points, iterating 

until convergence [148]. 

Mathematically speaking, EM works by finding the parameters �̂� that will maximize the log 

likelihood function of the observed data, as follows [159]:  
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𝒑(𝑿|𝜽) =  ∑ 𝒑(𝑿, 𝒀|𝜽)𝒀             2.5 

 

Where 𝑋  represents the set of all observed data 𝑋 = {𝑥1⃗⃗  ⃗, … , 𝑥𝑁⃗⃗ ⃗⃗  }, and Y donates the latent 

variables set 𝑌 = {𝑦1⃗⃗⃗⃗ , … , 𝑦𝑁⃗⃗ ⃗⃗  }. The complete dataset is represented as (𝑋, 𝑌) = {(𝑥𝑖⃗⃗  ⃗, 𝑦𝑖⃗⃗⃗  )} and the 

joint distribution is formed as 𝑝(𝑋 , �⃗� |𝜃), which is ruled by a set of parameters.  

To reduce the difficulty of this task in cases of too much missing data, EM works by iterating 

between two steps. First is the Expectation step (E-step) where 𝑝(𝑌|𝑋, 𝜃𝑜𝑙𝑑) is evaluated. Then, 

during the next step, Maximization step (M-step), a new parameter set is introduced 𝜃𝑛𝑒𝑤 =arg𝑚𝑎𝑥𝜃𝐿(𝜃). These two steps work toward increasing the objective likelihood function, and 

they are both repeated until a convergence criterion is satisfied [159]. 

The advantage of this algorithm is that clusters can overlap, which strengthens the relationship 

between instances and clusters. More importantly, by nature, this algorithm is very efficient in 

working with incomplete data [160]. 

In general, distribution-based algorithms deal with scalable data by changing the distribution 

on the number of clusters. However, the main challenge is the parameters involved in building the 

clusters. More importantly, it has been reported that the general performance is highly influenced 

by the initial setup [1]. 

2.5.2 Classification techniques 

As previously mentioned, supervised learning, or classification, is about learning from examples 

where the class labels are known. Subsequently, the models built are then used to predict unseen 

cases [32]. Classification is a well-studied area in ML, and many families of algorithms exist. 

Throughout this thesis, we evaluate the performance of four well-known classifiers, namely two 

variants of decision trees, a Naïve Bayesian (NB) learner, and the k-NN approach. These classifiers 

belong to three ML categories: probabilistic learning, lazy learning, and eager learning, and are 

discussed next. 

2.5.2.1 Probabilistic learning algorithms 

The NB learner is based on the well-known Bayesian theorem and is used as our probabilistic 

classifier. The fundamental idea is to predict which class a given record or data point will belong 

to. In general, this classifier estimates the probability for each class then chooses the class with the 
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highest probability. Given a data point 𝑥 = (𝑥1, 𝑥2, … , 𝑥𝑛), the algorithm calculates the probability 

that 𝑐, which is the class, is the correct one using the following equation [161]:  

𝒑(𝒄|𝒙) =  𝒑 (𝒙|𝒄)𝑷(𝒄)𝒑 (𝒙)       2.6 

Naturally, the NB algorithm has the ability to learn incrementally, as it classifies instances one 

by one as they arrive. Moreover, it can predict and classify records based on their present features, 

without considering the absence of some other features. The main assumption is feature 

independence, which is the Naïve assumption in this algorithm [162, 163]. This assumption has 

both advantages and disadvantages. A disadvantage is that, in some settings, this assumption might 

mislead the correct classification by not considering the interplay between dependent features [164, 

165]. In contrast, a key advantage is that it helps to reduce the impact of high-dimensional feature 

distributions, and many researchers have reported that it frequently performs well in practice [162, 

163]. Overall, NB has the ability to work with limited memory resources, is robust, and is easy to 

interpret [162, 163]. 

2.5.2.2 Lazy learning method  

As noted earlier, k-NN has been used extensively in classification and in RSs. This classifier is a 

lazy learner, which works by processing the instances only when requested [146]. It works by 

storing the whole training set then classifying new records only if they match one of the training 

examples [162]. In some situations, the algorithm fails in matching the new records to others in 

the training set, which was noted as a drawback by [162]. k-NN is generally easy to understand 

and implement. However, the main challenge in k-NN is computation cost [162].   

Generally, k-NN consist of three key elements. First is the training data, which consist of a set 

or labeled records or data points. Second, is the distance or similarity matric to calculate the 

distance between the new unlabeled records and the rest of the labeled ones in the training set 

[162]. In the k-NN algorithm, deciding on which distance function to use to calculate the nearest 

neighbors is based on the attribute characteristic. It follows that choosing the right function is  

crucial, as an inappropriate choice may result in poor predictive accuracy [166]. For instance, when 

considering numeric attributes, the Euclidean distance function is typically used to calculate the 

neighbor’s closeness [167], whereas in other research related to document classification, the 

Cosine measure has been reported as having better results [162].  
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One of the challenges in this classifier is deciding the optimal 𝑘 value. If 𝑘 is set very small, 

the algorithm might be sensitive to noise [168]. In addition, it may reduce the chances of exploiting 

many instances in the training set [169]. A large 𝑘 value, meanwhile, means including too many 

instances from other classes. Furthermore, classes that contain a high number of classified 

instances can overpower the small ones, which biases the results [169]. For this reason, different 

research has suggested several methods to decide on the optimal value of 𝑘. The first is to use 

experimentation, starting with 𝑘 equal to 1 then increasing the value by one for each test. Based 

on the results, the model with the lowest error rate has the best 𝑘 value [166]. The second method 

is to use a plot to evaluate the different results of 𝑘, the so-called elbow method [170]. In this 

method, the algorithm is trained on the training set over a range of 𝑘 values. For each value, the 

model accuracy is evaluated using the test set. The resulted accuracies are then plotted with their 

corresponding 𝑘 values. This process is repeated by increasing the 𝑘 value until the result of the 

used value is stable [170]. The optimal value to choose is the one that results in the highest 

accuracy at the elbow point of the graph. The last approach uses 𝑑-fold cross-validation, where 

the value of 𝑑 is usually set to 5 or 10 [171]. This approach works on different iterations. First, the 

dataset is divided into 𝑑 subsets of similar size. The first subset is held out to be used as a validation 

set. Classifier is then trained on the remaining subsets. The same process is repeated for all 

validation sets. For each value of 𝑘, the same process is repeated, and the average error is recorded. 

Finally, the value of 𝑘 with the lowest error is chosen.  

Earlier in section 2.3.1.1.1.1, we presented a general idea of how k-NN works. In this section, 

we present a high-level description of this algorithm that was provided by [162]. It states that in a 

given training set 𝐷 = {(𝑥1, 𝑦1),… , (𝑥𝑛, 𝑦𝑚)} and a test set of 𝑥 = (𝑥′, 𝑦′), distance or similarity 

will be computed between the new record 𝑧  and all the training records in (𝑥, 𝑦) ∈ 𝐷 . This 

calculation determines the nearest neighbor of 𝐷𝑧. In a last step, the class of the test instance is 

decided based on a majority class of the nearest neighbor [162].  

2.5.2.3 Eager learning: Tree-based methods  

We chose the well-known C45 decision tree (DT) and Hoeffding tree (HT) algorithms for this 

dissertation due to their interpretability and ability to generate accurate trees. These are examples 

of eager learners, as they scan the entire dataset and evaluate the different attributes within it  [162].  



 
 

 34 

The DT algorithm splits the data into subsets using a divide and conquer algorithm to create the 

final tree, using the information gain ratio measure to guide the decision. Divide and conquer 

works on two assumptions. First, if all the presented records belong to the same class 𝐶 or to a 

very small one, then the leaf is labeled with the most frequent one. Otherwise, it chooses one 

attribute that have two or more outcomes. Next, this attribute is the root with two branches, one 

for each outcome. Finally, 𝑆 is partitioned into different subsets according to the outcome of each. 

The same procedure is applied repeatedly for each subset [162]. Consequently, the DT algorithm 

perform multiple scans to partition the dataset. The algorithm terminates when each leaf in the tree 

has at least one example or until it reaches the point of having two examples with the same value 

belonging to two different classes [172]. 

 One of the challenges in the DT algorithm is the multiple scans required to grow the tree. This 

might be hard to achieve in a large-scale application because of computational constraints. An 

advantage is that this algorithm has the ability to handle different types of attributes, such as 

continuous, discrete, and missing attributes. Furthermore, the models constructed by DTs are 

usually easy to explain to human observers.  

The HT algorithm was developed by [173]. This incremental technique works by processing 

data as it arrives and only starts to build a tree when sufficient information about an attribute has 

been collected. The Hoeffding Bound formula is used to make a statistical decision about the split 

point in each node.  

To be precise, the Hoeffding bound decides on the number of samples required to achieve a 

defined level of confidence. A strength of this is that the resulted tree can be updated at a given 

time while processing training examples and requires only one scan when compared to the DT 

approach. This classifier has the ability to examine each example as it arrives in the dataset. Thus, 

the only memory required is to store the tree itself. However, the memory limitation might still 

exist in the case of a very large tree for large-scale data.  

2.5.3 Ensemble Learning  

Ensemble learning can be defined as the process of combining a set of learning algorithms to 

produce one result [2, 174, 175]. As noted by M. and G. Valentini (2012), the general idea of 

combining different outputs is to mimic the human behavior of seeking several opinions before 

making a final decision. Formally, ensembles of classifiers consist of individually trained 
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classifiers [176]. This combination can be of a set of learning machines, learning algorithms, or 

different views of data [174]. The main goal of an ensemble is to improve the performance of a 

single algorithm and produce more accurate predictions [2, 174, 175, 177]. However, the 

performance of an ensemble is highly influenced by the diversity of the base learners included and 

the characteristics of the data [178]. 

In this section, we discuss three ensemble learning methods, namely the Bagging, Boosting, 

and Random Subspace techniques. 

2.5.3.1 Bagging ensembles 

Created by Breiman in the early 1990s, Bagging ensemble learning is one of the earliest ensemble 

learning methods [179]. It is widely used due to its many appealing qualities. Bagging aims to 

maximize prediction accuracy through combining a group of base learners. Suppose we have a 

dataset, 𝐷, and 𝑁 learners. The Bagging algorithm randomly resamples this dataset to obtain 𝑘 

bootstrap subsets. That is, each of the N learners is trained on different, resampled subsets of D. 

The model’s output is combined by voting for the classification tasks [180]. In Bagging, each 

classifier is independent of another. Thus, Bagging models can be built in parallel. For a general 

idea about how Bagging works, see Figure 7 [2]. 

One of this algorithm’s strengths is its computational ability, as it does not store the entire 

dataset while resampling. This is important in RSs where the dataset size increases over time. Note 

that because of bootstrapping, Bagging helps reduce variance; however, it is affected by class 

imbalance [181]. In RSs, users tend to favor one item over another, with the consequence that 

some items have a higher number of ratings than others. In addition, users’ preference change over 

time, for instance, a teenage user might shift preference within the same year, or a pregnant woman 

who delivered her baby and is now shopping for regular clothes. For Bagging, this poses a 

challenge, as small changes in the training data can significantly change the built model [180]. 

Another challenge in Bagging is that the misclassification rate is highly influenced by the ensemble 

size; the larger it gets, the more negatively influential it is on the general performance [2].  
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2.5.3.2 Boosting ensembles 

The second ensemble we employ is Boosting, named for its ability to boost the performance of a 

weak learner, causing it to become a stronger one with higher accuracy [182]. A weak learner is 

defined as the one that achieves minimum improvements compared to random guessing [183]. The 

goal is to build a series of models using a continuous number of iterations while focusing on hard-

to-learn examples. This is done by putting more weight on the examples with high classification 

errors. In Boosting, a new classifier is trained at each iteration to turn a weak learner into a strong 

one by emphasizing the examples that are misclassified. Each model helps to improve the 

performance of the previous one by reducing the weight error for each instance. The final outputs 

are combined using voting for classification tasks and averaging for the regression ones [180]. 

Unlike Bagging, Boosting is a sequential ensemble where the weighting of examples depends on 

the performance of the previous classifier [177]. The following Figure 8 presents a general 

illustration of how Boosting works.  

Figure 7. Bagging method illustration [2]. 
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2.5.3.3 Random Subspace ensembles 

Bagging methods learn from a created subset of random examples, whereas Boosting assigns a 

weight to each example which is readjusted during the learning process. However, neither method 

considers the importance of individual features when constructing a model. To this end, the 

Random Subspace method was introduced to guide the learning process [184]. Accordingly, the 

Random Subspace algorithm focuses on the attributes, or features, rather than the examples. With 

this approach, the subspace subsets are created using feature selection, evaluation, and reduction 

[185]. In Random Subspace methods, feature subsets are selected randomly with replacements 

from the training set. Subsequently, each individual classifier learns from the selected attributes in 

the subspace subsets while considering all training examples [184, 185].  

In general, this method, depicted in Figure 9, works by sampling the training set in the feature 

space; algorithms are learned using a chosen subspace of the original input space [180]. The 

outputs are then combined using simple majority vote [180] or averaging [180, 186]. The main 

goal is to reduce the number of input features and reduce the dimensionality [174]. 

 

Figure 8. Boosting method illustration [2]. 
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The main advantage of the Random Subspace method is its suitability for datasets with high 

dimensions. The created subspace dimensionality is smaller compared to the original space, and 

the classifier is constructed in a random smaller subspace. Note that this method reduces the 

dimensionality size while keeping the number of training instances the same [186]. In the case of 

redundant features, this method obtains a better performance compared to a single classifier on the 

original training data in the complete feature space [186]. The challenge with this technique is its 

computational complexity, as each model must be weighed in accordance with the subset it was 

built on [187]. 

2.5.3.4 Discussion 

Due to the numerous advantages of ensembles, studies have employed these approaches in 

problems related to RSs and ML. For instance, an RS for a human resources department employs 

Bagging and Boosting [188]. In this prior study, the outputs from both models are combined to 

create a user–interest model to recommend certain employment opportunities to the target user. 

Another example is presented by Lili, C. (2015), in which a Boosting ensemble is used to increase 

the recommendation accuracy and the recommender algorithm’s ability to adapt to new data [189]. 

Other than the classification application, Bagging has been used as a post-processing step in a 

Random Subspace algorithm by [8]. In the following table, we present a summary of the strengths 

and drawbacks of the different ensemble techniques we use.  

Figure 9. Subspace method illustration [2]. 
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Table 2. Summary of ensemble learning methods advantages and disadvantages. 

Method Advantages Disadvantages 

Bagging • computational ability.  

• models built in parallel.  

• sensitive to data 

distribution. 

• performs multiple passes.  

• requires previous 

knowledge of data size.  

• influenced by ensemble 

size. 

Boosting • Works incrementally.  

• sequential models.  

 

• performs multiple passes.  

• requires previous 

knowledge of data size.  

• influenced by ensemble 

size.  

Random Subspace • Reduces the 

dimensionality.  

• Computational 

complexity.  

 

2.5.4 Deep Learning  

The general idea of ML is teaching the machine how to do a task such as classifying new records 

by learning from given data. With the rapid advance in ML research, several subfields have 

emerged to further improve the ML algorithms. Deep learning is a subfield of ML inspired by the 

human brain function in how it understands data and is thus based on artificial neural networks 

(ANN). In recent years, deep learning has become a trending topic of research within the ML 

community. Initially, deep learning was advancing and improving the research in image 

recognition, speech recognition, and natural language processing [190] before expanding to other 

domains. Generally, deep learning networks have many different networks structures. This mean 

that the structure can vary between a multilayer, nonlinear, or layer-to-layer structure style [190]. 

In ML research, the goal is to automatically extract and recognize the feature representation in the 

training data. Consequently, a combination of feature extraction from low-level will form a denser 

level of feature abstraction to aid ML [190]. In supervised ML settings, the deep learning networks 

will be trained using labelled data, whereas in unsupervised settings, these networks will learn 

from unlabeled data to capture distinguishable patterns. 
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In the RSs research field, deep learning has been utilized to enhance the recommendations 

quality and bring more value to the system, and applications of Deep Learning Recommender 

Systems (DLRS) have shown their ability to capture more complex feature representations 

compared to traditional RSs [190, 191]. Moreover, DLRSs have the ability to catch the relationship 

within the data regardless of the data source [190].  

The area of deep learning research has been advancing widely. In this section, we focus on the 

DL models used in our PUPP-DA framework, as is discussed in Chapter 4. 

2.5.4.1 Convolutional Neural Networks 

A convolutional neural network (CNN) is, in essence, a feedforward neural network with 

convolution and pooling layers [190]. As the name suggests, a convolutional layer performs a so-

called convolution, which is a linear operation, between the previous layer and a kernel (also called 

a filter or convolution matrix), which is essentially a small window [190, 192, 193]. The 

convolution is simply the element-to-element product between the parameters of the previous layer 

and the parameters of the kernel for every possible position of the kernel with respect to the 

previous layer [194]. The benefits are twofold: The convolution provides translation invariance, 

and the training is more efficient, as the number of parameters to be estimated for the kernel is 

much smaller than for its dense layer counterpart. Intuitively, the former entailed a much smaller 

number of parameters. Multiple kernels or filters are often associated with the same convolutional 

layer, each one of them in charge of capturing a particular aspect about the data. For instance, in 

image detection, each filter has a specific task, e.g., to detect eyes, nose, or shapes such as circles 

and squares. Each filter corresponds to a matrix with a predefined number of rows and column 

[190, 195]. A convolutional layer is often followed by a subsampling layer, better known as a 

pooling layer, which applies an aggregative function, such as maximum, minimum, or mean. 

Pooling is applied to the outcome of the convolution operation for each particular position of the 

kernel with respect to the previous layer, resulting in nonlinear subsampling and dimensionality 

reduction  [190, 195]. 

The main advantage of the CNN architecture exists in its convolutional layer. This layer is used 

to replace the general matrix multiplication that is in standard neural networks [193]. By doing so, 

CNNs are able to reduce the complexity of the model and increase the model generalization by 
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utilizing a shared weights architecture [190, 193]. Additionally, CNN pooling layers help to reduce 

neurons number in the model, which also reduces the model complexity [190].  

In the RSs setting, a typical CNN consist of the following layers:  

1- Convolution layer: to extract features from the input data. Uses a set of mathematical 

operation to generate a feature map [192]. 

2- Pooling (subsampling) layer: aims to reduce the dimensionality of the feature map to speed  

up the processing time [190, 192, 193].  

3- Classification layer: the output of both convolutional and pooling layers is used within fully 

connected layers for the classification task [190, 192]. 

  CNNs’ ability to address the cold-start challenge is further discussed in Chapter 4. Next, we 

turn our attention to one-class learning, to be used when considering grey-sheep users. 

2.5.5 One-class learning  

Binary or multiclass classification algorithms aim to classify the training examples into pre-

defined categories; this poses a challenge when dealing with imbalanced datasets. In this case, very 

few training examples belong to one class, usually called the positive or target class, whereas the 

majority or the rest of the examples belong to the negative class. The important challenge for a 

classification algorithm is that the positive class may have insufficient data to form a statistical 

representation in the classification model; it may not have a consistent representation, or it might 

involve human bias [196]. When these challenges occur, classification algorithms produce a model 

biased toward the majority class where the data are well characterized. One-class classification 

can overcome this challenge by using one class only to create a statistical or structural description 

of the available pattern in the training data [197]. Thus, it uses only the negative class to identify 

the learning patterns in the dataset [198]. 

In this approach and for classification problems, the used classifier calculates the similarity 

between the new instances and the instances in the target class [199]. The main challenge is its 

dependency on the amount of the training patterns and the degree of the classifier freedom. These 

two aspects highly influence the within-class and between-class generalization, which in turn 

influences the one-class classifier performance [200].  
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Another important application for one-class learning is in outlier detection. Outliers are the 

observations that do not follow the pattern or relate to the other observations in the system [30]. 

In this case, one-class classification is used to identify the data points that appears normal and 

abnormal by considering the training data distribution [201]. For instance, one-class learning is 

combined with deep learning in work done by [202], using two deep networks that are trained by 

challenging each other. Simultaneously, both networks collaborate to characterize the target class. 

This framework is applied to the detection of image and video outliers, with the goal of detecting 

samples that do not belong to the target class. Another application is in the Internet of things (IoT) 

application domain. The one-class learning is extended by [203] to retain the information structure 

of the training data while improving the accuracy of the detected outliers.  

As already discussed, there are different uses for one-class in the literature. In addition, each 

author tends to use different algorithms or methods to improve the performance. One 

categorization was introduced by Khan, S.S. and M.G. Madden (2009), which distinguishes one-

class classification into three types [196]. The first considers the availability of the training data. 

In this category, the algorithms learn from positive data only or will learn from both positive and 

unlabeled data. In the second category, one-class task is categorized based on the methodology 

used; either algorithms based on One Class Support Vector Machines (OSVMs) are used or ones 

based on other than OSVMs. The last category is based on the domain that the application is 

applied in. One class learning has been widely used in several domains such as RSs, text, 

recognition applications, medical analysis, and anomaly detections. 

2.6 Summary 

In this chapter, we introduced the concepts, algorithms, and methods used in this dissertation. We 

began by exploring the topic of RSs and their different applications, and then discussed the types 

of RSs, and their strengths and limitations. We also included several real-world examples of RSs 

to illustrate the benefits of such systems. This was followed by a discussion of ML algorithms and 

techniques. In the next chapter, we present our HCC-Learn framework, which addresses the data 

sparsity challenge.  
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Chapter 3.  HCC-Learn Framework  

3.1 Introduction  

As discussed in the previous chapter, the use of RSs is an important task because of the added 

value they offer to the businesses. To meet the increasing demand for 24/7 online shopping, many 

organizations require more accurate, targeted and personalized recommendations.  

A major problem associated with the current RSs solutions is that the number of items within 

customers’ shopping carts typically constitutes only a tiny subset of those for sale. For instance, a 

customer of an online bookstore usually selects only a small number of books from those available 

to add to their shopping cart. This data sparsity problem may lead to inaccurate recommendations, 

as ML algorithms may not generalize well when a large dimensionality is involved. Furthermore, 

classification algorithms require class labels, which are frequently unavailable or late-arriving, as 

well as expensive to obtain. Specifically, resorting to manual labelling by domain experts is time-

consuming and expensive, and consequently not realistic in an online business environment where 

the numbers of customers and items are huge. 

All RSs face the challenge of collecting relevant information about users; for example, the 

above-mentioned data sparsity problem [20]. Furthermore, there is a need to group customers who 

purchase similar items together without having to resort to manual labeling. 

As mentioned above, ML techniques are used to enhance recommendations. In particular, 

ensemble learning is known for its ability to enhance the performance of a single classifier [204] 

by focusing on hard-to-learn examples through procedures such as instance weighting or instance 

resampling. In doing so, the ensemble combines the strengths of base-level classifiers to improve 

the overall performance [205]. In the previous chapter, we discussed three ensemble learning 

techniques, namely the Bagging, Boosting, and Random Subspace approaches.  

In this chapter, we present our HCC-Learn framework. Specifically, we introduce a hybrid 

cluster analysis and classification learning framework that combines unsupervised and supervised 

learning to obtain highly accurate classification models. We then study the impact of different 

cluster analysis techniques and report their impact on classification accuracy. We show that 



 
 

 44 

combining diverse classification algorithms, such as k-NN and ensembles, with cluster analysis 

methods generally produces high-quality results when applied to benchmark datasets [51].  

In Section 3.2, we discuss related work to address data sparsity. We then present our HCC-

Learn framework in the following Section 3.3. In Section 3.4, we detail the datasets, experiment 

setup, and evaluation methodology, and we discuss our finding in Section 3.5. Finally, in Section 

3.6, we summarize the chapter.  

3.2 Related work  

In many studies, cluster analysis and classification algorithms have been combined within the same 

framework. An example is combining social network analysis with the study of human behavior 

to improve product marketing [206]. Moreover, several studies have reported that using cluster 

analysis as a preprocessing step, prior to classification, may lead to highly accurate models [51, 

207].  

Recently, researchers have been studying human behavior in an effort to improve the 

simulations while increasing the accuracy of ML algorithms, for instance, customer habits and 

day-to-day activities affect marketing campaigns and revenues. Specifically, in e-business, RSs 

have been used to gain customer loyalty and increase company profits. For example, Liao and Lee 

(2016) employed a self-clustering technique that addresses the high dimensionality challenge in 

the product matrix. By grouping similar products prior to the supervised learning, the classification 

algorithm produced accurate recommendations to the user while reducing the waiting time to 

provide an answer [12]. 

Another aspect that affects recommendation quality is the nature of the collected data. It follows 

that sparsity has a crucial impact on accuracy. Studies have addressed this problem with different 

solutions. For instance, Kanagal et al. (2012) introduced the taxonomy-aware latent factor model 

that combines various taxonomies and latent factor models; the cluster analysis is used to 

categorize the item matrix with the aid of manual labeling [207]. The objective of this research is 

to address the “cold-start” (i.e., incorporating unknown, anonymous users, or new items) as well 

as the data-sparsity problems. Another solution presented by Wang, H., N. Wang, and D. Yeung 

(2015) used deep learning to address sparsity in the dataset. In this work, Hierarchical Bayesian 

analysis is used to create a deep learning representation for both the items’ information and users’ 

ratings [208].  
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However, privacy and users’ unwillingness create another challenge. Users tend to care about 

protecting their privacy from the unknown, so they prefer not to share personal information—or 

information they perceive as personal. For this reason, Nikolaenko et al. (2013) employed a hybrid 

approach with matrix factorization that enables the system to collect additional information about 

the items while preserving users’ privacy [132]. In another research project, Guo, Zhang, and 

Thalmann (2012) created a simpler approach, in which the system essentially borrows information 

from the targeted user’s neighbors. These neighbors are chosen from the user’s trusted social 

network. The model merges the collected information with those relative to the targeted user to 

find similar users in the system’s network [209]. 

Furthermore, data are collected continuously in mobile applications. However, few users are 

interested in rating their experience or the services they received, whereas some users keep 

returning to previously visited locations. The Rank-GeoFM algorithm was therefore developed, 

based on this observation, to collect check-in and check-out points that provide additional 

information to the system [210]. In a similar practice, Lian et al. (2014) created a location-based 

social network that groups items based on similar points of interest to solve data sparsity [211]. 

3.3 HCC-Learn Framework  

In this section, we present our HCC-Learn which aims to address the following RQs, as explored 

through extensive study.  

 

RQ1. Can data sparsity be alleviated by using unsupervised learning? 

RQ2. What is the impact of cluster analysis on the general accuracy of RSs? 

RQ3. How effective is cluster learning in improving the predictions response for existing users?   

 

As described, we address the label and data sparsity problems through the combination of 

cluster analysis and classification algorithms. We conduct an extensive study of different types of 

cluster analysis techniques and report their impact on the classification accuracy. In addition, we 

introduce ensemble learning into the framework to evaluate the performance of a single classifier 

compared to an ensemble. The following subsection details our framework and introduces its main 

components.  
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3.3.1 Framework Components 

Figure 10 shows the UML diagram of the HCC-Learn framework, which consists of four stages. 

In stage one, the original data are merged to obtain integrated information about the items and 

users. In most rating systems, the items’ and users’ ratings information are stored in separate 

matrixes. To this end, the rating matrix includes information about the users and an ID reference 

to the item. After exploring and understanding our datasets, we proceed with the cleaning and 

categorizing of the datasets. Data preprocessing is a crucial step, especially when considering the 

conversion of nominal data, the normalization of numeric data, and the determination of the best 

distance function, when applicable. 

 

 

Unsupervised learning is done in stage two, where 𝑛 cluster analysis techniques (𝐴1 … 𝐴𝑛) are 

applied to the pre-processed datasets. Cluster analysis algorithms group similar items into one 

cluster, attempting to minimize inter-cluster similarity. These algorithms include distribution-

based, hierarchical, and centroid-based algorithms [212], as discussed in subsection 2.5.1.  

 

Figure 10. Diagram of the HCC-Learn framework. 
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Algorithm 1: HCC-Learn Recommendation Process. 

Input 𝐷: a set of 𝑑 class labelled training inputs,  𝐶𝑖 : Classifier; 𝐴𝑗: Clustering algorithm;  𝑘: Number of clusters; 𝑌: Class label of 𝑑 ;  𝑥: Unknown sample; p: size of each subset; e: size of ensemble; 𝑠𝑖 : subspace; 
 

Initialization for clustering stage:  

1- 𝐴𝑗  discover 𝑘 objects from 𝐷 as initial cluster centre  
2- Repeat:  

- (re)assign each object to cluster according to 𝐴𝑗  distance measure 
- Update 𝐴𝑗 
- Calculate new value 

      Until no change 

3- Output models (𝑀1, …𝑀𝑛)  
4- Split dataset into train  𝑡𝑖 and test 𝑡𝑗. 

 

Initialization for Subspace method stage 

1- set size of p 
2- set size of 𝑒 
3- set base classifier as 𝐶𝑖 
4- create subspace as training set  

5- train the model for each individual 𝑠𝑖 
 

prediction stage:  

1- Classify ( 𝑡𝑖 , 𝑌, 𝑥) 
2- Output classification model 𝑛. 
3- Test model on 𝑡𝑗. 

 

A strength of the HCC-Learn framework is that we employ multiple cluster analysis algorithms 

with different learning styles. Applying the algorithms ( 𝐴1 … 𝐴𝑛 ) to the dataset results in 𝑛 

models being built, denoted by (𝑀1 … 𝑀𝑛). Next, we conduct a cluster-to-class evaluation for each 𝑀𝑖 . That is, each pair of clustering and classification algorithms is considered in the evaluation. 

That is, resultant dataset will contain an extra attribute that holds the value of the assigned cluster 

for each record.  

The clustered dataset resulting from stage two is then used as an input for step three. In this 

supervised learning stage, we use 𝑚 classification algorithms ( 𝐶1 … 𝐶𝑚), once more employing 

techniques with diverse learning strategies. To this end, we employ probabilistic, eager, and lazy 
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learners [122], as introduced earlier in subsection 2.5.2. The dataset is divided into training and 

test sets. The classifiers proceed to build models against the training set and test the models 

accordingly. Furthermore, we evaluate each clustering–classification combination using both a 

subspace and ensemble setting. 

As a next step, each classification model is compared to each of the others. We evaluate the 

accuracy and select the clustering algorithm which demonstrates the highest improvement rate. It 

follows that this choice is domain dependent. Finally, we select the clustering–classification pair 

with the highest predictive accuracy to provide the user with a list of recommendations. Note that 

our framework is generic, in that it may incorporate many diverse cluster analysis and 

classification algorithms. In the next section we detail our experimentation evaluation.  

The HCC-Learn framework provides one with a solid foundation to aid the decision on the 

clustering analysis method to be used in the following frameworks, as detailed in Chapter 4 and 

Chapter 5. 

3.4 Experimental Setup  

All our experiments were conducted on a desktop computer with an Intel i7 Core 2.7 GHz 

processor and 16 gigabytes of RAM. We implemented our framework using the WEKA data-

mining environment [213].  

3.4.1 Data Description  

We used three datasets in our experimental evaluation. All datasets were generated using the 

customer rating for a specific product. Table 3 shows the dataset descriptions.  

Table 3. Dataset descriptions. 

Dataset #Sample #Attributes #Classes 
Used 
phase 

Restaurant-consumer rating (RC) 1161 14 3 1 + 2 

Fuel-Consumption rating (FCR) 2017 1056 14 5 1 

FCR 2016–2018 3225 14 5 2 
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The first dataset is the Restaurant and Consumer (RC) dataset, obtained from [214]. The RC 

dataset contains information about the users and restaurants together with a user–item rating matrix, 

as shown in Table 4. Based on their overall ratings, customers are divided into three classes. This 

dataset was collected using a RS prototype to find the top N restaurants based on the customers’ 

ratings. 

Table 4. Restaurant and consumer (RC) dataset attributes. 

User ID 
Ambience 
Place ID 
Transport 

Service Rating 

Accessibility 
Area 

Parking (Y/N) 
Smoking Area 
Overall Rating 

Alcohol 
Marital Status 

Price ($) 
Food Rating 

 

We obtained the second dataset, Fuel Consumption Rating (FCR) from the Government of 

Canada Open Data Project3. Initially, we used the fuel-consumption collected data for only one 

year, 2017, denoted by FCR-1 and FCR-2, in the first evaluation phase of the HCC-Learn 

framework. To extend our evaluation of the model’s performance and prediction accuracy in phase 

2, we utilized an expanded version of this dataset that includes data for three years, 2016–2018 

[215]. The details of this dataset are shown in Table 6. This dataset contains information about the 

fuel consumption of different type of vehicle based on factors such as engine size, number of 

cylinders, transmission type, etc. In the original dataset, the vehicle make attribute included 42 

values. To reduce this number, attribute bonding was performed, and, based on the feedback from 

domain experts, two versions of the dataset were created. In the first version (FCR-1), we divided 

the vehicle makes into three categories, North American, European, and Asian. For instance, 

records for vehicles of makes such as Honda, Kia, and Toyota are all assigned to the Asian category. 

In the second version (FCR-2), we divided the vehicles into seven categories based on the country 

where they were designed—the United States, Germany, Italy, Japan, Korea, the United Kingdom, 

and Sweden. For both versions, vehicles belong to five classes according to their smog rating. 

 

3 https://open.canada.ca/data/en/dataset/98f1a129-f628-4ce4-b24d-6f16bf24dd64 
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Table 5 shows the attributes information as defined in the original dataset we obtained from the 

Government of Canada Open Data Project. 

Table 5. Fuel Consumption Rating (FCR) dataset attributes –attributes information  

Attribute name  Type Values  
Model_Year                            int64 2016, 2017, 2018 

Make                                  Object Ford, Chevrolet, BMW, Mercedes-Benz, GMC, 
Toyota, Nissan, Porsche, Kia, Jeep, Audi, Honda, 

Mini, Dodge, Hyundai, Mazda, Volkswagen, 
Volvo, Cadillac, Lexus, Jaguar, Subaru, Infiniti, 
Mitsubishi, Lincoln, Fiat, Buick, Chrysler, Ram, 

Maserati, Bentley, Acura, Rolls-Royce, 
Lamborghini, Alfa Romeo, Aston Martin, Genesis, 

Land Rover, Smart   
Model Object Mustang, Focus FFV, Civic Hatchback, Jetta, Sonic 

5, … , Regal AWD, Rogue, S60 Inscription T5, A4 
Allroad Quattro, Mazda6 (i-ELOOP)   

Vehicle_Class                         Object SUV – small, Mid-Size, Compact, SUV – Standard, 
Subcompact, Full-Size, Pickup Truck – Standard, 

Two-Seater, Station Wagon – Small, Mini 
Compact, Pickup Truck – Small, Minivan, Special 
Purpose Vehicle, Station Wagon - Mid-Size, Van - 

Passenger    
Engine_Size                 float64 2.0, 3.0, 3.5, 3.6, 2.5, 2.4, 5.3, 1.6, 1.5, 1.8, 1.4, 5.0, 

4.0, 6.0, 6.2, 4.4, 5.7, 3.7, 2.7, 4.7, 3.3, 2.3, 5.5, 4.3, 
3.8, 6.4, 5.2, 5.6, 6.6, 2.8, 4.6, 3.2, 6.5, 1.2, 6.7, 1.0, 

6.8, 4.8, 8.4, 2.9, 0.9 
Cylinders                       int64 4, 6, 8, 12, 3, 10 

Transmission                          Object AS6, AS8, M6, A6, A8, AS7, AM7, A9, AV, M5, 
AM6, AV7, AV6, M7, AS10, A5, AS9, AV8, A7, 

A4, AS5, AM8, AM9  
Fuel_Type                             Object X, Z, E, D 

Fuel_Consumption_City 
(L/100 km)        

float64 10.8, 11.0, 12.4, 12.2, 10.2, … ,20.3, 6.4, 4.3, 21.3, 
7.3  

Fuel_Consumption_CityHWY 
(L/100 km)     

float64 7.8, 8.3, 8.4, 8.5, 8.0, … ,16.5, 18.5, 4.0, 18.0, 5.3 

COMB (L/100 km)                        float64 8.4, 9.4, 10.4, 8.7, 9.8, … ,4.5, 16.5, 7.1, 19.6, 19.2  
COMB (mpg)                  int64 29, 22, 30, 27, 34, 26, 24, 25, … ,59, 63, 60, 49, 56, 

52, 45, 69 
CO2_EMISSIONS                         int64 192, 259, 251, 210, 261, 250, 190, 197, 226, 197, 

205, …  
CO2_Rating                            int64 1, 2, 3, 4, 5, 6, 7, 8, 9, 10 
Smog_Rating  int64 2, 5, 6, 7, 8 

 



 
 

 51 

Table 6.  Fuel Consumption Rating (FCR) dataset attributes after preprocessing. 

Vehicle Make. 
Engine Size. 
Fuel Type. 

Vehicle Class. 
Cylinders. 

Transmission. 
Rating CO2. 

Vehicle Model. 
Fuel Consumption in City. 

Fuel Consumption in Highway. 
Fuel Consumption Combined. 

Fuel Consumption Combined mpg. 
CO2 emissions. 

Smog rating. 

3.4.2 Experimental Setup  

In this experimental evaluation, we evaluate the performance of four classifiers individually. We 

consider the DT and HT, NB, and k-NN learners. Theses classifiers belong to the eager, 

probabilistic, and lazy learning categories, respectively [122]. It is important to note that most RSs 

frameworks employ the k-NN algorithm, which is therefore recognized as the benchmark in this 

field. In addition, we employ the previously introduced Bagging, Boosting and Random Subspace 

ensemble methods. Note that in this work, we use the Random Subspace method implementation 

as available in WEKA. The original Random Subspace method developed by [184] uses a decision 

tree as the base learner. However, in WEKA, this method is a generic one that allows classifiers 

to be used as the base learner [213].  

We employ five cluster analysis algorithms, namely HC, k-means, the cascade k-means, EM 

method, and the canopy clustering technique. These methods were chosen because of their ability 

to handle numeric attributes, nominal attributes, and missing values, as well as for the diversity of 

learning strategies they represent [122]. The number of clusters is set to equal the number of classes 

in each dataset.  

For the k-NN algorithm, we determine that k = 5 is the optimal value for all our datasets. This 

value was set by experimentation. The number of base learners in ensemble learning is highly 

domain-dependent; this number was set to 25, in line with [216]. For the subspace size for the 

subspace method, we evaluate four sizes.  

As discussed in Section 3.3 after stage two, cluster analysis, the dataset is divided into a training 

set (70%) and a test set (30%). To validate our model performance, we use 10-fold cross-validation. 

Cross-validation provides a realistic performance and results in a valid statistical sample with a 

smaller variance [204]. Note that the  performance as reported in the following section 3.5 is based 
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on the evaluation of the test sets against the resulted models as obtained from the 10-fold-cross-

validation step.  

3.4.3 Evaluation criteria 

The selection of algorithms and parameters, and the evaluation of cluster analysis results remain 

topics of significant debate [217, 218]. In this work, as the ground truth in our datasets is always 

available, we evaluate the cluster analysis results using the well-known extrinsic cluster-to-class 

evaluation method. To evaluate the quality of the classification on the various datasets after 

clustering, we use the model accuracy as well as the F-score measures, which combines the 

precision and the recall rates.  

However, as we are evaluating a RS framework, it is important to also take the prediction rate 

into consideration. Most studies of RSs evaluate the overall performance of the system. In line 

with this approach, we evaluate the overall performance of the system in Section 3.5.1. In addition, 

we are interested in evaluating the effectiveness and usefulness of the system. To this end, in 

Section 3.5.2 we consider the prediction rate and evaluate the effectiveness of the system.  

3.5 Results and Discussions  

Our main goal is to address the data-sparsity problem in RSs. This focus is motivated by the 

observation that these systems intrinsically contain a large number of items, whereas the 

requirement is to make a prediction based on a small number of items. As mentioned above, k-NN 

is commonly used in traditional RSs [80, 89] and thus acts as a baseline in our evaluation. 

3.5.1 Cluster-to-Class Evaluation – System Usefulness 

In this subsection, our aim is to answer RQ1 and RQ2 by assessing the impact of using cluster 

analysis via natural groupings in the data as a preprocessing step on classification accuracy.  We 

tested each classifier separately using one of the above-mentioned clustering methods. In addition, 

we used Bagging, Boosting, and Random Subspace ensemble learners. In total, we tested 72 

clustering-classification pairs during phase 1 of this experimentation [51].  

Our results for the phase, as shown in Table 7 and Table 8, confirm that cluster analysis 

improves classification accuracy considerably, between 16.24% and 44.92%, compared to “no 
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clustering.” Across all experiments, accuracies improved by an average of 29.5%. These results 

also indicate that EM, HC, and cascade k-means return the highest accuracies.  

In the second phase, we present additional results when using the subspace method on four 

subspace sizes—25%, 50%, 75%, and 90%—against the extended FCR dataset, see Table 3. A 

total of 96 clustering–classification pairs was tested in this phase using the mentioned subspace 

sizes. As mentioned, this approach constructs models based on a subset of available features [184] 

with the goal of making more accurate recommendations from a small subset of items to each user. 

For instance, the system’s recommendation based on a customer’s previous purchase history may 

be very “accurate” in this particular context but entirely irrelevant to a customer who has 

experienced a shift in preferences or who has made a series of purchases to address a temporary 

(not ongoing) need. In these cases, the system would not contribute to the online business 

improvement, as it would enhance neither the sales, the revenues, or the profits, to mention just a 

few. Such a use of a Random Subspace method where the learning process focuses on only a small 

subset of features should prove to be beneficial: our aim is to assess such a scenario. In Table 9, 

the accuracies for the base learners are very similar to those depicted in Table 7 and Table 8. Again, 

the soft-clustering EM method resulted in better performance for almost all pairs. As explained 

earlier, this method employs two steps: an assignment expectation step followed by a re-centering 

or maximization step. Similar to the k-means algorithm, the covariance matrices and the weight 

associated with the various Gaussian distributions (clusters) are evaluated [148]. Iteration 

continues until convergence [148]. The benefit of this method is that it learns using a soft clustering 

approach, which provides an advantage in RSs [73]. 

Meanwhile, the HC method follows an agglomerative approach when creating the clusters. That 

is, it is a bottom-up approach that initiates each cluster with its own observation. Subsequently, 

pairs of clusters are merged as one progresses through the hierarchy. In our experimental 

evaluation, following the work of Witten et al. (2016) [33], we use the mean distance to merge 

these clusters. As mentioned earlier, the cascade k-means is a centroid-based method based on the 

Calinski–Harabasz criterion [154] that extends the simple k-means algorithm by creating several 

partitions. The algorithm starts with a small k, which is then cascaded from a small to a large 

number of groups. In contrast with the HC method, this is a top-down method. The cascade k-

means algorithm iterates until it finds the right number of classes, which is an advantage over the 

k-means algorithm, as confirmed by our experiment. 
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Table 7. Phase 1 results, in term of accuracies. 
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k-NN 
67.12 85.93 85.25 88.23 86.74 81.87 21.11 FCR-1 
69.82 86.74 87.42 85.12 87.55 79.57 17.73 FCR-2 
68.84 93.10 88.18 92.86 89.41 93.35 24.51 RC 

HT 
59.00 87.28 86.47 87.82 88.50 76.73 29.50 FCR-1 
59.95 84.84 86.47 81.46 90.12 81.46 30.18 FCR-2 
57.02 88.92 73.15 89.16 98.52 70.07 41.50 RC 

DT 
71.58 96.75 96.35 96.48 91.75 90.93 71.583 FCR-1 
73.34 96.35 92.29 94.72 91.34 89.45 73.342 FCR-2 
72.04 92.00 93.97 95.20 99.14 95.07 27.09 RC 

NB 
59.00 89.04 86.60 87.82 88.50 79.84 30.04 FCR-1 
59.95 84.17 86.47 81.46 90.12 81.46 30.18 FCR-2 
74.51 92.24 90.52 92.49 99.14 91.01 24.63 RC 

Bagging -
k-NN 

68.74 86.74 86.20 89.18 87.28 82.14 20.43 FCR-1 
70.23 87.42 88.23 86.06 87.42 79.84 17.19 FCR-2 
70.44 92.98 88.55 93.60 90.39 94.21 23.77 RC 

Bagging-
HT 

58.46 89.45 86.20 88.50 88.63 78.62 30.99 FCR-1 
58.86 84.98 86.06 81.60 90.66 77.00 31.80 FCR-2 
60.47 90.39 77.09 90.52 98.28 73.15 37.81 RC 

Bagging -
DT 

56.97 98.11 96.35 97.70 92.96 90.80 41.14 FCR-1 
57.92 96.75 94.59 95.13 92.56 91.20 38.84 FCR-2 
72.54 92.49 94.21 96.31 99.38 96.06 26.85 RC 

Bagging -
NB 

59.00 89.31 86.20 88.36 88.63 79.16 30.31 FCR-1 
59.00 84.98 86.06 81.19 90.66 80.51 31.66 FCR-2 
74.51 92.12 90.03 92.00 98.89 91.38 24.39 RC 

Boosting 
-k-NN 

67.12 83.36 87.01 87.69 87.69 79.43 20.57 FCR-1 
69.82 84.84 84.98 84.84 86.06 79.57 16.24 FCR-2 
68.84 93.10 88.18 93.23 88.42 92.37 24.39 RC 

Boosting 
-HT 

59.00 88.63 90.93 92.83 92.02 82.54 33.83 FCR-1 
59.95 88.23 88.77 87.01 94.18 84.17 34.24 FCR-2 
60.22 88.92 77.46 89.41 98.52 70.07 38.30 RC 

Boosting 
- DT 

54.53 97.84 96.08 97.16 95.54 94.86 43.30 FCR-1 
51.56 96.48 94.72 95.54 95.54 90.80 44.93 FCR-2 
70.81 92.61 92.61 96.31 99.02 96.68 28.20 RC 

Boosting 
- NB 

60.35 94.72 92.96 93.91 91.75 85.52 34.37 FCR-1 
60.76 87.82 91.07 89.99 93.10 83.76 32.34 FCR-2 
65.03 89.29 91.13 93.97 98.15 91.38 33.13 RC 
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Table 8. F-score results for phase 1. 
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k-NN 
0.68 0.96 0.92 0.95 0.89 0.93 0.28 FCR-1 
0.00 0.98 0.96 0.97 0.87 0.93 0.98 FCR-2 
0.69 0.93 0.88 0.93 0.90 0.93 0.24 RC 

HT 
0.61 0.95 0.95 0.97 0.94 0.86 0.36 FCR-1 
0.62 0.85 0.70 0.89 0.89 0.70 0.27 FCR-2 
0.59 0.89 0.74 0.90 0.99 0.72 0.40 RC 

DT 
0.73 0.99 0.98 0.97 0.95 0.95 0.26 FCR-1 
0.75 0.98 0.93 0.95 0.90 0.86 0.23 FCR-2 
0.73 0.92 0.94 0.95 0.99 0.95 0.26 RC 

NB 
0.61 0.87 0.80 0.85 0.91 0.76 0.31 FCR-1 
0.62 0.84 0.82 0.82 0.89 0.74 0.27 FCR-2 
0.75 0.92 0.91 0.93 0.99 0.91 0.24 RC 

Bagging -
k-NN 

0.69 0.98 0.96 0.97 0.87 0.93 0.30 FCR-1 
0.71 0.85 0.83 0.82 0.86 0.76 0.14 FCR-2 
0.71 0.93 0.89 0.94 0.91 0.94 0.23 RC 

Bagging-
HT 

0.60 0.90 0.96 0.97 0.97 0.86 0.37 FCR-1 
0.62 0.84 0.80 0.79 0.89 0.74 0.27 FCR-2 
0.61 0.90 0.77 0.91 0.98 0.74 0.37 RC 

Bagging -
DT 

0.57 0.92 0.98 0.98 0.96 0.96 0.41 FCR-1 
0.57 0.98 0.94 0.95 0.92 0.88 0.41 FCR-2 
0.74 0.93 0.95 0.96 0.99 0.96 0.25 RC 

Bagging -
NB 

0.60 0.87 0.80 0.85 0.92 0.75 0.32 FCR-1 
0.61 0.84 0.82 0.82 0.89 0.74 0.27 FCR-2 
0.75 0.93 0.91 0.92 0.99 0.91 0.25 RC 

Boosting 
-k-NN 

0.00 0.97 0.96 0.97 0.87 0.93 0.97 FCR-1 
0.00 0.82 0.80 0.78 0.83 0.75 0.83 FCR-2 
0.69 0.93 0.88 0.93 0.89 0.92 0.24 RC 

Boosting 
-HT 

0.61 0.96 0.95 0.97 0.96 0.87 0.37 FCR-1 
0.62 0.88 0.73 0.71 0.91 0.75 0.29 FCR-2 
0.60 0.89 0.77 0.89 0.99 0.70 0.38 RC 

Boosting 
- DT 

0.55 0.99 0.98 0.98 0.97 0.97 0.45 FCR-1 
0.52 0.98 0.92 0.93 0.94 0.88 0.46 FCR-2 
0.71 0.93 0.93 0.96 0.99 0.97 0.28 RC 

Boosting 
- NB 

0.62 0.97 0.86 0.93 0.97 0.90 0.35 FCR-1 
0.63 0.90 0.90 0.89 0.89 0.80 0.27 FCR-2 
0.65 0.89 0.91 0.94 0.98 0.91 0.33 RC 
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Table 9. Results, in term of accuracies, in phase 2. 
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 Subspace of 25% 

k-NN 
64.04 89.27 80.13 85.49 94.64 84.23 22.71 FCR-1 
60.88 92.74 83.60 88.01 94.95 82.97 27.57 FCR-2 
64.08 92.24 87.93 88.22 94.83 89.37 26.44 RC 

HT 
63.09 87.38 68.14 77.92 93.69 74.45 17.22 FCR-1 
60.25 88.96 74.45 76.03 95.27 78.55 22.40 FCR-2 
75.57 87.64 79.31 85.92 91.95 78.16 9.02 RC 

DT 
62.46 89.91 73.82 80.44 91.48 74.76 19.62 FCR-1 
54.57 90.54 79.18 80.44 96.53 77.92 30.35 FCR-2 
72.41 83.62 75.86 84.77 93.10 81.90 11.44 RC 

NB 
61.51 86.75 76.03 80.13 94.01 81.39 22.15 FCR-1 
58.99 93.69 77.60 82.33 97.79 81.07 27.51 FCR-2 
73.28 93.97 82.76 88.22 95.98 82.47 15.40 RC 

 Subspace of 50% 

k-NN 
66.25 90.22 82.33 85.49 95.90 88.01 22.15 FCR-1 
68.45 94.64 85.17 88.01 94.32 84.86 20.95 FCR-2 
74.71 94.25 91.09 92.24 95.40 92.53 18.39 RC 

HT 
64.04 87.70 74.13 79.18 97.48 74.76 18.61 FCR-1 
61.83 93.38 71.61 76.97 98.74 75.71 21.45 FCR-2 
61.78 91.95 70.98 84.48 95.69 74.43 21.72 RC 

DT 
67.51 90.85 81.39 79.50 94.95 78.86 17.60 FCR-1 
65.93 92.43 79.50 82.65 94.32 75.08 18.86 FCR-2 
77.59 93.39 75.29 85.63 95.69 91.95 10.80 RC 

NB 
60.88 88.01 78.86 80.13 98.74 82.33 24.73 FCR-1 
60.57 94.01 78.55 81.70 98.42 80.44 26.06 FCR-2 
77.59 94.83 86.21 89.66 97.41 89.37 13.91 RC 

 Subspace of 75% 

k-NN 
67.19 91.17 84.54 83.28 95.90 84.54 20.69 FCR-1 
66.88 93.69 84.54 86.44 95.58 84.86 22.15 FCR-2 
72.13 95.69 91.95 90.80 94.83 92.53 21.03 RC 

HT 
62.46 87.07 76.34 72.87 99.05 70.35 18.68 FCR-1 
59.31 92.74 62.46 72.24 99.05 70.66 20.13 FCR-2 
58.33 94.54 58.91 89.08 96.84 65.52 22.64 RC 

DT 
70.35 87.70 81.07 81.39 94.01 80.76 14.64 FCR-1 
70.66 91.48 79.50 82.97 92.74 78.55 14.38 FCR-2 
72.41 92.82 77.30 85.63 95.11 93.10 16.38 RC 
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Table 9. (continued). 

NB 
61.51 87.07 79.50 78.55 99.05 79.81 23.28 FCR-1 
58.68 92.74 76.97 79.81 99.05 80.13 27.07 FCR-2 
76.15 93.68 85.34 89.08 97.41 87.64 14.48 RC 

 Subspace of 90% 

kNN 
65.62 90.54 84.86 83.28 96.53 83.91 22.21 FCR-1 
67.82 93.06 83.28 86.75 92.74 83.28 20.00 FCR-2 
73.56 95.11 90.52 91.38 94.54 89.08 18.56 RC 

HT 
59.94 87.38 78.86 62.15 98.74 66.25 18.74 FCR-1 
59.62 92.43 54.26 69.72 99.05 67.19 16.91 FCR-2 
58.33 93.68 57.76 89.94 97.99 62.93 22.13 RC 

DT 
69.72 87.70 79.81 80.13 94.01 77.60 14.13 FCR-1 
69.72 93.06 78.86 82.97 93.38 80.13 15.96 FCR-2 
73.56 93.39 75.86 79.31 95.69 96.55 14.60 RC 

NB 
58.68 87.38 78.55 78.86 98.74 79.81 25.99 FCR-1 
59.62 92.43 75.39 79.81 99.05 79.81 25.68 FCR-2 
77.01 93.68 86.21 89.66 97.99 89.08 14.31 RC 

 

Table 10. F-score results for phase 2. 
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 Subspace of 25% 

kNN 
0.00 0.89 0.79 0.85 0.95 0.84 0.86 FCR-1 
0.00 0.93 0.83 0.88 0.95 0.82 0.88 FCR-2 
0.63 0.92 0.88 0.88 0.95 0.89 0.27 RC 

HT 
0.00 0.87 0.68 0.78 0.94 0.74 0.80 FCR-1 
0.00 0.89 0.19 0.76 0.95 0.78 0.72 FCR-2 
0.76 0.87 0.79 0.86 0.92 0.78 0.09 RC 

DT 
0.00 0.90 0.73 0.81 0.94 0.75 0.82 FCR-1 
0.00 0.90 0.79 0.80 0.97 0.78 0.85 FCR-2 
0.72 0.81 0.75 0.83 0.93 0.82 0.10 RC 

NB 
0.00 0.87 0.76 0.81 0.94 0.81 0.84 FCR-1 
0.00 0.94 0.78 0.82 0.98 0.81 0.87 FCR-2 
0.73 0.94 0.82 0.88 0.96 0.82 0.15 RC 
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Table 10. (continued). 

 Subspace of 50% 

kNN 
0.00 0.90 0.82 0.86 0.96 0.88 0.88 FCR-1 
0.00 0.95 0.85 0.88 0.94 0.85 0.89 FCR-2 
0.72 0.94 0.91 0.92 0.95 0.93 0.21 RC 

HT 
0.00 0.88 0.74 0.80 0.97 0.75 0.83 FCR-1 
0.00 0.93 0.72 0.77 0.99 0.76 0.83 FCR-2 
0.62 0.92 0.71 0.84 0.96 0.75 0.22 RC 

DT 
0.00 0.91 0.81 0.80 0.94 0.79 0.85 FCR-1 
0.00 0.92 0.80 0.83 0.94 0.75 0.85 FCR-2 
0.78 0.93 0.75 0.85 0.96 0.92 0.10 RC 

NB 
0.00 0.88 0.79 0.81 0.99 0.82 0.86 FCR-1 
0.00 0.94 0.79 0.82 0.98 0.80 0.87 FCR-2 
0.78 0.95 0.86 0.90 0.97 0.89 0.14 RC 

 Subspace of 75% 

kNN 
0.00 0.91 0.85 0.83 0.96 0.84 0.88 FCR-1 
0.00 0.94 0.85 0.87 0.96 0.85 0.89 FCR-2 
0.72 0.96 0.92 0.91 0.95 0.93 0.21 RC 

HT 
0.62 0.87 0.77 0.73 0.99 0.70 0.19 FCR-1 
0.00 0.93 0.63 0.72 0.99 0.71 0.80 FCR-2 
0.58 0.95 0.59 0.89 0.97 0.66 0.23 RC 

DT 
0.00 0.88 0.81 0.81 0.95 0.81 0.85 FCR-1 
0.00 0.91 0.80 0.83 0.93 0.78 0.85 FCR-2 
0.73 0.93 0.77 0.85 0.95 0.93 0.16 RC 

NB 
0.61 0.87 0.79 0.79 0.99 0.80 0.24 FCR-1 
0.00 0.93 0.77 0.80 0.99 0.80 0.86 FCR-2 
0.76 0.94 0.85 0.89 0.97 0.88 0.14 RC 

 Subspace of 90% 

kNN 
0.00 0.91 0.85 0.84 0.97 0.84 0.88 FCR-1 
0.00 0.93 0.83 0.87 0.93 0.83 0.88 FCR-2 
0.74 0.95 0.91 0.91 0.95 0.89 0.19 RC 

HT 
0.60 0.88 0.79 0.62 0.99 0.66 0.19 FCR-1 
0.00 0.93 0.55 0.70 0.99 0.67 0.77 FCR-2 
0.58 0.94 0.58 0.15 0.98 0.63 0.07 RC 

DT 
0.00 0.88 0.80 0.81 0.91 0.77 0.83 FCR-1 
0.00 0.93 0.79 0.83 0.93 0.80 0.86 FCR-2 
0.74 0.93 0.76 0.80 0.96 0.97 0.14 RC 

NB 
0.58 0.88 0.79 0.79 0.99 0.80 0.27 FCR-1 
0.00 0.93 0.76 0.80 0.99 0.80 0.85 FCR-2 
0.77 0.94 0.86 0.90 0.98 0.89 0.14 RC 
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A closer examination of the subspace results reveals that the best subspace size used in the 

experiments depends highly on the domain as well as the base learners, as expected. For instance, 

the EM and HC cluster analysis algorithms generally perform best when the subspace size is 50%, 

irrespective of the classification algorithm, whereas a subspace size of 25% resulted in a higher 

accuracy for canopy analysis than for the other sizes, and better results were achieved for k-means 

at a subspace size of 75%, meaning that some domains and learners need more or less features to 

construct accurate models against these datasets. If the feature subspace is too small, many useful 

features go unconsidered, whereas larger subspaces of 75% and 90% features may lead to lower 

accuracy, as the algorithms are considering too many redundant features.   

Evaluating RSs is generally done via recall and precision, whereby these two measures are used 

to evaluate the truthfulness level of the model. Recall gives the ratio of the retrieved items 

considered notable by the user relative to the total number of relevant items, whereas precision 

provides the ratio of items retrieved by the used method relative to the total number of 

recommendations [89, 122]. We combine these two metrics into an F-score measure in our 

evaluation. This measure combines recall and precision into a single measure [204].  

 𝑭 − 𝒔𝒄𝒐𝒓𝒆 = 𝟐 ∗ 𝑷𝒓𝒆𝒄𝒊𝒔𝒊𝒐𝒏∗𝑹𝒆𝒄𝒂𝒍𝒍𝑷𝒓𝒆𝒄𝒊𝒔𝒊𝒐𝒏+𝑹𝒆𝒄𝒂𝒍𝒍        3.1 

 

The results, shown in Table 9 and Table 10, confirm the benefit of adding cluster analysis as a 

preprocessing step. In addition, by considering Table 9, which shows the accuracies results for all 

experiments, we can observe that the model performs poorly in most cases where cluster analysis 

was not used.  

3.5.2 Predicting User Responses – System Effectiveness 

By considering our results from the two phases, we evaluate the effectiveness of the system by 

using the three cluster analysis algorithms with the highest overall results, namely EM, HC and 

cascade k-means. That is, these three clustering methods are chosen based on their good 

performance, as shown in the previous section. This subsection is mainly intended to answer RQ3 

and to further study the effect of clustering on alleviating sparsity, which is our first RQ.  
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3.5.2.1 Predicting User Responses, clustering-classification pairs 

In this section, we consider the RC dataset to determine whether cluster analysis yields highly 

accurate recommendations to current users. That is, we explore the impact on the recommendation 

accuracy for existing users using 15 customers randomly selected from our test set. Here, our aim 

is to study whether we are able to accurately predict the ratings of existing customers, given that 

the number of items is high, whereas the number of ratings is low (data sparsity).  

The number of ratings available for each user is shown in Table 11. It should be noted that the 

number of ratings by individuals is between 11 (0.95%) and 18 (1.55%), whereas the total number 

of ratings in the dataset is 1,161.  

 

Table 11. Number of historic records available for the sample users in the RC dataset. 

User ID U1003 U1014 U1036 U1057 U1061 U1081 U1089 U1096 
#records 13 11 12 11 18 11 14 11 
User ID U1104 U1106 U1112 U1114 U1122 U1128 U1137  
#records 12 18 13 11 12 11 14  

 

Table 12. Accuracy of the various clustering algorithms for the RC dataset. 

 No 
clustering 

HC Cascade EM Canopy 

U1003 69.23 100.00 92.31 100.00 100.00 
U1014 54.55 90.91 100.00 90.91 90.91 
U1036 66.67 91.67 100.00 91.67 91.67 
U1057 54.55 100.00 81.82 100.00 81.82 
U1061 77.78 100.00 72.22 88.89 100.00 
U1081 63.64 90.91 90.91 100.00 100.00 
U1089 92.86 92.86 92.86 100.00 85.71 
U1096 72.73 90.91 100.00 90.91 100.00 
U1104 58.33 91.67 100.00 91.67 91.67 
U1106 61.11 88.89 94.44 94.44 77.78 
U1112 76.92 92.31 92.31 100.00 84.62 
U1114 81.82 90.91 100.00 100.00 90.91 
U1122 66.67 100.00 58.33 100.00 83.33 
U1128 100.00 100.00 90.91 100.00 90.91 
U1137 71.43 100.00 100.00 92.86 64.29 
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We report the accuracies for individual user recommendations in Table 12. As already 

mentioned, in this experiment we are studying the impact of clustering the dataset on the 

performance of k-NN in RSs. Our results confirm that cluster analysis substantially improves the 

accuracy for existing user predictions. Indeed, in 14 cases out of the 15 (93.3%), one or more 

algorithms were able to obtain a perfect score against the test cases. Furthermore, it alleviates the 

negative effects associated with data sparsity that prevail the RC dataset. In addition, the table 

shows that cluster analysis algorithms yield comparable results, with EM having the highest 

accuracy 66.7% of the time. As noted earlier, EM allows for soft membership and does not assume 

an equal shape and size for the clusters. Indeed, customer recommendations and profiles are 

typically skewed, which implies that the EM method is highly suitable for such a scenario. 

3.5.2.2 Predicting User Responses, clustering–ensemble learning pairs 

In this subsection, we use the FCR-2 data from 2016 to 2018. Table 13 shows the number and 

percentage of ratings taken for each test subject to evaluate the system’s effectiveness by predicting 

each user’s choice based on the resulted classification model. In  

Table 14, we depict the overall classification accuracy, whereas in Table 16 through Table 19, we 

illustrate the prediction rate for each test subject (user). Note that, based on our results depicted in 

section 3.5, the subspace size was set to 50%. 

Table 13. Number and percentage of each test subject rating records. 

 
Total # in 

original set 
% from the 
original set 

#  in 
training set 

% from 
training set 

# in 
test set 

% from 
test set 

Ford  304 9% 218 72% 86 28% 
Hyundai 80 2% 56 70% 24 30% 
Jaguar 65 2% 38 58% 27 42% 
Lincoln 47 1% 29 62% 18 38% 

Mini 86 3% 49 57% 37 43% 
Audi 113 4% 76 67% 37 33% 
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Table 14. Accuracies for user predicting models.  

        Method 
 
Cluster 

kNN Subspace Bagging Boosting 

No cluster 64.60 72.53 68.19 64.82 
EM 93.62 95.57 94.42 93.62 
HC 90.65 90.08 90.92 90.65 

Cascade 77.98 81.48 79.44 77.98 
 

Table 15. F-score for users predicting models. 

      Method 
 

Cluster 
kNN Subspace Bagging Boosting 

No cluster 0.63 0.71 0.67 0.63 
EM 0.94 0.96 0.94 0.94 
HC 0.91 0.90 0.91 0.91 

Cascade 0.78 0.81 0.79 0.78 
 

In this section we further evaluate our models based on the prediction accuracies per user. To 

this end, six users were selected at random. As this dataset is about fuel consumption rating, we 

consider different vehicle makes as our test subject, the goal being to predict their rating, namely 

Ford, Hyundai, Jaguar, Lincoln, Mini, and Audi. 

Figure 11. Model accuracies for user predictions. 



 
 

 63 

 Table 16 depicts the prediction rate without using cluster analysis as a preprocessing step. The 

results in Table 17 through Table 19 show the prediction rate for each type of cluster analysis 

against each user. In this section, we focus on the performance of the ensemble learning method. 

We investigate the Subspace ensemble method, and therefore test Bagging, Boosting, and the 

Subspace algorithms.  

A review of Table 14 and Table 15 shows that using cluster analysis resulted in better 

performance for all ensemble methods used in this experimental evaluation. We also note that for 

this dataset, HC improved the performance for all ensemble methods over the use of no clustering. 

However, the performance is similar for all ensembles, whereas employing EM resulted in a better 

performance for all ensembles. From the results shown in Table 14 we can conclude that for this 

dataset, the best performance is achieved when utilizing the EM–Subspace pair.  

The following four tables show the results of the prediction rate for individual users. In these 

tables, we note that clustering improves the prediction rate for individual users. Furthermore, we 

observe that Subspace methods improve the prediction rate for both EM and cascade cluster 

analysis as a pre-processing step. In contrast, the results of Table 18 suggest that the prediction 

rate is lower when the Subspace method is used together with the HC algorithm. 

Table 16. Predictions rates for users without using cluster analysis. 

 kNN Subspace Bagging Boosting 
FORD 69.00 71.00 72.00 69.00 

HYUNDAI 68.00 80.00 72.00 68.00 
JAGUAR 20.00 20.00 26.67 20.00 
LINCOLN 73.33 73.33 73.33 73.33 

MINI 50.00 43.33 46.67 50.00 
AUDI 74.29 68.57 74.29 74.29 

average 59.10 72.90 60.83 59.10 
 

Table 17. Predictions rates for users using EM analysis. 

 kNN Subspace Bagging Boosting 
FORD 93.00 95.00 93.00 93.00 

HYUNDAI 87.50 87.50 87.50 87.50 
JAGUAR 93.33 93.33 86.67 93.33 
LINCOLN 100.00 100.00 100.00 100.00 

MINI 100.00 96.67 100.00 100.00 
AUDI 97.14 100.00 100.00 97.14 

average 95.16 95.42 94.53 95.16 
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Table 18. Predictions rates for users using HC analysis. 

 kNN Subspace Bagging Boosting 
FORD 86.00 82.00 82.00 86.00 

HYUNDAI 88.00 84.00 84.00 88.00 
JAGUAR 93.33 84.00 93.33 93.33 
LINCOLN 80.00 80.00 80.00 80.00 

MINI 100.00 100.00 100.00 100.00 
AUDI 85.71 88.57 88.57 85.71 

average 88.84 86.43 87.98 88.84 
 

Table 19. Predictions rates for users using cascade analysis. 

 kNN Subspace Bagging Boosting 
FORD 70.00 73.00 67.00 70.00 

HYUNDAI 80.00 84.00 80.00 80.00 
JAGUAR 86.67 93.33 86.67 86.67 
LINCOLN 80.00 86.67 73.33 80.00 

MINI 80.27 82.54 81.20 80.27 
AUDI 82.86 77.14 82.86 82.86 

average 79.97 82.78 78.51 79.97 

Figure 12. Average prediction rates with and without cluster analysis. 
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3.5.3 Statistical validation  

In this section, we use the Friedman’s test for our statistical validation step. Friedman’s test is a 

non-parametric equivalent of the repeated measures ANOVA. Both Friedman’s test and ANOVA 

are used for comparison of multiple classifiers. However, as reported in [219], ANOVA’s basic 

assumption is that the drawn samples come from a normal distribution, which is not the case with 

most ML algorithms. Thus, Friedman’s test is a solution in the ML area. This test ranks the 

algorithms for each dataset separately [219]. The null hypothesis tested here is that the classifiers’ 

performance is the same, and differences among them are based on random. Therefore, if the null-

hypothesis is rejected, we can proceed with a Nemenyi’s pair-wise comparison post-hoc test. As 

Demšar, J., (2006) discussed the power of this post-hoc test [219]. According to Demšar, in a ML 

setting, the Nemenyi’s post-hoc test is the correct method to understand the performance of two or 

more classifiers, especially when we compare all classifiers to each other. Furthermore, it is best 

to decide if there is a significant difference between the two tested classifiers.   

Table 20. Hypothesis test summary. 

Null Hypothesis Sig. Decision 

The distribution of EM, HC, and Cascade are the 
same 

0.007 Reject the Null Hypothesis 

 

Figure 13. Cluster analysis rank. 



 
 

 66 

The resultant p-value is 0.007383 which indicates a significant difference between the three 

cluster analysis algorithms. The related-samples Friedman’s two-way analysis of variance by ranks, 

Figure 13, shows the mean ranks for each cluster analysis.  

The 𝑝 value is used to reject the null hypothesis, which states that all groups are from the same 

distribution and there is no significant difference among them. Subsequently, the alternative 

hypothesis that one or more algorithm is different is evaluated by using a post-hoc pairwise 

comparison test. First, we perform a pairwise comparison, as shown in Table 21.  

Table 21. Pairwise comparisons. 

Method 1- Method 2 Test Statistic Std. Error 
Std. Test 
Statistic 

Sig. 

No cluster-Cascade 1.000 0.913 1.095 0.273 

No cluster-HC 2.000 0.913 2.191 0.028 

No cluster-EM 3.000 0.913 2.286 0.001 

Cascade-HC 1.000 0.913 1.095 0.273 

Cascade-EM 2.000 0.913 2.191 0.028 

HC-EM 1.000 0.913 1.095 0.273 

 

In this table, each row tests the null hypothesis that cluster method 1 and method 2 distribution 

are the same using a significance level of 0.05. We note that the pairs no cluster-HC, no cluster-

EM, and Cascade-EM have significant differences. 

Next, we conduct an Nemenyi post-hoc test to determine the critical difference (CD) of where 

the pair significantly differ from one another, as shown in (eq. 3.2) [220]. Our results reveal that 

there is a significant difference between the EM and Cascade analysis, as shown in Table 22. 

𝑪𝑫 =  𝒒𝒂√𝒌(𝒌+𝟏)𝟔𝒏                                                      3.2  
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Table 22. Nemenyi 𝒑-values. 

 No cluster EM HC 

EM 0.005602   

HC 0.125707 0.692333  

Cascade 0.692333 0.125707 0.692333 

 

Our results indicate that pairs using the EM, HC or Cascade cluster analysis algorithms resulted 

in superior performance compared to other methods when considering all ensemble types. In 

addition, the statistical test confirms no significant difference between EM and HC when used in 

collaboration with the Bagging, Boosting, or Feature Subspace ensembles. 

3.6 Summary 

In this chapter, we introduced the HCC-Learn, a multi-strategy framework that combines multiple 

cluster analysis and classification algorithms for RSs. In general, RSs are challenged by labeling 

and data sparsity, and this framework was created to address these challenges. In this chapter, we 

evaluated the impact of different clustering techniques within the same domain, using the same 

framework and dataset. We evaluated this framework by using a different combination of cluster 

analysis and classification algorithms.  Specifically, we employed three different types of 

ensembles to evaluate the value of this method within our framework. Our results confirm that a 

Figure 14. Pairwise comparison of the number of successes shown at each 

node. 
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combination of cluster analysis and classification algorithms generally benefits the learning 

process. In addition, combining soft clustering with an ensemble based on feature subsets produces 

superior results when applied to our datasets. Furthermore, when considering all type of clustering 

we used in this experiment, we can conclude that both soft and hierarchical clustering results in 

high performance. We conclude that cluster analysis clearly benefits learning, leading to high 

predictive accuracies for existing users.  

In the next chapter, we address the cold-start problem and evaluate the effectiveness of active 

deep learning on the quality of the recommendations.  
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Chapter 4. PUPP-DA – Deep Active 

Learning for new users 

4.1 Introduction  

As discussed in Chapter 2, a main goal of RSs is to address the information overload users 

experience and aid the users in narrowing down their purchase options. These systems aim to 

achieve this objective by understanding their customers’ preferences, not only by recognizing the 

ratings they give for specific items, but also by considering their social and demographic 

information [8]. Consequently, these systems create a database for both items and users in which 

ratings and reviews of these items are collected [9]. The more information and ratings are collected 

about the users, the more accurate are the recommendations the systems make [10].  

Deep learning algorithms have had considerable success in industry and academia recently, 

especially when addressing complex problems that involve big data, focusing on domains such as 

image processing and text analysis [13, 14]. Notably, deep learning has been employed in RSs 

which involve movies and music [13, 14, 15]. Deep learning methods are used to extract hidden 

features and relationships and build on earlier work within the field of neural networks [16]. As 

mentioned previously, the advantage of deep learning techniques comes from their ability to 

construct multi-layer, nonlinear, and layer-to-layer network structures [190]. Therefore, in RSs 

they effectively capture the nonlinear and insignificant user-item relationships [190]. Deep 

learning technology also has the ability to use diverse data sources to make accurate 

recommendations and overcome the data sparsity and cold-start problems [221, 222]. Specifically, 

deep learning based on CNNs [13, 14, 19] has been employed extensively within the RSs domain 

due to their known success in computer vision and mining domains.    

In this chapter, we present the Popular Users Personalized Predictions (PUPP-DA) framework, 

designed to address the cold-start problem in RSs. We combine cluster analysis and active learning, 

or so-called user-in-the-loop, to assign new customers to the most appropriate groups in our 

framework. In this approach we construct user segmentations via cluster analysis. Subsequently, 

as new users enter the system, classification methods intelligently assign them to the best segment. 
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Based on this assignment, we apply active learning to describe the groups. That is, cluster analysis 

is used to group similar user profiles, whereas active learning is employed to learn the labels 

associated with these groups. Our PUPP-DA framework includes deep learning by incorporating 

CNNs into the learning process.  

The remainder of this chapter is organized as follows. In Section 4.2 we discuss related work, 

and then we present  our PUPP-DA framework in section 4.3 along with its components. In section 

4.4 we outline our experimental setup and data preparation and in section 4.5 we detail the results. 

Finally, we summarize the chapter in Section 4.6 . 

4.2 Related Work  

In active learning, or user in the loop, a ML algorithm selects the best data samples to present to a 

domain expert for labelling. These samples are then used to bootstrap the learning process, in that 

these examples are subsequently used in a supervised learning setting. In RSs, active learning 

presents a utility-based approach to collect more information about the users [223]. Showing the 

users a number of questions about their preferences, or asking for more personal information such 

as age or gender, may benefit the learning process [27], notably for cold-start users. 

The literature addressing the cold-start problem [224] is divided into implicit and explicit 

approaches. On the implicit side, the system uses existing information to create its 

recommendations by adopting traditional filtering strategies or by employing social network 

analysis. For instance, Wang et al. (2017) relied on an implicit approach based on questionnaires 

and active learning to engage the users in a conversation aimed at collecting additional preferences. 

Based on the previously collected data, the users’ preferences, and predictions, they used an active 

learning method to determine the best questions to be asked [27]. Similarly, standard explicit 

approaches may be extended by incorporating active learning methods in the data collection phase 

[224]. Fernandez-Tobias et al. (2016), for example, used an explicit framework to compare three 

methods based on the users’ personal information [225]. First, they included the personal 

information to improve a CF framework performance; then they used active learning to further 

improve the performance by adding more personal information from existing domains. Finally, 

they supplemented the lack of preference data in the main domain using users’ personal 

information from supporting domains.   
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There are many examples in the literature of ML techniques being utilized in RSs. Although, 

as noted before, hybrid filtering was proposed as a solution to the limitations of CBF and CF, it 

does not adequately address cold-starts. To this end, Pereira and Hruschka (2015) proposed a 

simultaneous co-clustering and learning framework to deal with new users and items. According 

to their data mining methodology, a cluster analysis approach is integrated in the hybrid RSs, 

which results in better recommendations [66].  

In addition, performances may be improved by implementing classification according to 

association rule techniques [40]. Such a system was built to deal with sparsity and scalability in 

both CF and CBF approaches. In [226], clustering and classifications are used to identify criminal 

behavior. Furthermore, Davoudi and Chatterjee in [59] use clustering to recognize profile injection 

attacks. Both methods apply clustering techniques to create user segmentations prior to 

classification.   

As discussed, there are many solutions to address the cold-start challenge. Active learning has 

been a successful one; however, it depends on the user’s willingness to provide answers. In this 

work, we use implicit active learning whereby we utilize the available information about the users. 

We further incorporate deep learning in an attempt to capture more valuable relationships from 

within the system. The next subsection provides related work for deep learning in RSs. 

4.2.1 Deep Learning in RSs 

Deep learning methods, and specifically CNNs, have been successfully used to solve complex 

computational problems within the RSs domain [227, 228]. For example, in [228], a Siamese CNN 

architecture was used in a clothing RS to capture the latent feature space from clothing images as 

available in the system. These features were integrated with other available data, such as personal 

interest and fashion style, and fed into the personalized recommendation model using probabilistic 

matrix factorization. A similar approach was employed by [229], where a CNN was also used to 

extract more features to deal with cold-start recommendations. In this work, the authors employed 

the CNN approach to extract textual item descriptions that were fed into two different 

recommendation models based on item, time, and text correlations. In [222], text and images from 

the users’ browsing history were both utilized to make article recommendations. In this study, a 

CNN is first used to create a text eigenvector, and a Visual Geometry Group method is used to 
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construct the corresponding image eigenvector. This combined eigenvector is input into a 

multilayer perceptron that outputs the recommendation.  

As discussed above, it follows that employing active learning in RSs produces some promising 

results when considering the customer cold-start problem. However, the integration of active 

learning within a deep learning paradigm has not been widely explored in this scenario [31]. As 

reported in [31, 32], the use of deep active learning in detecting cancer through the selection of 

informative samples and training a CNN showed some success. Similarly, in [33], active learning 

was used to label new images prior to training. To the best of our knowledge, this is the first work 

that studies the use of deep active learning to alleviate the cold-start and data sparsity problems in 

RSs.  

4.3 PUPP-DA Framework 

The presented PUPP-DA framework focuses on answering the following research questions. It 

should be noted that the presented results are highly domain-dependent and apply for the datasets 

used in this study. 

 

RQ1. Can active learning be used to improve the results of RSs?  

RQ2. What is the value of deep active learning for RSs?  

RQ3. Which ML algorithm would result in the best performance for cold-start users?  

RQ4. Comparing ML and deep learning methods, what is the benefit for RSs?  

 

In this section, we introduce our PUPP-DA framework, which employs both ML and deep 

learning methods to address the cold-start and data sparsity problems.  

First, we use soft clustering, the EM method, to create our user segmentation. In the previous 

chapter we evaluated different clustering techniques. Earlier we concluded that EM is most 

suitable for the RSs and datasets we used; therefore, a decision was made to use this algorithm in 

this framework. In addition, we use a k-NN (EM-k-NN framework) and subspace method (EM-

subspace framework) with k-NN as a base classifier for the clustered dataset. The results from ML 

and deep learning are compared with the traditional CF (using k-NN) framework, which 

constitutes our baseline.  
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There are different variations of active learning in which the learner will ask the human expert, 

or so-called oracle, to label some unlabeled instances [230, 231]. In this framework, we use the 

pool-based sampling, which is categorized for the way it accesses the unlabeled instances [230]. 

This approach has been widely used for real-world applications in ML [230, 231]. In pool-based 

sampling, the learning method is trained on a set of unlabeled instances. At each step, the learner 

selects the most informative instances and requests their label from the system expert [230, 231]. 

Following [231], informative instances are defined as those with the ability to reduce the  

uncertainty of the underlying statistical model  [232]. In the pool-based method, the active learning 

algorithm evaluates the entire set, or so-called pool, of unlabeled instances, then selects the best to 

query using a predefined strategy [231]. Considering a classification setting, the main goal is to 

improve the accuracy using as few unlabeled instances as possible, which reduces the cost of 

obtaining them [231]. As mentioned above, active learning is an effective way to collect more 

information about the user using either explicit or implicit information extraction. In RSs, several 

personalized active learning strategies have been introduced in the literature, e.g., influence based, 

prediction based, and user partitioning [233]. In this framework, we utilize an explicit approach in 

which we expand the users’ profile by adding additional ratings of items which improve the insight 

into users’ preferences. To evaluate the presented unlabeled instances to the human expert, we 

selected instances by focusing on the items with the highest prediction rates [233, 234]. In this 

framework, if a new user rates a small number of highly relevant items, that may be sufficient for 

first analyzing the item’s features and then calculating the similarity to other items in the system. 
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Figure 15 shows the steps involved in the ML component of our PUPP-DA framework. Initially, 

we employ cluster analysis to assign customers to groups using the soft clustering approach [73]. 

This approach results in overlapping clusters, whereby a user may belong to more than one cluster, 

and it accurately reflects the human behavioral complexity. Once the groups are created, we apply 

two splitting methods to generate the training and test sets. We use a random split method—a 

common practice in ML. In addition, we design an approach that focuses on so-called popular 

users, as is detailed in section 4.4.4. The cold-start problem is addressed as follows. When a new 

user logs in to the system, the initial model is employed to find user groups with similar preferences. 

As stated before, we employ the k-NN algorithm to assign a new user to a given group [80, 89]. 

We use a ML algorithm to evaluate and potentially improve the group assignment. To this end, a 

human expert evaluates the predictive outcome and selects two records (for each user) with the 

highest prediction rate. These are appended to the training set [220, 233]. A new model is trained 

against the new, enlarged dataset. This process is repeated until a stopping criterion is met.  

 

Figure 15. Workflow of our methodology. 
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4.3.1 Framework Components  

4.3.1.1 Cluster Analysis Component.  

As discussed earlier in subsection 2.5.1, cluster analysis is an unsupervised learning technique 

used to group data when class labels are unknown [220]. This type of analysis allows the data 

distribution to be determined while discovering patterns and natural groups [32]. In an e-commerce 

setting, the goal is to maximize the similarity of individuals within the group while minimizing the 

similarity of characteristics between groups [147]. Therefore, similarities in opinions, likes, and 

ratings of the users are evaluated for each group  [68].  

Numerous options for algorithms are available for cluster analysis. With soft clustering, the 

groups may overlap; consequently, a data point may belong to more than one group. Intuitively, 

users’ group memberships are often fuzzy in RSs. We therefore use EM clustering in our PUPP-

DA framework. As discussed earlier, the EM algorithm proceeds by re-estimating the assigned 

probabilities, adjusting the mean and variance values to improve the assignment points, and 

iterating until convergence [148]; further details are discussed in subsection 2.5.1.3. 

4.3.1.2 Classification Component.  

We use traditional CF as our baseline framework in which k-NN is utilized, as discussed in 

subsection 2.5.2.2. In addition, we also employ probabilistic, NB classifier, and eager learning 

methods, DT and HT classifiers, in this framework.  

Ensemble learning aims to improve a single algorithm performance and to provide accurate 

predictions [2, 174, 175, 177]. We utilize the Random Subspace ensemble-based method in this 

framework, as it resulted in better performance through our extensive experimentation in the HCC-

Learn framework. As discussed in subsection 2.5.3.3, the learning process in the Random 

Subspace method builds its model by focusing on different feature subsets rather than considering 

instance subsets. This approach, therefore, evaluates all features in the subspace and selects the 

most informative ones based on the selected features. That is, feature subsets are created randomly 

with replacements from the training set. Subsequently, each individual classifier learns from the 

created subsets while considering all training examples [185].  
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As discussed earlier in subsection 2.5.4.1, several works reported on the strength of CNNs in 

terms of extracting informative features and in terms of finding hidden relationships in data. 

Therefore, CNNs are employed in our experimentation. In our architectures, the maximum pooling 

function, a down-sampling strategy, is used. The strength of this method is that it reduces the 

dimensionality, while allowing the learning process to focus on the features contained in the sub-

region [235, 236]. Figure 16 illustrates the PUPP-DA architecture, which, as stated above, uses 

pool-based sampling during the active learning phrase 

4.4 Experimental Setup 

To evaluate the framework, we conduct our experimental evaluation using the same environment 

as in the HCC-Learn framework, see subsection 3.4. 

4.4.1 Dataset Description  

We used two datasets to evaluate our PUPP-DA framework. We tested our framework on the 

Serendipity dataset [237], which contains 2,150 movie ratings as well as descriptions of the movies 

 

Figure 16. Deep active learning workflow. 
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and users’ responses to questionnaires about the movies they have rated. The second dataset is the 

famous MovieLens dataset [238]. This dataset is well-known in RSs research and contains 100,836 

ratings on 9,742 movies. 

4.4.2 Dataset Pre-Processing 

Initially, the movie genres were determined with the help of the statista.com and imdb.com 

websites, as shown in Table 23. Additional preprocessing steps involved removing all ratings 

lower than 2.5 out of 5 to focus the recommendations on popular movies. In addition, for the 

Serendipity dataset, attributes 𝑆1 to 𝑞 provide information about survey answers. These answers 

relate to users’ experience using the RSs and the movie suggestions presented to them. If fewer 

than 5 questions were answered, the record was removed for lack of information. We eliminated a 

total of 18 records.   

Table 23. Genre feature coding. 

Genre Code Genre Code Genre Code 
Adventure 1 Thriller (crime) 5 Documentary 9 

Action 2 Horror 6 Sci-Fi 10 
Drama 3 Romantic Comedy 

– Romance 
7 Musical 11 

Comedy 4 Children 8 Animation 12 
    Others 13 

 

For the deep learning experiments, we increased the number of features from 6 to 24 features 

by expanding the genre attribute. We applied one-hot encoding on the genre feature, and this 

resulted in 19 extra features. We call this dataset MovieLensExpand in our subsequent discussions. 

List of Architectures and Parameters 

Table 24 shows the architectures of the different deep learning algorithms used for our 

experimental evaluation. For convenience, our experiments are referred to as architectures 1 to 12. 

For architectures 1 to 3 and 7 to 9, the neural network has three convolutional layers with 100, 50, 

and 25 filters, respectively, without a pooling layer. The kernel size is 4𝑥4 . However, for 

architectures 4 to 6 and 10 to 12, a pooling layer of size 2𝑥2 with a maximum aggregation function 

was inserted after the first hidden layer. The sizes of both the kernels and the pooling layer were 

determined by inspection to maximize the accuracy of the system; the maximum pooling function 
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was used. As expected, adding a pooling layer after each hidden layer resulted in longer training 

time and lower accuracy, as demonstrated by our experimental results.  

 

Table 24. List of architectures (denoted as Arch.). 

 Without clustering  With EM clustering 

Arch. 1 1 Layer – 100 Filter Arch.  7 1 Layer – 100 Filter 
Arch.  2 2 Layers – 100, 50 filters Arch.  8 2 Layers – 100, 50 filters 
Arch.  3 3 Layers – 100, 50, 25 filters Arch.  9 3 Layers – 100, 50, 25 filters 

Arch.  4 
1 Layer with 4𝑥4 patch size and 2𝑥2 pool size 

Arch.  
10 

1 Layer with 4𝑥4 patch size and 2𝑥2 pool size 

Arch.  5 
2 Layers – 100, 50 filter each with 

4𝑥4 patch 2𝑥2 pool 
Arch.  

11 
2 Layers – 100, 50 filter each with 

4𝑥4 patch 2𝑥2 pool 

Arch.  6 
3 Layers – 100, 50, 25 filters each 

with 4𝑥4 patch and 2𝑥2 pool 
Arch.  

12 
3 Layers – 100, 50, 25 filters each 

with 4𝑥4 patch - 2𝑥2 pool 
 

4.4.3 Experimental Setup 

In our experimental evaluation, as introduced earlier, we employ the EM cluster analysis algorithm 

to segment users into potentially overlapping clusters. We initially utilize two baseline classifiers: 

k-NN and the Random Subspace ensemble method with k-NN as the base learner. The value of k 

is set to 5, while the number of features to be included in a subspace is fixed at 0.50 (50%); both 

values are set by inspection. In active learning, we proceed in a number of iterations, where in each 

iteration we select for each user the two records with the highest prediction rate. After labelling, 

these two records are appended to the original training set and removed from the test set. The 

number of iterations in the present work is limited to five to process the requests fast. Our model 

is evaluated using the 10-fold cross-validation approach.  

4.4.4 Cold-Start Simulation 

This section explains the approach for simulating the cold-start problem. We employ two (2) 

techniques to split our datasets, random split and popularity split. Initially, each technique is 

evaluated against the traditional k-NN, EM-k-NN, and EM-Subspace methods. 

In the random split method, the dataset is divided randomly between training (70%) and testing 

(30%) sets, where the training dataset contains the known rating by the system, as already provided 
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by the users. The test set, however, includes unknown ratings. Note that this approach is commonly 

adopted in the literature [220].  

Popularity split evaluates the popularity associated with the users and the items. In this scenario, 

we consider the users with the highest number of ratings and refer to them as “popular users,” i.e., 

those who use the system frequently. These users are removed from the training set and used as 

test subjects for cold-start simulations. A removed user must have rated at least five popular movies 

to be considered for removal; the choice of five movies was determined by inspection. By 

removing members in this manner, we increase the chance for the system to find similarities among 

more users’ segmentations in the system. This is, as far as we are aware, the first research to use 

the notion of popular, or frequent, users to guide the determination of the recommendations made 

to cold-starts. We do so based on the assumption of trends (such as in clothing RSs) and top rating 

systems for movies or music (such as in Netflix and iTunes). 

For a user to be considered as a test subject in the popularity split, the following criteria must 

be met:  

- The user must have a high number of ratings, as opposed to a random split, where the 

number of items rated by the user is ignored, as shown in Table 25. 

- The rated movies must have a rating greater than 2.5 (out of 5). 

- The user must have rated popular movies. The unpopular movies create a grey-sheep 

problem, which refers to users who are atypical. We do not address grey-sheep in this 

framework.  

We illustrate our results with 10 users randomly selected from the test sets of both splits. Table 

25 shows information about the selected users in the MovieLens dataset. It is important to stress 

that we must ensure that each selected user does not have remaining records in the training set. 

This verification ensures a properly simulated cold-start problem. 

4.4.5 Evaluation Criteria 

As mentioned, k-NN is widely employed in CF systems. Consequently, we use it as our baseline 

as well as the base learner in our feature subspace ensemble. We also employ the mean absolute 

error (MAE) measure, which indicates the deviation between predicted and actual ratings, as a 
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predictive measure [239], and employ the model accuracy and the F-measure (geometric mean of 

recall and precision) to determine the usefulness of the recommendation list [239]. 

Table 25. Test subject from MovieLens dataset. 

Popular users Random split 
User ID #Rating User ID #Rating 

599 1096 1 226 
474 1280 225 67 
414 1491 282 190 
182 805 304 194 
477 772 34 56 
603 773 374 32 
448 698 412 90 
288 724 450 48 
274 780 510 74 
68 677 602 118 

 

4.5 Results and Discussions  

In this section we discuss the performance of the model in terms of accuracy, MAE, and F-measure. 

Individual users are considered in our evaluation. 

4.5.1 System Evaluation 

First, we discuss our findings for RQ1. Table 26 and Table 27 show the classification accuracy of 

the ML methods in system for random and popularity splits. In both cases, active learning improves 

the performance—by 39.66% for the Serendipity dataset and 59.95% for the MovieLens dataset. 

When considering the random split results, we note increases of 20.56% for the Serendipity dataset 

and 42.8% for the MovieLens dataset. These results are obtained using the EM clustering 

technique. 

We also enhance the performance of the CF framework by introducing the Subspace method. 

As described earlier, instead of using the k-NN algorithm as a single classifier, we apply an 

ensemble subspace method using k-NN as a base learner and a subspace of 50% features. Again, 

we note an improvement over the traditional CF system. Specifically, the random split method 

improves results by 23.91% for the Serendipity dataset and 47.47% for the MovieLens dataset, 
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compared to the traditional framework. In addition, using the popularity split method, the accuracy 

increases by 40.96% and 60.31%, respectively. The results of Table 26 and Table 27 indicate that 

the popularity split method always results in much higher accuracy. 

Table 30 and Table 31 depict the results for the F-measure, which again confirms the benefit of 

focusing on popular users while training. The same observation holds when the MAE metric is 

employed.  

Table 32 contains a summary of the improvement in percentage over the CF framework for 

both datasets. Note that these improvements are calculated only for the first iteration, as we are 

interested in the immediate, cold-start problem. The outcome of the last four iterations confirms 

that the system can make appropriate recommendations to new users while performing adequately 

for existing users.  

Table 26. Model accuracy for MovieLens dataset. 

  Iteration 1 Iteration 2 Iteration 3 Iteration 4 Iteration 5 

Popularity 
Split 

k-NN 38.50 38.43 38.28 38.37 38.44 
EM-k-NN 98.45 98.47 98.44 98.50 98.47 

EM-Subspace 98.81 99.18 98.83 98.86 98.68 

Random 
Split 

k-NN 39.08 38.94 38.91 39.11 39.22 
EM-k-NN 81.88 81.76 81.81 81.87 81.83 

EM-Subspace 86.55 88.51 87.23 87.14 86.38 
 

Table 27. Model accuracy for Serendipity dataset. 

  Iteration 1 Iteration 2 Iteration 3 Iteration 4 Iteration 5 

Popularity 
Split 

k-NN 42.18 42.35 43.29 43.07 44.83 
EM-k-NN 81.84 81.63 81.87 82.58 82.58 

EM-Subspace 83.14 83.18 84.04 84.17 81.60 

Random 
Split 

k-NN 43.87 44.18 45.08 45.24 46.51 
EM-k-NN 64.43 65.07 65.23 65.33 66.47 

EM-Subspace 67.78 68.40 69.27 69.21 69.77 
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Table 28. MAE results for the popularity split test method. 

 k-NN EM-k-NN EM-Subspace 
 Serendipity MovieLens Serendipity MovieLens Serendipity MovieLens 

Iteration 1 0.214 0.237 0.120 0.039 0.167 0.106 
Iteration 2 0.213 0.237 0.119 0.039 0.170 0.108 
Iteration 3 0.211 0.237 0.119 0.039 0.167 0.110 
Iteration 4 0.211 0.237 0.118 0.039 0.167 0.110 
Iteration 5 0.210 0.237 0.118 0.039 0.167 0.095 

 

Table 29. MAE results for the random split test method. 

 k-NN EM-k-NN EM-Subspace 
 Serendipity MovieLens Serendipity MovieLens Serendipity MovieLens 

Iteration 1 0.210 0.237 0.175 0.116 0.204 0.164 
Iteration 2 0.210 0.237 0.173 0.116 0.201 0.161 
Iteration 3 0.209 0.237 0.171 0.116 0.199 0.168 
Iteration 4 0.206 0.237 0.170 0.116 0.201 0.166 
Iteration 5 0.205 0.236 0.168 0.116 0.198 0.163 

 

Table 30. F-measure results for the popularity split method. 

 k-NN EM-k-NN EM-Subspace 
 Serendipity MovieLens Serendipity MovieLens Serendipity MovieLens 

Iteration 1 0.594 0.352 0.818 0.984 0.830 0.988 
Iteration 2 0.595 0.351 0.816 0.985 0.831 0.992 
Iteration 3 0.604 0.350 0.819 0.984 0.840 0.988 
Iteration 4 0.602 0.351 0.826 0.985 0.841 0.989 
Iteration 5 0.619 0.352 0.826 0.985 0.815 0.987 

 

Table 31. F-measure for the random split test method. 

 k-NN EM-k-NN EM-Subspace 
 Serendipity MovieLens Serendipity MovieLens Serendipity MovieLens 

Iteration 1 0.610 0.359 0.629 0.817 0.656 0.864 
Iteration 2 0.613 0.358 0.636 0.816 0.660 0.884 
Iteration 3 0.622 0.357 0.636 0.816 0.671 0.872 
Iteration 4 0.623 0.360 0.637 0.817 0.668 0.871 
Iteration 5 0.635 0.361 0.650 0.817 0.673 0.863 
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Table 32. Improvement in predictive accuracy measures for system-wide performance over traditional CF. 

Framework 
Accuracy 

Increase by 
% 

F-measure 
Increase by 

% 

MAE 
Decrease by 

% 
Dataset 

Popularity test method 

EM-CF 
39.99 0.224 0.094 Serendipity 
59.95 0.632 0.198 MovieLens 

EM-Subspace-CF 
40.96 0.236 0.047 Serendipity 

60.31 0.636 0.131 MovieLens 

Random split test method 

EM-CF 
20.87 0.019 0.035 Serendipity 
42.80 0.581 0.243 MovieLens 

EM-Subspace-CF 
23.91 0.046 0.006 Serendipity 

47.47 0.628 0.195 MovieLens 

 

 

 

 

 

 

 

 

 

Figure 17. PUPP-DA framework accuracies on MovieLens and Serendipity datasets. 
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Table 33. Results for random split in all architectures against the MovieLensExpand dataset 

 Without Clustering  With EM Clustering 
 Accuracy MAE F-measure  Accuracy MAE F-measure 
 Arch.1: 1 Layer – 100 Filter  Arch.7: 1 Layer – 100 Filter 

Iteration 1 31.808 0.2561 ?  98.610 0.0291 0.9860 
Iteration 2 31.793 0.2560 ?  98.606 0.0292 0.9860 
Iteration 3 31.771 0.2562 ?  98.626 0.0293 0.9860 
Iteration 4 31.720 0.2561 ?  98.643 0.0293 0.9860 
Iteration 5 31.740 0.2562 ?  98.633 0.0290 0.9860 

 Arch.2: 2 Layers – 100, 50 filters  Arch.8: 2 Layers – 100, 50 filters 
Iteration 1 31.7011 0.2564 ?  98.4412 0.0316 0.9840 
Iteration 2 31.4779 0.2564 ?  98.3186 0.0317 0.9830 
Iteration 3 31.6527 0.2563 ?  98.4605 0.0314 0.9840 
Iteration 4 31.6280 0.2565 ?  98.3600 0.0323 0.9830 
Iteration 5 31.5754 0.2564 ?  98.5123 0.0312 0.9850 

 Arch.3: 3 Layers – 100, 50, 25 filters  Arch.9: 3 Layers – 100, 50, 25 filters 
Iteration 1 31.3238 0.2574 ?  98.2671 0.0350 0.9830 
Iteration 2 31.2446 0.2574 ?  98.2919 0.0350 0.9830 
Iteration 3 31.3476 0.2575 ?  98.2517 0.0365 0.9820 
Iteration 4 31.0654 0.2574 ?  98.3252 0.0346 0.9830 
Iteration 5 30.9956 0.2574 ?  98.1551 0.0368 0.9810 

 
Arch.4: 1 Layer with 4x4 patch size and 

2x2 pool size 
 

Arch.10: 1 Layer with 4x4 patch size and 
2x2 pool size 

Iteration 1 31.9727 0.2531 0.2260  93.5398 0.0415 0.9340 
Iteration 2 31.9095 0.2533 0.2440  93.5285 0.0416 0.9340 
Iteration 3 32.2699 0.2528 0.2360  93.5660 0.0408 0.9340 
Iteration 4 32.1882 0.2528 0.2320  93.5153 0.0412 0.9340 
Iteration 5 31.9685 0.2525 0.2100  93.5434 0.0411 0.9340 

 
Arch.5: 2 Layers – 100, 50 filter each 

with 4x4 patch 2x2 pool 
 

Arch.11: 2 Layers – 100, 50 filter each 
with 4x4 patch 2x2 pool 

Iteration 1 31.0209 0.2558 ?  92.5114 0.0463 0.9230 
Iteration 2 31.2586 0.2549 ?  92.6466 0.0458 0.9240 
Iteration 3 31.0390 0.2548 ?  92.5114 0.0457 0.9230 
Iteration 4 31.0747 0.2559 ?  92.6871 0.0464 0.9250 
Iteration 5 31.1985 0.2551 ?  92.4755 0.0467 0.9230 

 
Arch.6: 3 Layers – 100, 50, 25 filters 

each with 4x4 patch and 2x2 pool 
 

Arch.12: 3 Layers – 100, 50, 25 filters 
each with 4x4 patch - 2x2 pool 

Iteration 1 31.3621 0.2553 ?  19.6546 0.2824 ? 
Iteration 2 31.3665 0.2549 ?  18.6625 0.3134 ? 
Iteration 3 31.3488 0.2551 ?  31.0776 0.2802 0.296 
Iteration 4 31.1026 0.2552 ?  17.3562 0.3048 ? 
Iteration 5 31.2530 0.2552 ?  27.0162 0.3045 ? 
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Table 34. Results for popularity split in all architectures against the MovieLensExpand dataset. 

 Without Clustering   With EM Clustering  
 Accuracy MAE F-measure  Accuracy MAE F-measure 
 Arch.1: 1 Layer – 100 Filter   Arch.7: 1 Layer – 100 Filter  

Iteration 1 32.3328 0.2553 ?  98.6855 0.0287 0.9870 
Iteration 2 32.3290 0.2554 ?  98.6819 0.0283 0.9870 
Iteration 3 32.3364 0.2553 ?  98.5727 0.0287 0.9860 
Iteration 4 32.3878 0.2554 ?  98.5865 0.0289 0.9860 
Iteration 5 32.3512 0.2553 ?  98.5375 0.0286 0.9850 

 Arch.2: 2 Layers – 100, 50 filters  Arch.8: 2 Layers – 100, 50 filters  
Iteration 1 32.1711 0.2552 ?  98.4277 0.0314 0.9840 
Iteration 2 32.3228 0.2554 ?  98.4962 0.0313 0.9850 
Iteration 3 32.1299 0.2554 ?  98.3711 0.0317 0.9840 
Iteration 4 32.2562 0.2552 ?  98.4459 0.0318 0.9840 
Iteration 5 32.1728 0.2553 ?  98.3262 0.0321 0.9830 

 Arch.3: 3 Layers – 100, 50, 25 filters  Arch.9: 3 Layers – 100, 50, 25 filters 
Iteration 1 31.5767 0.2561 ?  98.1899 0.0354 0.9820 
Iteration 2 31.6925 0.2566 ?  98.2839 0.0351 0.9830 
Iteration 3 31.7881 0.2562 ?  98.1762 0.0368 0.9820 
Iteration 4 31.8678 0.2563 ?  98.1674 0.0361 0.9820 
Iteration 5 31.5323 0.2563 ?  98.1185 0.0398 0.9810 

 
Arch.4: 1 Layer with 4x4 patch size and 

2x2 pool size 
 

Arch.10: 1 Layer with 4x4 patch size and 
2x2 pool size 

Iteration 1 32.5612 0.2524 ?  93.6614 0.0403 0.9350 
Iteration 2 32.5191 0.2522 ?  93.6364 0.0408 0.9350 
Iteration 3 32.2581 0.2529 ?  93.6247 0.0401 0.9350 
Iteration 4 32.4751 0.2528 ?  93.6772 0.0410 0.9350 
Iteration 5 32.3503 0.2528 ?  93.6772 0.0410 0.9350 

 
Arch.5: 2 Layers – 100, 50 filter each 

with 4x4 patch 2x2 pool  
 

Arch.11: 2 Layers – 100, 50 filter each 
with 4x4 patch 2x2 pool 

Iteration 1 32.0910 0.2543 ?  92.7691 0.0452 0.9260 
Iteration 2 31.8594 0.2548 ?  92.7830 0.0448 0.9260 
Iteration 3 32.0143 0.2549 ?  92.6474 0.0450 0.9240 
Iteration 4 31.8669 0.2543 ?  92.7255 0.0454 0.9250 
Iteration 5 31.8077 0.2546 ?  92.7314 0.0453 0.9250 

 
Arch.6: 3 Layers – 100, 50, 25 filters 

each with 4x4 patch and 2x2 pool  
 

Arch.12: 3 Layers – 100, 50, 25 filters 
each with 4x4 patch - 2x2 pool 

Iteration 1 32.0923 0.2540 ?  37.9286 0.2848 0.2850 
Iteration 2 32.0544 0.2544 ?  33.4406 0.2839 0.2750 
Iteration 3 31.9484 0.2543 ?  23.1218 0.3089 ? 
Iteration 4 32.0119 0.2537 ?  30.3928 0.2809 0.2900 
Iteration 5 31.8699 0.2543 ?  24.4119 0.2692 0.3350 

 

Next, we discuss our results when utilizing CNNs, in order to answer our second RQ. We use 

12 different CNN architectures, as depicted in Table 24. When analyzing Table 33 and Table 34, 

we find that performing user segmentation with EM clustering results in better models for both 
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random and popularity splits. That is, both techniques result in very comparable model 

performance, therefore providing little additional insight into the cold-start problem. For this 

reason, we further evaluate these models by examining the individual users’ prediction, as reported 

above. In terms of system performance, the highest accuracy achieved is 98.81% using the 

subspace method with the popularity split. In the deep learning setting, both the popularity split, 

and random split methods result in comparable performance, indicating that the deep learning 

method is successful in capturing relationships in between users. 

4.5.2 User Prediction Rates 

In this section, we further validate our approach by considering the user prediction rate. This 

validation assists us in answering our last two RQs. In this section, the prediction rates for the ten 

(10) users from the MovieLens dataset are presented. The results of Table 35 initially indicate that 

EM-k-NN has the best prediction rates when employing ML algorithms, rather than deep learning. 

However, after the third iteration, when a random split is employed, the prediction rate begins to 

decrease, at least for some users. Furthermore, by considering the overall performance of the 

system, we can conclude that EM-subspace presents the best performance against these datasets 

when compared to the other two models.  

Table 35. New user prediction accuracy in percentage. 

Popular user 

UserID 182 274 288 414 448 474 477 599 603 68 
CF 80 100 100 100 100 86 100 100 85 80 

EM-CF 100 100 100 100 100 100 100 100 100 100 
EM-subspace-CF 91 90 91 92 91 92 91 91 91 90 

Random split 
UserID 1 225 282 304 34 374 412 450 510 602 

CF 71 52 48 61 41 56 71 50 55 76 
EM-CF 100 100 100 100 100 100 100 100 100 100 

EM-subspace-CF 63 61 61 62 58 62 59 63 61 63 

 

In what follows, we compare the new users’ prediction rates for the first two iterations, between 

the random split and popularity split, while using different deep active learning architectures. We 

report the total average for users’ prediction rates in iterations 1 and 2. For each type of split, as 
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noted earlier, we test 10 different users, as shown in Table 25. For more details about the individual 

predictions, the reader is referred to Table 52 in appendix 1.  

As reported in Table 36, the prediction rates remain below 50% for almost all users when 

architectures 1 to 6 are employed. However, with architectures 7 to 11, the models predict the 

correct product for recommendation with a 100% certainty for at least two items per user. For 

instance, let us consider architecture 7, where each convolutional layer consists of 100 kernels. In 

this setting, the prediction rates vary between 76.8% and 100%. Active learning selects the two 

items with a 100% prediction rate (the two highest prediction rates), labels them, and appends 

them to the training set. It will be recalled that only the two items with the highest prediction rates 

are added to the training set during the active learning phase. Therefore, the results for a user are 

the average of the two movies with the highest prediction rates.  

When the popularity split is employed with architectures 7 to 11, accuracies between 92% and 

98% are obtained. As depicted in Table 36, during the active learning phase, at least two items had 

a prediction rate of 100%. Active learning in general improves the deep active learning results for 

the initial predictions. These initial predictions play a pivotal role in the cold-start setting. While 

analyzing these results, we further note that the prediction rates for some individual users were 

improving only in the third, fourth, or even fifth iteration. Consequently, their profiles were more 

difficult to learn, which means that more iterations were required for a satisfactory conclusion of 

the active learning process. 

Table 36. Average prediction rates for the 10 test users – results in percentage. 

 Random Split  Popularity Split 
 Iteration 1 Iteration 2  Iteration 1 Iteration 2 

Architecture 1 42.30% 41.30%  39.50% 38.30% 
Architecture 2 41.00% 39.80%  39.00% 37.80% 
Architecture 3 39.10% 35.20%  37.10% 36.20% 
Architecture 4 45.50% 45.70%  41.90% 45.80% 
Architecture 5 35.50% 36.00%  37.10% 38.90% 
Architecture 6 38.10% 38.70%  38.40% 36.80% 
Architecture 7 100.00% 99.81%  100.00% 100.00% 
Architecture 8 100.00% 99.85%  100.00% 100.00% 
Architecture 9 99.99% 99.90%  100.00% 100.00% 
Architecture 10 100.00% 100.00%  100.00% 100.00% 
Architecture 11 100.00% 100.00%  100.00% 100.00% 
Architecture 12 31.10% 30.90%  29.70% 29.30% 
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4.5.3 Statistical Validation  

In this section, we validate our framework for using only ML, then for using deep active learning. 

First, we discuss the results of our statistical significance testing using the Friedman test; the 

confidence level being set to 𝑎 = 0.05. That is, we wish to determine whether there is a statistical 

significance between the performance of the baseline CF method using k-NN, the two variants of 

our PUPP system (EM and EM-subspace). 

4.5.3.1 PUPP-DA using machine learning 

In this validation, the Friedman yields a p-value of 0.000171 for the Serendipity dataset, and a p-

value of  0.000139 for the MovieLens dataset. Therefore, the null hypothesis is rejected for both 

datasets, which means there is a significant difference among the three frameworks. We report the 

results of the pairwise comparisons in Figure 18 and Figure 19. 

Furthermore, to determine if there is a significant difference between each pair, we perform the 

Nemenyi post-hoc test. As shown in  

Table 37, there is a significant difference among three pairs: EM-k-NN versus k-NN, EM-

subspace versus k-NN, and k-NN versus EM-k-NN. These results confirm that the system benefits 

from soft clustering and active learning. There is no statistical difference between the versions that 

use a baseline learning (k-NN) when compared to an ensemble, which indicates that a single 

classifier may be employed against these datasets. These results confirm our earlier discussion in 

which EM-k-NN and EM-subspace, when used with the popularity split method, perform 

significantly better when compared with the random split method. 

 

Figure 18. Friedman test mean ranks for the MovieLens dataset. 
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Table 37. Nemenyi p-values for the PUPP-DA framework [1]. 

Serendipity Dataset 

 P-k-NN P-EM-kNN 
P-EM-

Subspace 
R-k-NN R-EM-kNN 

P-EM-kNN 0.005178     
P-EM-Subspace 0.000708 0.995925    

R-kNN 0.958997 0.074302 0.016639   
R-EM-kNN 0.538193 0.427525 0.168134 0.958997  

R-EM-Subspace 0.113891 0.91341 0.65049 0.538193 0.958997 
MovieLens Dataset 

 P-kNN P-EM-kNN 
P-EM-

Subspace 
R-kNN R-EM-kNN 

P-EM-kNN 0.009435     
P-EM-Subspace 0.000343 0.958997    

R-kNN 0.958997 0.113891 0.009435   
R-EM-kNN 0.538193 0.538193 0.113891 0.958997  

R-EM-Subspace 0.113891 0.958997 0.538193 0.538193 0.958997 
 

4.5.3.2 PUPPA-DA using Deep Learning  

Friedman Test for All Architectures.  

In this section, we first validate all the architectures used in the PUPP-DA framework. We perform 

a Friedman test with a significance level of 0.05, which, when considering all architectures, results 

in a significance level of 2.48E − 013 ≅ 0.00. Therefore, we reject the null hypothesis and 

determine that there is a significant difference between the 24 architectures we tested. The question, 

however, is which one is the best. To answer this question, we consider the Friedman Two-Way 

 

Figure 19. Friedman test mean ranks for the Serendipity dataset. 
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Analysis of Variance by Rank. Figure 20 shows the mean rank for all architectures. In Table 38, 

which contains the mean rank of all architectures, we set our threshold at mean rank = 15, based 

on the mean rank results and the model accuracies. Considering Table 38, we observe that 

architectures 7 to 11 achieve higher ranks using both splits. This also validates our results in Table 

33 and Table 34 where the models achieve an accuracy higher than 90% for these architectures. 

Next, we explore these 10 architectures to determine whether there is a superior configuration. 

Table 38. Friedman’s mean rank for all architectures. 

Arch.  # Mean Rank Arch.  # Mean Rank 
R-Arch. 7 23.60 P-Arch. 1 13.00 
P-Arch. 7 23.40 P-Arch. 4 13.00 
R-Arch. 8 21.60 P-Arch. 2 11.40 
P-Arch. 8 21.40 R-Arch. 4 10.40 
R-Arch. 9 20.00 P-Arch. 6 9.80 
P-Arch. 9 19.00 P-Arch. 5 8.80 
P-Arch. 10 18.00 R-Arch. 1 7.20 
R-Arch. 10 17.00 P-Arch. 3 6.80 
P-Arch. 11 16.00 P-Arch. 12 6.40 
R-Arch. 11 15.00 R-Arch. 2 6.00 

  R-Arch. 6 4.00 
  R-Arch. 3 3.00 
  R-Arch. 5 3.00 
  R-Arch. 12 1.60 

 

 

 

Figure 20. Test mean ranks for the MovieLensExpand dataset. 
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Wilcoxon Signed Ranks Test.  

Earlier we noted that architectures 7 to 11 achieve a higher performance in terms of accuracy and 

mean rank. However, in this framework, we use two splits to evaluate our model performance: 

popularity and random splits. Therefore, we proceed to test each architecture for both popularity 

split (P) and random split (R) to determine whether there is a statistical significance in the results. 

From the following table, we conclude that the results obtained by architectures 9, 10, and 11 are 

below the significance level of 0.05. Subsequently, the null hypothesis (that all architectures are 

equal) is rejected for these three architectures. This implies that, for these architectures, using 

different splits has an impact on building the learning model. However, the type of split has little 

influence on the results for architectures 7 and 8.  

Table 39. Wilcoxon test Statistics. 

 
R-Arch. 7 – 
P-Arch. 7 

R-Arch. 8 – 
P-Arch. 8 

R-Arch. 9 – 
P-Arch. 9 

R-Arch. 10 
– P-Arch. 10 

R-Arch. 11 
– P-Arch. 11 

Z -.135b -.405b -2.023b -2.023c -2.023c 
Asymp. Sig. (2-

tailed) 
0.893 0.686 0.043 0.043 0.043 

 

Friedman Test for Architectures 7 to 11.  

In this section, we evaluate all results for architectures 7 to 11, considering both splits. The 

Friedman test results in a significance of 0.000001, which is lower than the tested level of 0.05. 

Therefore, the hypothesis that all architectures perform the same on the given dataset is rejected. 

This means that there is a significant difference between the five tested architectures (7 to 11) for 

both splits. As mentioned earlier, architectures 7 to 11 resulted in better performance in terms of 

accuracy and this was validated by considering the Friedman’s mean rank.   

We report the results of the pairwise comparisons in Figure 21, which illustrates the frequency 

count for each architecture we tested in the PUPP-DA framework. Furthermore, to determine if 

there is a significant difference between each pair, we perform the Nemenyi post-hoc test. As 

shown in Table 40, there is a significant difference among the eight pairs highlighted in bold.  
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Table 40. Nemenyi p-values for Arch. 7 to 11. 

 
P-Arch. 

7 
P-Arch. 

8 
P-Arch. 

9 
P-Arch. 

10 
P-Arch. 

11 
R-Arch. 

7 
R-Arch. 

8 
R-Arch. 

9 
R-Arch. 

10 

P-Arch. 8 
0.98949

7 
        

P-Arch. 9 
0.39024

4 
0.96351        

P-Arch. 10 
0.12956

3 
0.75085

3 
0.99995

9 
      

P-Arch. 11 
0.00438

6 

0.12956
3 

0.86428
5 

0.98949
7 

     

R-Arch. 7 1 
0.97952

7 
0.32421

2 
0.09877

4 
0.00289

8 
    

R-Arch. 8 
0.99515

3 
1 

0.93975
6 

0.68278
1 

0.09877
4 

0.98949
7 

   

R-Arch. 9 
0.75085

3 
0.99931

9 
0.99995

9 
0.98949

7 
0.53534

2 
0.68278

1 
0.99803

3 
  

R-Arch. 10 
0.02855

7 

0.39024
4 

0.98949
7 

0.99995
9 

0.99995
9 

0.02018

1 

0.32421
2 

0.86428
5 

 

R-Arch. 11 
0.00048

7 

0.02855

7 

0.53534
2 

0.86428
5 

0.99995
9 

0.00030

3 

0.02018

1 

0.21213
2 

0.98949
7 

 

 

Figure 21. Friedman test mean ranks for the MovieLensExpand dataset. 
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To further the summaries in Table 40, we consider the tests in bold that show that there is a 

significant difference among the results. To this end, in Table 41 we compare these results in terms 

of accuracy for the first iteration. As explained, our main purpose for the experiment is to alleviate 

the cold-start problem in RSs. In addition, we have mentioned that adding a pooling layer results 

in dimensionality reduction. As indicated in Table 33 and Table 34, adding a pooling layer in 

architectures 10 to 12 actually reduces the model performance. Using a CNN architecture with 1 

or 2 hidden layers that contain 100 or 50 filters is a better solution for the dataset on hand, 

especially when considering the cold-start problem. 

Table 41. Final comparison in terms of significance level and accuracy. 

Arch.  #  P-Arch. 7 P-Arch. 8 P-Arch. 11 R-Arch. 7 R-Arch. 8 
 Accuracy 98.6855 98.4277 92.7691 98.6095 98.4412 

P-Arch. 11 92.7691 P-Arch. 7     
R-Arch. 7 98.6095   R-Arch. 7   
R-Arch. 10 93.5398 P-Arch. 7   R-Arch. 7  
R-Arch. 11 92.5114 P-Arch. 7 P-Arch. 7  R-Arch. 7 R-Arch. 8 

 

4.6 Summary  

In this chapter, we presented the PUPP-DA framework designed to address the cold-start problem 

in RSs. Our results show the benefits of user segmentation based on soft clustering and the use of 

active learning to improve predictions for new users. The results also demonstrate the advantages 

of focusing on frequent or popular users to improve classification accuracy. In addition, our 

experiments illustrate the value of deep learning algorithms, and notably CNN architectures, when 

addressing the cold-start problem. In general, our results show that deep learning outperformed the 

other ML techniques we tested. Another important conclusion is that deep learning resulted in 

accurate predictions for each user we randomly tested compared to the regular ML in the PUPP-

DA framework.  

In the next chapter, we discuss the grey-sheep problem. In addition, we present the one-class 

classification solution to present grey-sheep users with better recommendations.   
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Chapter 5. GSOR – Catering for 

Unique Tastes 

5.1 Introduction 

In general, a profitable business will focus on expanding its customer database and dedicate part 

of its business budget for marketing strategies and campaigns. One successful marketing technique 

is database (target) marketing, defined as the process of targeting specific types or groups of 

customers with personalized or special offers [240], such as suggesting seasonal products based 

on a demographic characteristic (e.g., income, postal code). Furthermore, offer targeting treats the 

customers as individuals or part of a group. Deciding which groups individuals belong to based on 

their historical behavior and preferences can be challenging some situations.  

Considering RSs in e-commerce settings, it is evident that grey-sheep directly impact the ability 

to conduct targeted marketing. Grey-sheep users are defined as users with unique or “exotic” tastes, 

and it is therefore difficult to find their common interests with other users in the system [25]. To 

target specific groups of customers with advertisements or special offers, companies need to 

identify both these customers and the items that pique their interest. Therefore, the challenge 

becomes how to assign a grey-sheep customer to a specific subgroup of user profiles.   

According to [240, 241], an RS has many benefits in e-commerce setting, including turning 

browsers into buyers, increasing cross-sell, up-selling, and building loyalty. Increasing cross-sell 

happens by suggesting new products to the customer. For instance, some websites recommend 

new products based on items in the shopping bag or the browsing history. However, to do so, the 

system must collect sufficient information about the customers to match them with other customers 

in it. This can be a principal challenge of RSs, whereby it is hard to match new and grey-sheep 

customers [240]. The main difference between grey-sheep and cold-start customers lies in the 

user–item database. For grey-sheep, their information is there; however, they have unique tastes 

that do not match others in the system or, mostly, their opinions/likes disagree with the majority 

in the system. However, with cold-starts—new users—as the system has zero information, it 

cannot calculate a similarity score to other users in the database.   
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Most prior researchers consider grey-sheep users as problematic, and do not consider them in 

the recommendation process [28]. However, some researchers recognize the value of these 

customers and find solutions to generate accurate recommendations to them [30]. Nevertheless, 

these solutions tend to be complex and require additional information that is sometimes not 

available [28]. Such details may be gathered by using social media or involving human experts in 

the collection process, which adds more expenses and complexity to the system [28, 224, 242]. In 

this chapter, we introduce the GSOR framework to address grey-sheep users.  

We start by exploring the existence of the grey-sheep users and assessing their impact on model 

classification accuracy. Next, we study the creation of recommendation lists for grey-sheep users 

by using the basic information available in the system. Thus, there is no need to burden customers 

with providing more information than what they already give us willingly. This model also 

addresses the sparsity problem that exists in RSs. In it, we focus on classifying which groups these 

unique customers belong to and the right products to recommend.  

Note that our framework is based on a model-based CF approach that focuses on creating user-

rating matrices where customers are matched based on their preferences. The generated 

recommendation list comes from the list of items both matched customers liked in the past [25]. 

As discussed in section 2.3.1.1.2, in model-based algorithms, statistical or ML techniques, such as 

clustering models and Bayesian networks, are used to make predictions. Furthermore, the 

relationships between item–item, user–user, and user–item are considered in the algorithm start-

up requirement. Consequently, these models consider the users’ ratings and other attributes of 

items or users [28]. With these requirements achieved, model-based methods can make more 

accurate and faster predictions compared to memory-based methods [243]. They also can 

potentially overcome the data scalability challenge, as models are already built by the time users 

request recommendations [28]. In this work, we build our predictive model for each user’s 

preferences using ML techniques. 

The main contributions of this work may be summarized as follows. We introduce an intelligent 

recommendation system targeting grey-sheep users (valuable users with atypical preferences) for 

tailored marketing in the e-business setting. Our method combines one-class learning algorithms, 

outlier detection mechanisms and unsupervised learning techniques into one framework. The state-

of-the-art practice removes grey sheep users from the system. In contrast, our results confirm that 

our GSOR system provides highly accurate recommendations both for regular and grey-sheep 
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users. In addition, we introduce a novel movie recommendation benchmark for use in current and 

future grey-sheep studies. 

This chapter is organized as follows. In the next section, we discuss the related work in the 

grey-sheep area. We then detail our GSOR framework in section 0. The experimental setup and 

evaluation criteria are discussed in section 5.4. In section 0 we present our results, and we conclude 

the chapter in section 0. 

5.2 Related Work 

Recall that the focus of this chapter is the grey-sheep problem that occurs when users’ preferences 

and opinions are unique and do not match those of others [136]. According to [25], in an e-

commerce setting, there are three types of users: white-sheep, black-sheep and grey-sheep users. 

Some users are more engaged with the system than others and are willing to provide feedback and 

reviews. Users who are more engaged become loyal, and therefore, they are more popular in the 

system. The recommender system will have enough information about them to easily link them to 

other users with similar preferences. Their recommendation list can be easily generated and 

provided, so these types of users are categorized as white-sheep users. In contrast, black-sheep 

users have scant interaction with the system. These users might be active in browsing the system 

but have no interest in sharing their feedback or comments. Consequently, it will be hard to find a 

correlation with other customers in the system [25].  

In addition, a few customers have unique, different opinions or more unusual tastes. These 

customers, in most cases, are willing to share their opinion and give their feedback. However, 

because they have rare tastes, it is hard to define a correlation criterion to others within the system. 

Those customers are categorized as grey-sheep customers. Also, because they exist in a small 

number within the recommender system database, grey-sheep customers create a minority class 

that introduces a class imbalance problem. In an imbalanced dataset, most of the users belong to 

one class (majority class), whereas a small number of users are members of the second class 

(minority class). The learned classification model will be biased toward the majority class, 

resulting in poor prediction accuracy for the minority class [244]. 

Many researchers reported that grey-sheep users tend to negatively impact systems. It is 

challenging to generate a recommendation list for grey-sheep users while assuring that they do not 

decrease the recommendation accuracy for other users [245]. Therefore, grey-sheep users are often 
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treated as problem cases: most current research aims to identify these users and separate them from 

the system to limit their negative impact on system performance [28]; [241]. For instance, in [246], 

the authors isolated grey-sheep users in a separate cluster using an off-line clustering technique. 

First, the authors clustered the whole dataset; then, within each cluster, a similar threshold was 

used to isolate grey-sheep users. This resulted in two separate databases. The first database 

contained the grey-sheep users, where a support vector machine (SVM) regression was used to 

produce a recommendation list. The second database contained the remainder of the users, and 

cluster-based CF was used to recommend items. The challenge in this system is that each type of 

customer has to be treated differently. Consequently, as the customers enter the system, they need 

to be classified as grey-sheep or regular customers before recommendations can be made.  

In another study, Ghorbani and Novin (2016) discussed different clustering techniques that are 

used in the literature to separate grey-sheep users from the rest of the system to improve the overall 

system accuracy. The use of clustering analysis, in general, has proven to increase recommender 

system accuracy, particularly when dealing with sparsity in the dataset. Many researchers, such as 

[51, 207], use clustering techniques to alleviate the sparsity problem in the system. Grey-sheep 

and sparsity are two related challenges in recommendation systems that need to be addressed 

simultaneously. 

Another approach is to consider grey-sheep users as outliers, which are defined as observations 

that do not follow a specific pattern or relate to other observations in the dataset [30]. Inspired by 

outlier detection methods, [31] suggested a solution using a distribution-based algorithm to 

identify grey-sheep users. Likewise, [30] used an outlier detection technique based on the 

distribution of user similarities to identify grey-sheep users. In both works, the users were isolated 

and separate recommendation lists were generated for them.  

The nature of the grey-sheep problem leads to the area of class imbalance [197], where we turn 

to the supervised learning setting. Intuitively, in a binary classification setting, grey-sheep will be 

the minority class [247]. With a class imbalance, a machine learning algorithm may produce highly 

accurate results while failing to learn the minority [178, 247, 248]. One-class classification has 

shown to be successful in learning from highly skewed data where the minority class instances are 

few [249]. In this setting, the minority class examples (in our case, grey-sheep items) are 

considered anomalies, and the one-class algorithm proceeds by learning the decision boundary to 

accurately classify all instances considered normal (white sheep). 
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[197, 250] introduced one-class classification as a solution to deal with highly imbalanced 

datasets. In an imbalanced (or skewed) dataset, one of the classes is usually underrepresented 

compared to the other classes [251]. Two-class imbalanced datasets consist of a majority class that 

includes the greatest number of instances and a minority class, which contains a fewer number of 

instances. In our work, the minority class represents grey-sheep users. One-class classification 

learns from the majority class to provide a statistical description of the pattern or to provide a class 

structure for the training sample [250]. Furthermore, [198] reported that one-class classification 

outperforms some of the benchmark algorithms in the field when generating a recommendation 

list for a large number of products.  

As mentioned above, state-of-art solutions mainly address the grey-sheep challenge in two ways. 

Often, grey-sheep users are viewed as placing a burden on the system, since these users are 

perceived to have a negative impact on the model accuracy. Thus, grey-sheep users are removed 

from the system and placed into a separate set. In other systems, grey-sheep users are kept in the 

system because researchers recognize those customers for their added value. However, additional 

information is used based on, for instance, social media profiles and preferences, which adds 

complexity and expense [28, 224, 242]. Our GSOR framework provides a recommendation list for 

grey-sheep users while keeping them within the same system. By using this framework, we reduce 

the complexity of identifying these users and remove them to a separate system. Furthermore, the 

framework can produce recommendations for both regular and grey-sheep users, which is 

confirmed through an extensive evaluation.  

5.3 Framework 

In this section, we present our framework to investigate the following research questions (RQs). 

(Again, similar to our earlier work, the answers to these questions are highly domain-dependent, 

as is illustrated in our experimental evaluation.) 

 

RQ1. What is the effect of grey-sheep users on the prediction accuracy?  

RQ2. How does the system identify items of interest for grey-sheep users, and what is the 

optimal number of ratings for these items?  

RQ3. What is the best machine learning model to produce a recommendation list for both 

regular and grey-sheep users in the system? 
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RQ4: How can a novel grey-sheep test set be developed for use as a benchmark in grey-sheep 

experiments? 

 

Our GSOR framework is evaluated for its ability to make accurate recommendations for grey-

sheep users using one-class classification. In this framework, we use unsupervised learning to 

create a group structure where users with similar preferences belong to the same group. We then 

apply an outlier detection method to identify grey-sheep users within the training set. The grey-

sheep users are assigned to one class, and the rest of the users are assigned to the second (majority) 

class. We follow previous research using outlier detection to identify grey-sheep users within the 

training set. Finally, one-class classification is used to learn the final model and make predictions 

for our test subjects.  

After preprocessing the dataset, we proceed by identifying potential items that would be 

attractive for grey-sheep users. We consider different threshold values for the number of items that 

we recommend to these users. To identify such items, we consider those that received high ratings 

but in small quantities, which indicates that the items might have promising commercial potential. 

In the e-commerce setting, these items could be new products that just entered the system and have 

not yet been rated by many users. Other examples are unique items such as international movies 

in a movie recommender system or an emerging trend in a clothing recommender system. The 

main goal of this step is to cross-reference these items with the available users to create a test set 

of grey-sheep users. In Section 0, we further explain this step of our framework. Note that these 

items are identified to study the interplay between the items and users, which will help in deciding 

whether a user is qualified to be a grey sheep. 

Figure 23 illustrates the general workflow of our GSOR framework, which consists of four 

stages, namely feature engineering, creation of grey-sheep test sets, assessment and one-class 

learning. During feature engineering, the available characteristics of the users, such as preferences, 

ratings and demographic information (if available), are used to build user profiles. We 

subsequently identify grey-sheep users to evaluate and test our approach. In our framework, we 

consider grey-sheep users as those with atypical preferences, namely, users who give high ratings 

that are contrary to normal users or who prefer unpopular items. For instance, in a movie 

recommendation system, grey-sheep users give high ratings to movies that are rarely viewed but 
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still may have won awards. In our work, we experiment with different thresholds regarding the 

number of items a user is required to rate, as will be discussed in Section 0.  

As user profiles act as the inputs to the assessment stage, it follows that the exact features used 

are dataset- and domain-dependent. Next, we proceed to the assessment stage by first creating user 

segmentation using unsupervised learning. To this end, a cluster analysis algorithm, detailed in 

Section 2.5.1, is used to group individuals with similar profiles. After defining these groups, we 

use an outlier detection method, as explained in Section 5.3.1.1, to identify grey-sheep users within 

the system. The choice of outlier detection is based on earlier works, as noted in Section 5.2, where 

anomalous users are typically treated as outliers with atypical characteristics. Note that we create 

two separate training sets. In the first training set, we keep the grey-sheep users, while they are 

removed from the second training set. Recall that one of the research questions is to determine the 

impact of grey-sheep users on the system’s accuracy. By maintaining two separate training sets, 

we are thus able to evaluate the model accuracy with and without grey sheep users. Next, we apply 

a number of diverse supervised learning methods, discussed 2.5.2, to construct predictive models. 

We repeat the same process for different item thresholds, as shown in Section 0, and test the 

accuracy of the resultant classification models against a separate grey-sheep test set. With the 

results, the impact of grey-sheep users on the prediction accuracy can be assessed to determine 

whether to keep those users in the system. This step will be the final one in the assessment stage 

before moving to the recommendation process.  

During the recommendation process, we focus on constructing a machine learning model that 

can produce accurate recommendation lists for both regular and grey-sheep users within the same 

system. In this final stage of this framework, we apply a one-class classification method, as detailed 

in Section 5.3.1, to produce the final prediction list for our grey-sheep test subjects. 
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Figure 22. Grey-sheep one-class recommendation (GSOR) framework. 
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5.3.1 Framework Components  

Our GSOR framework includes four components. For supervised learning, the classification 

algorithms discussed in subsection 2.5, and used in our earlier work, are again included in our 

framework. As an unsupervised learning component, as in PUPP-DA, we utilize the EM clustering 

algorithm, as it resulted in higher accuracies against the datasets used during our experimentation 

for the HCC-Learn framework.  

Following on subsection 2.5.5, we discuss how one-class classification is utilized in this 

framework, and we also detail our outlier detection method. 

One-Class Classification  

As explained earlier, the existence of grey-sheep users creates an imbalanced dataset. Therefore, 

we utilize one-class learning in this framework to address this challenge. To this end, we adopt the 

one-class classifier in WEKA introduced by [201]. This implementation provides a generic 

approach that enables the adoption of standard binary or multiclass classification algorithms to 

solve the problem of characterizing the target class. In other words, it reduces the classes which 

are classified to only one class. It then proceeds by using that class to train the base learner without 

using information from the other classes. The learning algorithm learns from the training data to 

define the decision boundaries that separate the two classes [201], and then makes predictions for 

the grey-sheep users (minority class).  

The one-class classifier combines both a density application to form a reference distribution for 

the target class and a class probability estimator in one method. It works by creating artificial data 

to reduce the bias toward the majority class. The artificial data are generated using a single 

Gaussian distribution [201]. One problem with generating these artificial data points is the amount 

of them: Too much generated data will cause the learning algorithm to always learn from the 

artificial class. To ensure this amount is sufficient to create the right decision boundary, a reference 

distribution is used, which is estimated from the available data for the target class. As the data 

points are not uniformly distributed, this reference ensures that the artificial data distribution is 

considered when the one-class model membership scores are computed.  

Finally, the density function of the reference distribution is combined with the class probability 

estimator to train the model on the training data [201]. 
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As stated by Hempstalk et al., the density function for the target class 𝑇 is calculated as:  

𝑷(𝒙|𝑻) =  (𝟏−𝑷(𝑻)𝑷(𝑻|𝒙))𝑷(𝑻)(𝟏−𝑷(𝑻|𝒙)) 𝑷(𝒙|𝑨)                     5.1 

where 𝑇  denotes the target class, 𝐴  the artificial data, 𝑥  a record, and 𝑃(𝑇) denotes the prior 

probability of observing a record from the target class [201]. 

5.3.1.1 Outlier Detection Component.  

Outliers are defined as data points that do not belong to the general pattern in the data distribution. 

Detecting these outliers is a critical part of the data analysis stage. It is a common practice to 

identify and remove data points that are outside the majority of the data pattern. The main goal is 

to minimize these data points’ effects on the general model performance. Detection methods have 

been widely used in many research areas, such as the security sector for the detection of fraud and 

cybercrime.  

In e-commerce settings, outlier detection methods have been used to identify users who disagree 

with the majority in the system because of their opinions, tastes and more. In recommender systems 

specifically, outlier detection methods have been used to detect the presence of grey-sheep users 

to remove or isolate them from the system [30, 31]. In our framework, we use the interquartile 

range (IQR) outlier detection method. The key advantage of this method is that it is not highly 

sensitive to data distribution. The IQR method, therefore, can accommodate an imbalanced dataset 

where the class distributions are not uniform [252]. Also, some research groups have reported that 

IQR can outperform other methods in imbalance learning settings [253, 254]. Therefore, we 

decided to use IQR.  

The general idea of the method is to divide the dataset into four quartiles [254]. IQR begins by 

subtracting the first quartile from the third one:   𝑰𝑸𝑹 = 𝑸𝟑 − 𝑸𝟏                               5.2  

Then, for outlier detection, we use the following equations [253]:  

 𝒙 ≤  𝑸𝟑 + 𝟑 ∗ 𝑰𝑸𝑹      𝒐𝒓      𝒙 ≥ 𝑸𝟏 − 𝟑 ∗ 𝑰𝑸𝑹   5.3  

where: 𝑄1= 25% quartile, 𝑄3= 75% quartile, and IQR = the interquartile range.  
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5.4 Experimental Evaluation  

The experimental evaluation was conducted using the same environment as for the HCC-Learn 

and PUPP-DA frameworks, as detailed in subsections 3.4 and 4.4. 

5.4.1 Data Description  

To evaluate our framework, we again used the MovieLens dataset [238]. As explained earlier, this 

dataset was collected during a period of seven months through the MovieLens website. It contains 

610 users’ ratings on 9,742 movies. In total, there are 100,836 ratings.  

5.4.2 Data Pre-Processing  

Initially, we merged the movies and ratings into one file. In our work, we are interested in making 

recommendations that benefit the business overall. Therefore, movies with a rating below three 

were removed from the system to aid us in focusing on the profitable items in the system. Table 

42 shows the final dataset structure. 

Table 42. Final dataset structure. 

Attribute Meaning Example 
MovieID Movie unique id  37386 
UserID User unique id 438 

Year Movie release year 2005 
Timestamp Unix timestamp 964982703 

Ratings Rating given by the user 4 
Genres Movie genre Adventure|Animation|Children|Comedy|Fantasy 

 

The year feature was collected from the title attribute in the Movie file. This attribute originally 

contained a string (e.g., Toy Story (1995)). Therefore, we extracted only the release year of the 

movie, since we were not interested in the movie name. Also, for the genres attribute we performed 

one-hot encoding that resulted in 18 binary attributes (adventure, animation, children, comedy, 

fantasy, romance, drama, action, crime, thriller, horror, mystery, science fiction, musicals, 

documentaries, IMAX films, western, and film noir), where one (1) denotes the presence of a genre. 



 
 

 105 

Table 43. List of features used in this experimental evaluation. 

Attributes from the original dataset that 
defines the user profile 

Extracted attributes from the movie genre 

UserID – MovieID – Year – Timestamp – 
Ratings 

Adventure – Animation – Children – Comedy 
– Fantasy – Romance – Drama – Action – 

Crime – Thriller – Horror – Mystery – Sci-Fi 
– War – Musical – Documentary – IMAX – 

Western – Film Noir 
 

Following the feature preprocessing mentioned above resulted in 24 attributes, as depicted in 

Table 43, and 81,763 ratings in total. The final step in the preprocessing stage was the conversion 

of the nominal data and normalizing the numeric data.  

5.4.3 Experimental Setting  

In this experimental setting, we evaluated the four previously mentioned individual classifiers: k-

NN, NB, and two different decision trees, C4.5 (DT) and HT. We also employed the previously 

introduced two ensemble learning methods, Bagging and Boosting, using the above-mentioned 

individual classifiers as base learners. The 𝑘 value for the k-NN classifier was set to five by 

inspection. Following [216], the number of base learners in ensemble learning was set to 25. In 

the cluster analysis, we employed EM to cluster the users into five different groups, as discussed 

above. 

After the data preparation step, the dataset was divided into training and test sets. In the 

experimental evaluation, test sets were created following the three different scenarios explained in 

the following section. To validate our models and remove misleading results, we used 10-fold 

cross-validation [255] to build models against the training set. The final performance is reported 

by evaluating the performance of the grey-sheep test sets against the model. 

5.4.4 Creating the Grey-Sheep Users Benchmark 

As far as we are aware, there is no benchmarking testbed for grey-sheep users in the literature. We 

created our own set by using the following steps:  

Step 1: We identified the so-called grey-sheep items, which correspond to movies that may 

appeal to grey-sheep users. By examining the dataset, we found that the average number of ratings 

for a movie was equal to 8.39. We considered three different thresholds 𝑇, as shown in Table 44, 
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and created three different scenarios. In scenario 1, we took all movies rated less than twice. We 

also established scenario 2 (≤ 4 times) and scenario 3 (≤ 8 times). 

A human expert examined the selected movies to validate if they could be considered movies 

of interest to grey-sheep users. During this validation process, considerations were given to 

different aspects, such as movies having a high rating by some users, and also by consulting the 

imdb.com database to verify their quality. For instance, some movies had received awards and 

been given high approval on the imdb.com website. However, they were not popular in our dataset 

because they were movies from the 1970s and 1980s or catered to an international audience.  

Table 44. Training set scenarios. 

#Scenario 
 

#times 
movie rated 

Training set with 
grey-sheep users 

Training set with no 
grey-sheep users 

Percentage of grey-
sheep users 

S1 2 76282 72499 5% 
S2 4 72400 69362 4% 
S3 8 66271 63412 4% 

 

Step 2: We identified the grey-sheep users, defined as a user who rated less than a threshold 𝑇 

of movies in each scenario. By inspection, we set 𝑇 = 20. That is, users who rated 20 or fewer 

movies were identified as potential grey-sheep. (Note that 20 is the minimum number of ratings 

for all users in our dataset). 

In this step, we cross-referenced these users with the grey-sheep items identified in step 1. Based 

on this, we selected only the users who actually gave a high rating to grey-sheep items. This step 

ensures that the selected users have a unique taste that is validated by inspection. The selected 

users should have rated movies that were identified in step 1 and some regular movies. We moved 

the records that contained only ratings for grey-sheep items to the test set. This ensures that these 

users have a history in the training set and are not cold-start users. 

The following Table 45 depicts some examples of movies selected in step 1 to identify users 

with unique tastes. These users are the ones who disagreed with the majority in the system; 

however, a few items they liked showed promise in terms of revenue and potential success. As 

seen in Table 45, these movies have a few ratings in our dataset, but, considering cumulative 

worldwide gross, the movies had good revenue, and won or were nominated for international film 

awards.  
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Table 45. Examples of selected movies as grey-sheep items. 

 MovieLens dataset Imdb.com 
Cumulative 

Worldwide Gross Movie name 
Avg 

rating 
#ratings 

Avg 
rating 

#ratings 

Red Cliff (Chi bi) 4 3 7.4 42,680 $ 129,710,514 

Released in 2008, in Mandarin  
This movie won six awards across the 3rd Asian Film Awards, and the 28th Hong Kong Film 

Awards, and was nominated in another 13 different categories. 

The Illusionist 
(L'illusionniste) 

3.5 2 7.5 32,821 $ 6,007,194 

Released in 2010, in French  
This movie won the 2010 European Film Awards. In addition, it was nominated at the 68th 

Golden Globe Awards for Best Animated Feature Film. In 2011, it won the first César 
Award for Best Animated Feature. 

Alan Partridge: Alpha 
Papa 

4 1 6.9 29,069 $ 9,979,601 

Released in 2013 in English  
This movie won the Best Comedy Award at the Empire Awards, UK 2014. It was nominated 
in seven different categories in different film competitions such as the Chicago International 

Film Festival 2013, New York Film Festival 2013, and Golden Trailer Awards 2014. 

Identity Thief 4 2 5.7 120,645 $ 173,965,010 

Released in 2013, in English  
Was nominated in seven different categories across the following competitions: the 2013 Teen 

Choice Awards, 2014 People's Choice Awards, and the 2014 MTV Movie Awards 

 

Table 46 illustrates an example of a grey-sheep user: a customer who is a repeated user, as they 

rated 12 movies, but who disagrees with the majority in our system. They are willing to share 

feedback on the movies watched. However, they have a unique taste that is hard to match to others 

in the system. As shown, only a few other users were interested in the same movies, regardless of 

their quality and their awards. For instance, only three other users, out of a total of 610 people, in 

this dataset rated Restrepo, yet this movie won 10 awards and was nominated 21 times. In addition, 

by considering our user’s profile, we can conclude that this user likes a variety of genres, with 

some current preference for dramas and thrillers. This type of information will help the system 

match the users to the closest profile when making future recommendations. 
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Table 46. Profile example of a typical grey-sheep user. 

Movie ID Movie Name Year 

Awards 
MovieLens 

dataset 
Imdb.com 

W
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#
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#
ra
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g
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73023 Crazy Heart 1996 12 5 3.7 5 7.2 82278 
Genre: Drama – Romance 

74545 The Ghost Writer 2010 23 22 3.8 7 7.2 153234 
Genre: Drama - Mystery – Thriller 

78574 Winter's Bone 2010 29 76 3.8 6 7.2 132434 
Genre: Drama – Thriller 

81158 Restrepo 2010 10 21 3.2 3 7.5 21606 
Genre: Documentary – War 

81788 
The Next Three 

Days 
2010 0 3 3.9 7 7.4 176901 

Genre: Drama - Crime - Romance – Thriller 

82667 
I Saw the Devil 

(Akmareul boatda) 
2010 15 20 3.9 4 7.8 103699 

Genre: Crime – Thriller 
90439 Margin Call 2011 8 24 3.8 7 7.1 112593 

Genre: Drama – Thriller 

90600 
Headhunters 

(Hodejegerne) 
2011 8 17 3.6 5 7.5 94404 

Genre: Action - Crime – Thriller 
96811 End of Watch 2012 3 10 3.9 6 7.6 221981 

Genre: Crime - Drama – Thriller 

110387 
The Unknown 

Known 
2013 2 9 4 1 7 3792 

Genre: Documentary 

121253 
The Town that 

Dreaded Sundown 
2014 2 1 3 1 5.6 13066 

Genre: Horror – Thriller 
133115 We Could Be King 2014 2 0 4 1 7 372 

Genre: Documentary 
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5.4.5 Evaluation Criteria  

To evaluate the performance of our frameworks, we compared the improvement in the results 

to a baseline model. The baseline model result was obtained by applying a traditional CF algorithm 

using k-NN. Recall that k-NN is commonly used in traditional CF systems [80, 89]. The k-NN 

algorithm uses a similarity or distance measure to calculate the distance between the query user to 

the 𝑘 nearest neighbors. In a CF system, given query user 𝑈𝑚, the algorithm will determine the 𝑘 

nearest neighbors {𝑈1, 𝑈2, 𝑈3, … , 𝑈𝑘} based on a distance metric such as the Euclidian, Cosine or 

Manhattan distance. Items in the neighbors’ group not rated by 𝑈𝑚  are subsequently selected, 

using an aggregation approach. Finally, the top (closest) 𝑁 recommendations are presented to user 𝑈𝑚. 

As for evaluation measures, we used model accuracy and the mean absolute error (MAE). In 

deciding which ones to use, we followed the common practice of using model accuracy in one-

class classification work [201, 256-258]. In general, model accuracy is calculated using all 

observations to determine whether they are correctly classified. As stated by [220], the model 

accuracy is the proportion of correctly classified instances. Thus, it is calculated using the 

following formula [259]:  𝒂𝒄𝒄 = (𝑻𝒓𝒖𝒆 𝒑𝒐𝒔𝒊𝒕𝒊𝒗𝒆/𝑻𝒓𝒖𝒆 𝑵𝒆𝒈𝒂𝒕𝒊𝒗𝒆) ∗ 𝑻𝒐𝒕𝒂𝒍    5.4 

 

Where true positive refers to the total number of correctly classified instances in the positive class, 

and true negative depicts the total number of correctly classified instances from the negative class 

[260]. 

To evaluate the recommender system’s predictivity, we added the MAE predictive measure 

[239], which measures the error between the predicted and the actual values. As reported by [204], 

MAE is not affected by outliers since all error sizes are treated according to their proportion to the 

dataset and calculated using the following formula:  

𝑴𝑨𝑬 =  |𝒑𝟏− 𝒂𝟏|+⋯+ |𝒑𝒏−𝒂𝟏|𝒏            5.5 

 

Here, 𝑝 is the predicted value on the test instances 𝑝1, 𝑝2, … , 𝑝𝑛 and 𝑎 is the actual value for the 

tested instance 𝑎1, 𝑎2, … , 𝑎𝑛 [204]. 
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5.5 Results and Discussions 

To evaluate the usefulness of our framework, we first apply a basic traditional CF on the 

preprocessed dataset. The following Table 47 shows that a CF framework results in a low accuracy 

of 27.95%. This result is used as a baseline in our experimental evaluation and clearly shows that 

CF does not work well in our context. 

Table 47. Baseline model result. 

Accuracy MAE 
27.95% 0.3014 

 

5.5.1 Assessment of Grey-Sheep Users’ Value 

In the assessment stage, we perform a total of 72 experiments. That is, 12 different classifier 

methods are trained on three different grey-sheep users’ scenarios and two different training sets 

(with/without) grey-sheep users. 

The main goal for this assessment stage is to answer our first RQ, which concerns the effects 

of grey-sheep users on the prediction accuracy for this dataset. As shown in Table 46, having grey-

sheep users in the system produces no negative impact on the general performance. Overall, the 

performance is quite close between the two replicas. This conclusion is important, as most 

researchers tend to remove these users from the system or isolate them in a different subsystem 

where recommendations can be made. We conclude that, based on our results and for our 

framework, the grey-sheep users do not impact the recommendation accuracy negatively. The 

decision was made to proceed to one-class classification while keeping these users in the system.  

Next, we answer RQ2—finding the optimal number of rated records to be considered as grey-

sheep items—for the MovieLens dataset. The results indicate that scenario 1 is the best; see Table 

44. We conclude this by considering the accuracy results for models built with grey-sheep users 

in the system. In this case, 7 of the 12 (0.58%) trained classifiers result in higher performance with 

scenario 1. 
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Figure 23. GSOR framework performance, in terms of accuracy. 
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Table 48. Assessment stage results, in terms of accuracy and MAE. 

  Replica 1- with grey-sheep Replica 2 - No grey-sheep 
  Accuracy MAE Accuracy MAE 

k-NN 
S1 96.204 0.017 95.353 0.020 
S2 96.077 0.017 95.799 0.017 
S3 94.759 0.021 94.623 0.022 

HT 
S1 84.966 0.087 84.670 0.102 
S2 84.060 0.097 83.162 0.088 
S3 79.680 0.138 84.276 0.106 

DT 
S1 97.056 0.012 97.260 0.012 
S2 97.060 0.012 97.242 0.011 

S3 96.540 0.014 96.256 0.015 

NB 
S1 90.317 0.062 90.206 0.062 
S2 91.848 0.055 81.783 0.091 
S3 83.404 0.087 82.520 0.088 

Bagging-k-
NN 

S1 95.519 0.019 95.316 0.020 

S2 96.034 0.017 95.724 0.018 
S3 94.855 0.021 94.571 0.022 

Begging-HT 
S1 88.261 0.095 86.114 0.100 
S2 86.134 0.100 86.134 0.100 
S3 84.883 0.105 84.437 0.108 

Bagging-DT 

S1 97.167 0.012 97.297 0.012 

S2 96.932 0.012 96.932 0.012 
S3 96.534 0.014 96.159 0.015 

Bagging-NB 
S1 90.243 0.062 90.113 0.063 
S2 81.901 0.090 81.901 0.090 
S3 83.353 0.087 82.468 0.089 

Boosting-k-
NN 

S1 95.501 0.018 95.279 0.019 
S2 95.501 0.018 95.745 0.017 
S3 94.836 0.021 94.668 0.021 

Boosting-HT 
S1 96.482 0.015 96.834 0.015 
S2 97.434 0.012 97.434 0.012 

S3 96.205 0.021 95.249 0.023 

Boosting-DT 
S1 98.315 0.007 98.130 0.008 
S2 97.723 0.009 97.915 0.008 
S3 97.696 0.009 97.341 0.011 

Boosting-NB 

S1 97.667 0.010 97.871 0.010 

S2 97.402 0.012 97.402 0.012 
S3 97.037 0.012 96.256 0.017 
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Table 49. GSOR framework, in terms of accuracy, MAE, and time. 

Classifier scenario Accuracy MAE 
Time to build 

model/ per 
seconds 

k-NN 
S1 76.728 0.097 781.47 
S2 77.224 0.095 693.22 
S3 78.120 0.100 578.26 

HT 
S1 77.622 0.102 42.36 
S2 77.898 0.100 39.23 
S3 78.391 0.099 37.71 

DT 
S1 89.586 0.104 41.09 
S2 89.393 0.106 39.86 
S3 89.687 0.103 36.52 

NB 
S1 76.600 0.097 7.97 
S2 77.096 0.095 7.56 
S3 78.120 0.100 6.81 

Bagging- 
k-NN 

S1 76.692 0.097 13097.97 
S2 77.256 0.095 10987.91 
S3 78.087 0.100 9685.57 

Bagging- 
HT 

S1 76.582 0.097 1011.22 
S2 77.374 0.095 1027.11 
S3 78.171 0.100 898.25 

Bagging- 
DT 

S1 89.495 0.104 654.78 
S2 89.361 0.106 650.53 
S3 89.667 0.103 595.70 

Bagging- 
NB 

S1 84.643 0.051 152.45 
S2 77.085 0.095 136.11 
S3 78.126 0.100 118.55 

Boosting- 
k-NN 

S1 76.692 0.097 15837.63 
S2 77.224 0.095 14112.51 
S3 78.120 0.100 12887.06 

Boosting- 
HT 

S1 76.564 0.102 77.27 
S2 77.898 0.100 65.22 
S3 75.832 0.099 74.39 

Boosting- 
DT 

S1 89.586 0.104 45.12 
S2 89.393 0.106 42.74 
S3 89.687 0.103 38.09 

Boosting- 
NB 

S1 76.765 0.097 115.49 
S2 76.625 0.095 121.36 
S3 77.712 0.099 105.40 
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5.5.2 GSOR Framework Evaluation  

In Table 49, we report our results in terms of accuracy, MAE, and the time taken to build models. 

In terms of the overall performance, DT results in higher accuracies as a single classifier and when 

used as a base learner in an ensemble setting in Bagging and Boosting. In general, the DT algorithm 

achieves accuracies of approximately 90% accuracy for all scenarios. In terms of time required to 

build the model, DT as a single classifier produces higher accuracy in a shorter building time 

compared both to traditional CFs and to the ensemble setting. As for the predictivity measure, we 

note that Bagging with NB as a base learner results in the lowest MAE result. However, this result 

is achieved only once with scenario 1. By considering all other results, we can conclude that DT 

has the best performance when measured in terms of accuracy, as the results are consistently high 

across all scenarios. We further validate this decision in the next section by performing the 

Friedman’s statistical validation test.  

As discussed earlier, predictions for grey-sheep users are difficult, and using only traditional 

CF with k-NN to make predictions for these users results in low performance. As shown in Table 

47, using the basic CF system for our dataset results in a low prediction accuracy of 27.95%. To 

improve the performance for these users, we use one-class classification learning, where the focus 

is on information from one class, to build the model. In general, the GSOR framework is able to 

improve the general performance by at least 48%.  

To be precise, considering the accuracy and the time, we can conclude that DT as a single 

classifier is the winner against this dataset. As we discussed in section 5.3.1, one of the DT 

algorithm’s strengths is its successful performance in prediction problems. Another is its ability to 

handle missing values, which makes it suitable for grey-sheep problems that cause sparsity in the 

dataset.  

As depicted in our evaluation of the GSOR framework, more than one algorithm results in 

comparable results. To further evaluate these algorithms, we perform a statistical validation, 

presented in the next section.  

5.5.3 Statistical Validation  

Similar to the previous two chapters, as shown in subsection 3.5 and subsection 4.5, we validate 

our results using Friedman’s test, a non-parametric statistical test used to measure the significance 
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of a difference in performances of algorithms. Note that we use a confidence level of α = 0.05, 

following standard practice in the ML community.  

For our framework, Friedman’s test results in a significance level of 0.012. We set the 

significance level to 0.05 to reject the null hypothesis; therefore, for this framework we can observe 

that the null hypothesis is rejected, and there is a significant difference between the algorithms’ 

performances. 

Table 50. GSOR framework, mean rank for each algorithm based on Friedman test. 

Algorithm Mean Rank 
DT 11.50 

Boosting-DT 11.50 
Bagging-DT 10.00 

HT 8.50 
Bagging-NB 6.00 
Bagging-HT 5.67 

kNN 5.17 
Boosting-kNN 4.67 
Bagging-kNN 4.50 

NB 3.67 
Boosting-HT 3.50 
Boosting-NB 3.33 

 

As shown in Table 50 and Figure 24, DT, either as a single classifier or in an ensemble of 

Bagging or Boosting, has the highest mean rank in this test. We then proceed by performing 

Nemenyi’s post-hoc test to evaluate the performance of each of these algorithms against the 

remainder of algorithms tested in this framework, in order to obtain a better understanding of which 

algorithms exhibit significant differences in performance. Table 49 reports the results of 

Nemenyi’s post-hoc test, where each row tests the null hypothesis, that the distributions of 

classifier 1 and classifier 2 are the same. The significance level was set to 0.05, which implies that 

if the significance level is below 0.05, we reject the null hypothesis and conclude that the 

performance of these two classifiers is different and not based on randomness. In this test, a total 

of 56 pairs are tested, and we report only the pairs that resulted in significant differences. As 

mentioned previously, Bagging with NB results in a lower MAE result. As we see from Table 50, 

there is no significant difference between DT as a single classifier or in ensemble setting, and 

Bagging with NB. Consequently, we can conclude that DT resulted in the best performance for 

this framework and this dataset. 
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Table 51. GSOR framework, Nemenyi’s post-hoc results. 

Algorithm 1 Algorithm 2 Significance Level 
Bagging-DT Boosting-NB 0.024 
Boosting-DT Boosting-NB 0.006 

DT Boosting-NB 0.006 
Bagging-DT NB 0.031 
Boosting-DT NB 0.008 

DT NB 0.008 
Bagging-kNN Boosting-DT 0.017 
Bagging-kNN DT 0.017 
Boosting-DT Boosting-kNN 0.020 

DT Boosting-kNN 0.020 
Boosting-DT kNN 0.031 

DT kNN 0.031 
Boosting-DT Bagging-HT 0.048 

DT Bagging-HT 0.048 
 

 

Figure 24. Friedman test mean rank for each algorithm. 
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5.6 Summary 

In this chapter, we presented our GSOR framework, which is a hybrid, model-based CF framework 

that combines one-class learning algorithms, outlier detection mechanisms and unsupervised 

learning techniques. We showed that the use of one-class classification learning in 

recommendation systems for grey-sheep users could increase the overall performance and 

prediction accuracy, especially when the DT classifier is used in one-class classification learning. 

We introduced a unique grey-sheep benchmark and tested different scenarios to find the optimal 

number of ratings to consider an item as potentially of interest to grey-sheep users. We evaluated 

the effects of having grey-sheep users in the system and confirmed the positive impact of retaining 

such users. That is, in many earlier works, grey-sheep users have been considered a problem and 

removed from the system. Our extensive evaluation confirms that it is often not the case. Indeed, 

a major advantage of the GSOR framework lies in the ability to create accurate prediction models 

while considering both regular and grey-sheep users. Specifically, our experimental results 

confirmed the general benefits of employing one-class classification, whereby the learning process 

is done using information from the majority class, while predictions are made for the minority 

class (in our case, grey-sheep users). In the next chapter, we conclude this dissertation and present 

our future works.  
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Chapter 6. Conclusion and Future 

Work 

 

6.1 Conclusions  

In this chapter, we conclude the work of this dissertation. Upon beginning our study, the value of 

RSs was evident in both academia and industry. A number of researchers have been making 

contributions to ensure that businesses may positively benefit from personalized user experience, 

both in terms of revenue and customer throughput. As discussed earlier, RSs often lead to customer 

satisfaction and increase the customer loyalty, which in turn increases business profit. The Covid-

19 pandemic has been a shocking, yet eye-opening experience, with a wide impact on e-commerce, 

technology, and RSs. This impact has, however, not just been negative. For instance, Shopify a 

well-known Ottawa-based e-commerce business, recently became the most valuable publicly 

traded company in May 2020 in Canada, even topping the stock value of the Royal Bank of Canada 

[261]. Shopify’s financial results for the first quarter of 2020 increased by 47%, a total revenue of 

$470 million USD compared to the same period last year. In the merchant solutions which is the 

RS component of the business, there was growth of 57%, as reported by [262]. Indeed, the Shopify 

case study reconfirms the value, importance, and growth of RSs.  

The main goal of this dissertation was to address three research challenges. We first discussed 

the data sparsity challenge, which exists in systems where the number of rated items by the users 

is much lower compared to what is required to build an accurate prediction model. Next, the cold-

start challenge was presented, where new users enter the system for the first time and, therefore, 

the system has no historic information to find the right correlation to other profiles in the system. 

Finally, we discussed grey-sheep users, who have unique taste that disagree with the majority of 

users in the system. Three frameworks were presented and evaluated through extensive study. 

Our first contribution addresses the data sparsity challenge. We evaluated the HCC-Learn 

framework to show the benefit of combining diverse classification algorithms with several 

clustering methods. Different combinations of cluster–classification pairs were evaluated. Our 
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experimental results indicate that a combination of cluster analysis and classification algorithm 

clearly benefits the learning process. Furthermore, combining soft clustering with an ensemble 

based on feature subsets result in high performance.  

The second contribution focuses on increasing the predictive accuracies for cold-start users. We 

present our PUPP-DA framework, which combines ML and deep learning within an active 

learning framework. The novelty of this framework is in constructing the user’s segmentations 

which assign new users to the right group once they enter the system. These groups are constructed 

by using cluster analysis. Furthermore, we evaluate the influence of popular users’ preferences to 

improve the recommendations for new users. Our results also indicate that focusing on frequent, 

or popular, users gives an advantage leading to improved classification accuracy when using ML 

within the active learning framework. As for deep active learning, the users’ popularity did not 

influence the learning process, which indicates that deep learning was able to capture the 

relationship between users. In PUPP-DA, different CNNs architectures in the active learning 

setting were evaluated. Our results illustrate the value of deep active learning and show that deep 

learning outperformed other ML techniques, even when considering new users.  

We address the grey-sheep challenge in our final contribution of this dissertation. We present 

our GSOR framework to make accurate recommendations for grey-sheep users. In this framework, 

we utilize unsupervised learning to create groups of users with similar preferences. One-class 

classification is subsequently used to make predictions, as based on group profiles. Our results 

show that using one-class classification can increase the overall performance and the prediction 

accuracy. To be precise, DT was able to outperform traditional CF in terms of accuracy and 

construction time. Furthermore, we report that having grey-sheep users in the system does not 

always have a negative impact on the learning process. 

All presented frameworks were evaluated using a number of supervised and unsupervised 

learning methods introduced in Chapter 2. To summarize our work, we present general guidelines 

as obtained from our experimental evaluations. Figure 25 mainly serves as a reminder of our best 

results and how they may be combined. Note that the thresholds α and β are set by inspection, and 

it follows that they are highly domain-dependent.  
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Initially, a user logs into the system under two categories, namely a new or a returning user. For 

new users, the system presents the initial recommendation list using the predictions as created, for 

our benchmark’s data, by the CNN algorithm. Subsequently, the accuracy of the prediction is 

evaluated and, if it is less than the predefined threshold α, the active learning process (which 

includes the domain expert) is activated. In a real-life system, this threshold might be defined by 

the domain expert using the learning model accuracy, or, for instance, by using the users’ 

satisfaction feedback. In the case of returning customers, a classifier, and notably the Random 

Subspace ensemble method, may be used to produce a recommendation list. If the predictive 

accuracy is below a user-determined threshold β, then this user is categorized as a grey-sheep user 

and recommendations using the one-class learning algorithm are produced.  

Figure 25. Diagram of suggested workflow. 
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6.2 Future Work 

Our future work will include the following research directions. As we discussed earlier, data 

sparsity can be alleviated by using information from  social media [263]. However, in practice, 

there is a significant and increasing portion of users who do not have an interest in sharing their 

personal preferences on social media. Such users typically do not have a public profile, or have 

one with very limited information, listing only their professional backgrounds. In addition, many 

countries now have policies that restrict the collection of personal information without explicit 

consent. For these types of users, collecting more information through social media will always be 

a challenge. To address this, we plan to extend our HCC-Learn to include items tags and reviews, 

as accessible through the web search engines.   

Our results in Chapter 4 indicate that deep learning often may result in more accurate 

recommendations for new and existing users. In this dissertation, we only utilized CNNs. In future 

work, we plan to further investigate other deep learning architectures. Methods that piqued our 

interest are the autoencoders and transformer-based deep learning networks. The key advantage of 

such methods is their ability to reduce the feature dimensionality and to handle sequential data. 

Consequently, it was reported that the network has the ability to continuously extract useful 

features and filter out unusable ones [193]. Therefore, we plan to investigate this further, especially 

if we proceed by collecting data that are tags in text reviews from search engines and social media.  

As for the PUPP-DA framework, we further plan to evaluate this framework by labelling more 

records per iteration. We believe that deep active learning might require a larger sample size of an 

informative sample to improve its performance when aiming to characterize cold-start users. In 

addition, it will be interesting to investigate other active learning methods. As mentioned above, 

more data could be collected from social media or from other RSs. For instance, active transfer 

learning has been utilized to address data sparsity by collecting highly corelated records [109, 264]. 

In our case, we plan to turn our attention to social media as an added source, whereby we will use 

active transfer learning to fill in the gap of our users’ records.  

Considering grey-sheep users, we intend to investigate additional outlier detection techniques. 

In the GSOR framework, we show that one-class classification learning has successfully produced 

accurate recommendations to these users. We further plan to also consider other one-class 

classification learning methods, such as one-class support vector machines (SVMs) [265] and one-
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class autoencoders [266]. In addition, combining SVMs with cluster analysis to address class 

imbalance has been studied by [267]; it will be useful to also evaluate the performance for grey-

sheep users. All these suggestions will give us a better idea of how the framework will perform if 

deployed to a real-world scenario and will demonstrate its ability to handle online learning.  

Each of the presented framework aim to address a separate challenge as we discussed in this 

dissertation; in the future we want to create a system that address different type of users within the 

same system. Solutions that employ advanced machine learning approaches such as meta-learning 

[268] and multi-view learning [269] provide us with  interesting avenues to explore in our future 

research.  
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Appendix 1 

 

Table 52. Prediction rates in details for the PUPP-DA framework – results in percentage. 

Random Split  Popularity Split 
User ID Iteration 1 Iteration 2  User ID Iteration 1 Iteration 2 

Architecture 1 
1 44% 44%  68 36% 34% 

225 45% 43%  182 34% 39% 
282 31% 41%  274 47% 34% 
304 50% 44%  288 49% 42% 
34 31% 32%  414 44% 42% 
374 49% 43%  448 46% 41% 
412 44% 45%  474 34% 42% 
450 44% 43%  477 18% 33% 
510 32% 32%  599 36% 32% 
602 53% 46%  603 51% 44% 

Architecture 2 
1 44% 44%  68 33% 32% 

225 44% 43%  182 38% 37% 
282 31% 30%  274 32% 32% 
304 45% 44%  288 45% 43% 
34 32% 30%  414 45% 43% 
374 46% 43%  448 43% 41% 
412 45% 44%  474 45% 43% 
450 44% 44%  477 32% 32% 
510 32% 31%  599 32% 32% 
602 47% 45%  603 45% 43% 

Architecture 3 
1 45% 43%  68 30% 30% 

225 44% 42%  182 34% 32% 
282 29% 28%  274 30% 30% 
304 44% 42%  288 44% 42% 
34 29% 28%  414 44% 42% 
374 41% 39%  448 42% 41% 
412 45% 21%  474 44% 42% 
450 44% 42%  477 30% 30% 
510 29% 28%  599 30% 30% 
602 41% 39%  603 43% 43% 
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Table 52. (continued). 

Random Split  Popularity Split 
User ID Iteration 1 Iteration 2  User ID Iteration 1 Iteration 2 

Architecture 4 
1 53% 48%  68 33% 32% 

225 52% 47%  182 49% 47% 
282 30% 31%  274 33% 31% 
304 57% 57%  288 54% 58% 
34 29% 29%  414 53% 57% 
374 54% 54%  448 54% 57% 
412 48% 46%  474 53% 54% 
450 46% 48%  477 32% 32% 
510 30% 30%  599 34% 34% 
602 56% 67%  603 24% 56% 

Architecture 5 
1 40% 41%  68 27% 30% 

225 38% 39%  182 42% 44% 
282 27% 26%  274 27% 30% 
304 39% 40%  288 46% 45% 
34 27% 26%  414 46% 45% 
374 40% 42%  448 42% 45% 
412 38% 39%  474 44% 45% 
450 38% 39%  477 27% 30% 
510 27% 26%  599 27% 30% 
602 41% 42%  603 43% 45% 

Architecture 6 
1 43% 42%  68 27% 30% 

225 43% 41%  182 41% 23% 
282 29% 27%  274 27% 30% 
304 43% 45%  288 47% 44% 
34 29% 27%  414 48% 46% 
374 40% 46%  448 46% 45% 
412 42% 42%  474 47% 46% 
450 43% 42%  477 27% 30% 
510 29% 27%  599 27% 30% 
602 40% 48%  603 47% 44% 
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Table 52. (continued). 

Random Split  Popularity Split 
User ID Iteration 1 Iteration 2  User ID Iteration 1 Iteration 2 

Architecture 7 
1 100% 100%  68 100% 100% 

225 100% 99.50%  182 100% 100% 
282 100% 100%  274 100% 100% 
304 100% 100%  288 100% 100% 
34 100% 99.50%  414 100% 100% 
374 100% 99.50%  448 100% 100% 
412 100% 99.90%  474 100% 100% 
450 100% 99.90%  477 100% 100% 
510 100% 99.85%  599 100% 100% 
602 100% 99.90%  603 100% 100% 

Architecture 8 
1 100% 100%  68 100% 100% 

225 100% 99.25%  182 100% 100% 
282 100% 100%  274 100% 100% 
304 100% 100%  288 100% 100% 
34 100% 99.75%  414 100% 100% 
374 100% 99.60%  448 100% 100% 
412 100% 100%  474 100% 100% 
450 100% 99.95%  477 100% 100% 
510 100% 99.95%  599 100% 100% 
602 100% 100%  603 100% 100% 

Architecture 9 
1 100% 100%  68 100% 100% 

225 100% 99.65%  182 100% 100% 
282 100% 100%  274 100% 100% 
304 100% 100%  288 100% 100% 
34 99.90% 99.70%  414 100% 100% 
374 100% 99.80%  448 100% 100% 
412 100% 99.90%  474 100% 100% 
450 99.95% 100%  477 100% 100% 
510 100% 99.95%  599 100% 100% 
602 100% 100%  603 100% 100% 
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Table 52. (continued). 

Random Split  Popularity Split 
User ID Iteration 1 Iteration 2  User ID Iteration 1 Iteration 2 

Architecture 10 
1 100% 100%  68 100% 100% 

225 100% 100%  182 100% 100% 
282 100% 100%  274 100% 100% 
304 100% 100%  288 100% 100% 
34 100% 100%  414 100% 100% 
374 100% 100%  448 100% 100% 
412 100% 100%  474 100% 100% 
450 100% 100%  477 100% 100% 
510 100% 100%  599 100% 100% 
602 100% 100%  603 100% 100% 

Architecture 11 
1 100% 100%  68 100% 100% 

225 100% 100%  182 100% 100% 
282 100% 100%  274 100% 100% 
304 100% 100%  288 100% 100% 
34 100% 100%  414 100% 100% 
374 100% 100%  448 100% 100% 
412 100% 100%  474 100% 100% 
450 100% 100%  477 100% 100% 
510 100% 100%  599 100% 100% 
602 100% 100%  603 100% 100% 

Architecture 12 
1 31.10% 30.90%  68 29.70% 29.30% 

225 31.10% 30.90%  182 29.70% 29.30% 
282 31.10% 30.90%  274 29.70% 29.30% 
304 31.10% 30.90%  288 29.70% 29.30% 
34 31.10% 30.90%  414 29.70% 29.30% 
374 31.10% 30.90%  448 29.70% 29.30% 
412 31.10% 30.90%  474 29.70% 29.30% 
450 31.10% 30.90%  477 29.70% 29.30% 
510 31.10% 30.90%  599 29.70% 29.30% 
602 31.10% 30.90%  603 29.70% 29.30% 
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