
Transparently Teaching in the Context of Game-based 

Learning: the Case of SimulES-W 
 

 

Elizabeth Suescún Monsalve, Julio Cesar Sampaio do 

Prado Leite 

Departamento de Informática  

Pontifícia Universidade Católica do Rio de Janeiro  

Rio de Janeiro, Brasil 

emonsalve@inf.puc-rio.br, http://www-di.inf.puc-

rio.br/~julio/ 

Vera Maria B. Werneck 

Departamento de Informática e Ciência da Computação 

Universidade do Estado do Rio de Janeiro 

Rio de Janeiro, Brasil 

vera@ime.uerj.br

 
Abstract— This work presents a pedagogical proposal, in the 

context of game-based learning (GBL), that uses the concept of 

Transparency Pedagogy. As such, it aims to improve the quality 

of teaching, and the relationship between student, teacher and 

teaching methods. Transparency is anchored in the principle of 

information disclosure. In pedagogy, transparency emerges as an 

important issue that proposes to raise student awareness about 

the educational processes.  Using GBL as an educational strategy 

we managed to make the game, a software, transparent. That is 

we made the inner processes of the game known to the students.  

As such, besides learning by playing, students had access to the 

game design, through intentional modeling. We collected 

evidence that, by disclosure of the information about the design, 

students better performed on learning software engineering. 

Index Terms— Transparency, Games-based Learning, 

SimulES-W, Pedagogy.  

I. INTRODUCTION  

Theories of learning have been developed for a long time.  

The educational process is very complex and cannot support 

drastic solutions as has been demonstrated throughout history. 

However, in recent decades our society has been exposed to a 

rapid transformation as a result of the introduction of new 

technology. This change is being reflected in social and 

personal scopes. In the same way, this impact has been felt in 

the way students learn and expect from classes. As such, 

education has evolved from the traditional teaching model for 

more dynamic models, which are more attractive and effective. 

In addition, the “traditional teaching method is based on 

memorizing theoretical concepts presented by the teacher in an 

abstract manner, dissociated from practical reality” [8]. For that 

reason, methods based only on the accumulation of knowledge 

have become obsolete, since, with introduction of new 

technologies, there is an expectation on learning by doing and 

experimenting. 

In [16] the authors present an analysis about traditional 

teaching based on the Galperin Approach. They argue that 

traditional teaching gives the teacher tasks as: explain, 

demonstrate and elaborate concepts, and if possible, he/she 

evolves the concepts to a level of education. In the same way, 

the learners must follow the rationale of the teacher. In 

addition, learners must present his/her doubts, memorize 

information and learn to use formulas that explain the use of 

concepts in certain situations. Galperin [8] emphasizes that this 

process compromises the quality of education because the 

concepts are presented in an abstract way and it generally does 

not reflect reality. The author also mentions that the teacher 

could use examples to show the practical application of 

concepts, however learners will remain in the status of 

“observers”. In addition, the format of tasks is usually done in 

an automated way. In this perspective, the traditional teaching 

remains a slow, exhausting and, usually, without motivation 

process. 

On the other hand, dynamic models are being proposed 

such that teaching is performed in a more practical way, 

investing in “the development of the ability by means of 

discovery” [8]. Thus, the teacher has the responsibility to 

encourage learners to observe, arouse their curiosity and 

challenge them to investigate and find examples. So, a learner 

starts his/her own experience and interferes in his/her own 

learning. In a similar manner, familiarity with problem-

situations can develop the ability to recognize certain situations 

and how to act on them. For that reason, learning by doing is 

seen as a possible solution [16]. Our work departs from the idea 

that learning by doing is a positive strategy. As such, we also 

believe this strategy contributes to a leaner´s motivation. 

Moreover, a situation-problem approach allows the usage of 

these concepts and allows that their influence on the action 

context where they are implanted be observed.  

In practice, it is possible to show how concepts of software 

engineering are taught and it can be demonstrated by the use of 

a mix of lectures and small practical projects [28, 29 and 30]. 

However, these projects   do not simulate situations of big and 

complex systems [24]. Software engineering education is 

challenged to produce highly qualified people, with mental 

flexibility to adapt to changes caused by the introduction of 

new technologies. One of the problems of traditional software 

engineering education is that it gives a lot the importance to the 

theoretical content, and this is often problematic, since it does 

not necessarily imply that the learner is able to apply this 

content to real life situation. One possible strategy [33, 34 and 

36] to mitigate this problem is to use real software projects, and 



as such implementing “learning by doing”.  However, 

providing the proper scenario for this type of strategy is costly 

and sometimes hard to implement.  

A possible strategy to replace real software projects is the 

use of Game-Based Learning. According to [38] the term 

games-based learning in general “refers to activity to engage 

and hold learners in focus by encouraging them to participate 

during the lesson through game-play”.  Actually, game-based 

learning (GBL) addresses teaching in a dynamic way and has 

been successfully used as a support tool in several areas, 

Connolly et al in [39]  presents evidence, by a large systematic 

literature review, of the positive results in using computer 

games and serious games, including software engineering [31 

and 32].   

GBL has been shown to be an alternative to software 

projects in providing a situation-problem environment without 

the costs and difficulties of conducting a real software project 

[35 and 37].  One of these alternatives is SimulES-W [17], a 

collaborative platform that implements a simulation of a card 

base game where the goal is to produce specific software, with 

given characteristics.  However, an approach to teaching 

software engineering should not forget, in any case, the 

importance of knowledge, but it should be addressed in a 

dynamic way, bringing at the same time knowledge, skills, 

abilities, and values and raising awareness in the learner about 

their own learning process., Taking this in consideration we 

have added the principles of transparency to the GBL (Simules-

W) strategy as to inform the students about Simules-W design 

[13]. 

II. TRANSPARENCY 

Adopting the ideas of Galperin in [8], we explored a way of 

teaching software engineering in a more active, engaging and 

participative manner. According to Galperin teaching with this 

approach should take into account: i) the knowledge or skill to 

be taught should be in the form of situation-problem and its 

assessment should be the beginning and not the end as in 

traditional methods. ii) Activities should be selected and 

organized according to potential learners. iii) Activities should 

have a sequential presentation and must follow a mapping that 

enables the learner to achieve the solution of the problem 

immediately before the processing of learning be completed 

satisfied. All of this is to provide to the learner the opportunity 

to have a situation-problem experience and to learn about the 

operational logic of the solution. Lastly, iv) problem-situations 

should be correlated, allowing the learner to investigate general 

aspects. This approach is named formative-conceptual. 

Based on this, we believe that  a GBL strategy will meet the 

requirements of the formative-conceptual approach. Ebner and 

Holzingerb [5] suggest that there is evidence which shows that 

the learning results of using games is at least equivalent to the 

results from learning using the traditional methods. Besides, 

GBL also allow learners to have access to the concepts in 

dynamic and operational way. In [13] we show how GBL is 

preferred from the point of view of students, which points to 

the motivation students have in using games as a supporting  

tool for learning. Other important evidence reported in [1] is 

that related to long-term learning. Those concepts that are 

taught using situation-problem allow the learner to deduce and 

apply this concept in different situations. 

However, to be more effective in achieving the 

requirements of the formative-conceptual approach, we believe 

that GBL is not enough. We understand that to be more 

effective GBL must consider how to improve the awareness of 

the learner. Complementing GBL will involve the learner as an 

active participant in their learning. As such, the learner should 

know how he/she is taught [14] by a transparent process. 

According to [16] awareness is the ability to interpret between 

each of the specific situations and its context of occurrence. 

That means that the learner gains knowledge by means of 

his/her own perceptions or by means of information and 

process knowledge. Accordingly, the learner assumes an active 

role, being involved on his/her own leaning.  

We understand transparency as a concept related to 

information disclosure, which is been used in different settings, 

mostly related to the empowering of citizens with regard to 

their rights to know.  In particular we are interested in a process 

view of transparency, a general quality, which is implemented 

by a set of policies, practices and procedures that allow citizens 

to have: accessibility, usability, informativeness, 

understandability and auditability of processes held by centers 

of authority.  In our case the center of authority is the educator.  

The use of GBL empowered by a transparent process was 

enacted in a software engineering class, in which we collected 

facts of how this has affected students’ performance.   

III. TRANSPARENTLY TEACHING 

A. Transparency Pedagogy 

Our approach to teaching uses a vision anchored in the 

principle of transparency as information disclosure [11]. 

Transparency in pedagogy emerges as an important issue, 

which aims to make the learner aware about his/her teaching-

learning process and content production [13].  

This concept was instantiated defining pedagogy as a 

discipline that examines teaching methods to be better suited in 

promoting learning of increasingly complex new concepts, 

which are considered important for the development of thought 

[16]. Teaching-learning is a process that begins when the 

teacher creates opportunities for the production and 

construction of knowledge [8]. "Equip minds with skills to 

understand, feel and act in the society..." says Bruner in [4]. 

Thus teaching-learning promotes the formation and 

development of both subjects of the process [15], and for that 

reason, teaching without learning is nonexistent and vice versa 

Freire in [7]. So, learners take ownership and become aware of 

knowledge, because they learn to act conceptually (the 

conceptual practice) Puentes and Longarezi in [15]. That 

means, the process is finished when the learner has access to 

the meaning of the concept and when he/she have awareness of 

this process. 

For that reason, we explore transparency. However, from 

the perspective of pedagogy, transparency seeks an 

environment where goals are open and teaching methods aims 

consensus by focusing on learner participation and feedback 



arising from his/her participation. Our aim in this paper is to 

show how we have instantiated this concept using GBL for 

software engineering. 

B. SimulES-W 

SimulES-W is the digital version of SimulES [6], an 

educational board and card game. SimulES is an evolution of 

the ideas of the Problems and Programmers (PnP) game [18] 

[38].  Different from PnP, SimulES-W does not have any 

specific development process and the development process can 

be explored pedagogically during the game; for instance one 

player can use an agile approach whereas the other can use a 

waterfall one. As such the learner may explore different 

development processes. 

 

 

 

 

Fig. 1.  Main Board SimulES-W [22]

The main precondition to play SimulES-W is being either a 

software engineering student or a person with basic knowledge 

and involved in software engineering. As described in [24], 

SimulES-W is used in both general and specific software 

engineering knowledge with an educational component that 

allows real practice to be simulated. SimulES-W is a 

multiplayer game and the player who wins the game is the one 

which first completes the software product with quality and 

budget defined in the project card. Figure 1 illustrates the main 

screen named Main Board. SimulES-W has been used as a 

teaching tool in other experiences with learners in software 

engineering. Some experiences have been described in [6, 17, 

23, 24 and 25]. Learners exercise different roles where each 

role has to deal with the project budget and the hiring and firing 

of software engineers. Additionally, the game has a set of 

concepts and problem cards that are used to improve the one´s 

game or block other players' movement in their games. These 

cards display theoretical software engineering concepts that 

must be analyzed and applied by the learners. The knowledge 

of software engineering in these cards can be used either as 

obstacle, or stimulus for the game players´. Moreover, the 

game also has an activity for building the software product that 

makes the players exercise on the intrinsic software 

engineering concepts of the cards as the dynamics of building 

and audit, given by embedded bugs. The learners begin the 

construction of software artifacts required by the project, make 

inspections, and if a defect (bug) appear in some artifact, they 

should fix them, otherwise, the delivered product may fail 

acceptance test. So, players must take in consideration the risk 

of failure, if inspection and debugging are neglected. The first 

student, who can construct the software without having any 

problems, wins.  

As described in [17] SimulES-W was developed for 

teaching software engineering in general. Alternatively, it can 

be configured to focus on a particular subject of knowledge as 

well, as was shown in [24], where it was used to teaching risk 

management. Then, since cards can be edited, we can use 

problem and concept cards tuned to the interest topic. We can 

also configure project cards to deal with specific artifacts.  

Experiences with students using SimulES-W [17, 24 and 

25] have shown that this game has the necessary elements to 

enact particulars of the software process as per concept and 



problem cards, making SimulES-W a powerful and useful tool, 

but also a fun way to teach [17]. 

C. Teaching with Transparently  SimulES-W 

With GBL, as a pedagogical alternative, there is a balance 

between entertainment and dissemination of knowledge, 

motivating learners to learn while they play [1]. GBL is being 

inserted to complement classes [1, 2, 3, 10, 18, 19, 20,  21 and 

39], due to increasingly accessible tools and more realistic 

environments. Thus GBL allows the use of elements that are 

not provided by traditional methods [17]. They are also 

potential enhancers of the process in which they are used, by 

being in constant evolution of targeted improvements and 

suggestions of those who use these tools.  

Our approach has three main activities (Figure 3). They are 

designed to provide transparency of the GBL process to 

students. We want to show how through the use of GBL it is 

possible to instantiate the concept of transparency in pedagogy. 

Consequently, it is necessary not only that the process be 

transparent but also the software (the game) itself.  Software 

evaluation can be done with a set of heuristics available in [26] 

which have already been partly used in building SimulES-W 

and were described in [23]. The activities of Figure 3 are: i) 

Plan activity, it is responsible for the organization of 

information about the teaching material, thus creating the 

content to be used. The intentional model written in i* [27] is 

available and used to control the activity, since learners have 

access to it. In this activity the learners are informed about the 

open process strategy, and motivated to provide feedback. In 

the planning learners will be asked to fill a pre-test which 

assess motivation, preferences, level of knowledge, 

expectations, engagement to class, among others; ii) Apply 

activity, previous activity allows us to have sufficient 

knowledge about learners and know how to address the present 

activity. Learners are instructed to use SimulES-W, with the 

material for that specific class.  On the completion of the 

activity, that is playing the game, a post-test is applied. It must 

assess how learners felt about participation, benefits and 

feedback items. Questions about: context of usage, clear 

instructions, didactic strategy, activity, consistency with the 

objectives and/or the contents. Finally, learners are called for 

an exam. The exam is designed to measure acquisition of 

knowledge and learners performance; iii) Evaluate activity, the 

information collected is evaluated from different perspectives 

and decisions are made with relation to the group and future 

activities. To close, as our perspective is addressed to 

transparency, students are informed about the results and 

measures to be taken. 

As mentioned above, intentional models with i* were used 

to inform the students how SimulES-W works: strategies and 

activities dynamic. Figure 2 is an illustration of this kind of 

model, and this one in particular shows the main board of the 

game. However, the models were also pretty-printed (as text) 

and given to students as to enhance model readability.   

 

Fig. 2.  SDsituation: Play round to start [13]. 

 
IV. EVALUATION APPROACH 

In order to introduce our approach an experiment was 

designed to verify the following hypotheses: GBL together with 

intentional models (i*) could contribute to the transparently 

teaching of software engineering. 

Highlighting, the definition of transparency as a principle of 

disclosure information was introduced in [11]. Also, there are 

the lists of quality attributes [26] such as accessibility, 

usability, informativeness, understandability and auditability 

that are related to transparency. These quality attributes are 

further refined and their composition contribute to transparency 

[12] in the context of intentional models. In [9] there is a set of 



guidelines for assessing transparency attributes. For that reason 

we choose this kind of models to in our approach, trying to 

achieve transparency through this mechanism.  

During the Planning stage, in the last half of 2013, an 

experiment was performed with a 26 student’s class in the 

undergraduate software engineering course of the Computer 

Science program at the State University of Rio de Janeiro. This 

experiment was designed to study how SimulES-W as GBL 

with intentional models could influence pedagogy 

transparency.  So we prepared the  knowledge to be learned by 

creating specific concept and problems cards about 

requirements, design, coding, software quality and project 

management as described in [23,40]. The cards were also 

edited for the specific features of the class. Afterwards, the 

contents were added to the SimulES-W database. Finally, some 

tests were conducted to check the contents. 

  

Fig. 3.  SADT Diagram which shows activities related to our approach. 

The experiment was designed to be applied on three 

different groups: (i) Lecture: This group was taught the 

concepts and problems in a traditional lecture. (ii) SimulES-W: 

This group was taught the concepts and problems using 

SimulES-W. (iii) SimulES-W with models: This group was 

taught the concepts and problems with SimulES-W however 

they had in advance the information how SimulES-W works by 

receiving (reading) i* models of SimulES-W.  

First, a class was given to all groups and all the students 

received the information about experiment and the instructions 

about the division into three different groups and their 

activities. After that they all filled the pre-test and lastly, 

learners were randomly separated into the three groups. The 26 

learners in the class were divided according to the fundamental 

principle of randomization to ensure the comparability of the 

groups and highlighting that they participated as volunteers to 

this case study. Each group with its activities was scheduled by 

days, participating in specific activities.  

In Lecture (Group 1), learners attended a class, specifically 

on concepts and problems typical in software engineering. 

When the class had finished, the learners filled post-test related 

to contents and class perception.  

In SimulES-W (Group 2), learners received information 

related to the activity and on SimulES-W. They also received 

instructions and details about the game: origin of the game, 

historical review, basic rules, dynamic rules, goals and main 

screens. They were then motivated to use the tool. The activity 

took place in a classroom with a teacher and two instructors 

who guided the learners and answered questions related to the 

activity. During this we emphasized the concepts and the 

problems related to subject. Instructions about the tool 

including navigation, interface features and execution of 

actions were explained.  

In SimulES-W with models (Group 3), before class, 

learners received, by email, the documentation related to the 

game models and to the activity.  This activity was the same as 

the previous one, except for the documentation provided, 

which learners could read and could use during the activity.  

The students who used SimulES-W (Group 2 and Group 3) 

received previous training about the tool. It happened before 

each class through one presentation with the instructions and 

monitoring in place. This training took about half an hour 

Finally, in another day the students of all groups took an 

exam. The activity Evaluate (Figure 3) was performed in 5 

days. On the first day, 26 students  were given the pre-test and 

received instructions about the activity. They were separated 

into three groups, each group of 12 students. On the second 

day, 8 students (66.6%) attended the class (Group 1) and filled 

the post-test. On the third day, 9 students (75%) participated in 

SimulES-W (Group 2) activity and filled the post-test. On the 

fourth day, 12 (100%) students participated in SimulES-W with 

i* activity and filled the post-test. On the fifth day, 22 students 

(84.6%) took the exam. 

A. Pre-test 

The pre-test was quantitative and had 7 closed questions; 

each of the questions had a basic description.  



The first question: What kind of dynamic learning do you 

prefer? Competitive, cooperative or individual. This type of 

question can help teachers as to customize course topics. Figure 

4 shows that students in that activity prefer cooperative 

learning (81%), after competitive (15%) and finally individual 

(4%). 

 

Fig. 4.  Question 1. What kind of dynamic learning do you prefer?. 

 The second question, How do you rate your Software 

Engineering knowledge? As answers we listed: Very, Enough, 

Insufficient, Don´t not, Neither. We identified that students had 

some knowledge but not enough. Figure 5 shows how students 

rated themselves: as insufficient knowledge in SE (58%), 

enough (23%), Don´t not (12%) and neither (8%).  

 

Fig. 5.  Question 2. How do you rate your Software Engineering knowledge? 

The third question, What deliverable strategy would you 

prefer for the course contents? This question is related to 

interest and preference about class material is delivered and 

was a multi-selection question. Figure 6 shows: 18 students 

chose Labs (69%); 18 students (69%) chose games; 6 students 

(23%) chose Lectures; 8 students (30%) chose study case based 

on papers; and 14 students (53%) chose tutorials. 

 

 

Fig. 6.  Question 3.What deliverable strategy would you prefer for the course 

contents? 

 

The fourth question, How would you like to participate in 

improving course quality? This question is addressed to 

identify how students would like to participate in improving  

the present course, this also was a multi-selection question; 

Figure 7 shows 19 students (73%) reported they would like to  

participate in collaborative activities;  17 students  (65%) 

reported they would participate through discussion activities; 4 

students (15%)  chose feedback activities; 13 students (50%) 

chose  labs; and finally, 7 students (26%) chose proposing 

topics.   

 

Fig. 7.  Question 4. How would you like to participate in improving course 

quality? 

The fifth question, When should the content and objectives 

of the course be provided? This question is related to 

preferences about foreknowledge of course information. Figure 

8 displays: 4 students (15%) expressed that they should be 

provided according to the needs of the class; 23 students (88%) 

they report that the contents should be provided when the 

course begins; and finally, 1 student (3%) reported that the 

content should be provided throughout the course.  



 

Fig. 8.  Question 5. When should the content and objectives of the course be 

provided? 

Question six was: What was your motivation to participate? 

This question is more general, and with that, we wanted to 

know what things are more motivating to the students, it also 

was a multi-selection question. Figure 9 portrays that 22 

students (84%) reported they like especially practical work; 

next 18 students (69%) chose educational games; and finally, 

12 students (43%) also chose forums.   

 

Fig. 9.  Question 6. What was your motivation to participate? 

The last question, How would you like to dig deeper into 

content class? This question aims to identify the level of 

participation and student preferences and as this should be 

done. Figure 10 shows: 18 students (69%) think that the 

information should be available in some media; 14 students 

(53%) think that they should look for their own information; 13 

students (50%) consider that the teacher should provide the 

information; and finally 1 student (3%) reported that the 

teacher should assist the student in finding information. 

We identify with the pre-test, preferences, motivations and 

knowledge level of the students; also this information was 

useful to identify how the class should be addressed. In 

addition, when a teacher knows about students' background 

knowledge, skills as well as their needs, the teacher can be 

better prepared to promote an effective learning.  

 

 

Fig. 10.  Question 7. How would you like to dig deeper into content class? 

As a matter of fact, we also identified motivations and 

preferences in general behavior of the group when we observed 

them, for example, we had more support among those groups 

where students were scheduled in activities with SimulES-W. 

One of the activities with SimulES-W was a Friday, early and 

with rain and all students attended the activity. The day that 

results were presented, we offered a completion activity, those 

who did not play or want play again could do that. To our 

surprise, all the students stayed for that latter activity. This 

shows that students are motivated to learn and to participate in 

didactic activities driven by GBL. 

B. Post-test 

We designed a post-test for each of the experiences. Thus, 

The post-test for group 1 (lecture) had 9 questions. The post-

test for group 2 (SimulES-W) had 13 questions. And the post-

test for group 3 (SimulES-W with i*) had 14 questions. Some 

questions were closed and others open. Also, we created 

specific questions for each experience. We considered it 

necessary to do specific questions for each of the activities. 

Especially, for activities which used the game. To illustrate, we 

asked about software, interface, game dynamic, collaborative 

aspects, and competitive aspects, among others. In addition, we 

created similar questions for the three groups. And for reasons 

space in this paper, we will focus on these last.  

In short, we identified more participation and motivation in 

those groups where the game was used. It was reported more 

negative aspects related to traditional class. Group 3, who used 

to SimulES-W with i* got better performance and that was 

evident in the response of the questions. All three groups 

showed preference for learning software engineering by means 

of GBL. 

The Table 1 shows a summary of similar questions for the 

three groups. The questions 1, 2, 3 and 4 show that Group 3 

(SimulES-W with i*) had the best percentage in effective 

responses, followed by Group 1 (Lecture) and Group 2 

(SimulES-W). Next, all students expressed their preference for 

games, being that Group 3 (SimulES-W with i *) reported the 

highest percentage. Related to Question 6 in general students 

were satisfied with material of the activity. Finally, Question 7 

All students found motivating elements in the three activities, 

however, Groups 3 (SimulES-W with i*) and Group 2 



(SimulES-W) were who most elements found and were more 

motivated in the activity. As a whole, according to the 

responses and with what we observed in all experiences, the 

most unmotivated group was Group 1 (Lecture) being the 

group that more criticized the activity. 

 

TABLE I.  RESUME POST-TEST 

 

C. Exam 

An exam was applied to all groups one week after we had 

finished the classes. The exam had 6 questions related to 

concepts and problems in software engineering that were 

presented during the activities. The exam aimed the 

identification of how the concepts that were understood by 

learners. In short, the exam was to verify if the process 

teaching-learning achieved its goals. The students were asked 

to explain: i) What is software engineering. ii) The different 

roles people canplay when they participate in a software 

project. iii) The artifacts generated in the software development 

process. iv) Some problems that can appear during the software 

construction process and describe why they happen. v) Types 

of concepts considered as good practices in software 

engineering and how to describe them. vi) Explain the 

importance of software quality assurance as a control 

mechanism in a software project. 

 

 

Fig. 11.  Results of each group related to Exam Applied 

 
Fig. 12.  Analysis of the Mean related to Exam Applied on Each Group 

Figure 11 shows the scores range of each group, the highest 

and the low score. The results show that most of the students 

who attended the activity with SimulES-W got satisfactory 

score. Being that the mean for group as Group 1 (Lecture) 7.5, 

Group 2 (SimulES-W) 7.03 and Group 3 (SimulES-W with i*) 

7.75. That means students in group 3 had a better performance 

on the exam. However, this difference is not significant.  

Table 2 presents the results of the means using the ANOVA 

(Analysis of the variance). On this test we can conclude that it 

is impossible to reject the null hypothesis at 0.025 level so that 

is no considerable difference among the means of the three 

groups. This result is based on the fact that the F ratio (0.3312) 

is less than the value 4,51 of F 0.025, 2,19. Then we test for 

each group in separate and we had the same results, that the 

three groups have no difference relevant means. The Figure 12 

shows the Analysis of the means of each groups and the 

average is 7.398 that is a good result. We also can see the 

tendency that Group 3 had achieved better performance than 

the other two groups and Group 2 had the lowest and Group 1 

has been in the average of the two groups. 



Analyzing these results we can conclude that the 

performance of the groups are equivalent, however there is a 

tendency that the group that used a GBL with transparency had 

a better performance and more motivation. The group that had 

traditional lecture did not lose the lesson content but was the 

least motivated.  

TABLE II.  ANALYSIS OF VARIANCE 

Source DF Sum of  
Squares 

Mean 
Square 

F Ratio Prob > F 

Group 2 2,276831 1,13842 0,3312 0,7221 
Error 19 65,305556 3,43713   
C. Total 21 67,582386    
 

V. CONCLUSION 

Our work goal is to instantiate the concept of transparency 

in pedagogy. Transparency in pedagogy emerges as an 

important issue, which aims to make the learner aware about 

teaching-learning process and content [13]. Our approach is 

based on the concept of transparency as information disclosure 

[11] and on the formative-conceptual approach of Galperin in 

[8]. That approach also supports the idea that students better 

meet the learning goals, if they are motivated and the contents 

are related to real life situation.  

Our approach used intentional models together with GBL to 

a Software Engineering teaching activity aiming at a more 

transparent class. We compared the results with a traditional 

teaching method as well as the use of GBL without intentional 

models. Our results, although applied to a small number of 

students who used the models, indicates that there is a positive 

outcome in the use of the transparency strategy with GBL 

(Group 3).  This is a strong motivation to do more experiments 

focused in this direction that may lead to more conclusive 

statements. 

In the practice related to teaching software engineering is 

necessary to understand and implement new and better 

teaching methodologies that aim better results in knowledge 

transfer. With this work we point out that pedagogy have 

provided quite important efforts to identify and disseminate 

methodologies, which seek to promote active participation of 

students in teaching-learning. For this reason, it is important 

that educators in SE thrive to use better practices in classrooms. 

The teaching-learning process is changing and we as educators 

must be prepared for these changes. In fact, the student should 

be more involved in this process. Armed with this, software 

engineering also has the advantage of having tools that should 

be taught and at the same time may be part of the practice in 

that process. That means, teaching with the same tools that will 

be used by students in their professional life is certainly a SE 

strength.  Using GBL in the classroom, we are putting into 

practice what the new pedagogy is preaching and if we disclose 

the process to students, such as the case presented with the use 

of intentional models with i*, we will be offering a more 

transparent teaching-learning process.  

Future work should continue evaluation activities as a 

feedback generation for improving our understanding on how 

to design better strategies for pedagogy transparency based on 

GBL. Also, it is necessary to devise a monitoring strategy to 

check if students retained the knowledge taught. A possibility 

is to strengthen the ties with related future courses, as to check 

retention.  
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