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Abstract. This paper discusses the problems of developing adaptive self-explaining in-
terfaces for advanced World-Wide Web (WWW) applications. Two kinds of adaptation
are considered: incremental learning and incremental interfaces. The key problem for
these kinds of adaptation is to decide which interface features should be explained or en-
abled next. We analyze possible ways to implement incremental learning and incremental
interfaces on the WWW and suggest a �user as student� approach. With this approach, the
order of learning or enabling of interface features is determined by adaptive sequencing, a
popular intelligent tutoring technology, which is based on the pedagogical model of the
interface and user knowledge about it. We describe in detail how this approach was im-
plemented in the InterBook system, a shell for developing Web-based adaptive electronic
textbooks.

1 Introduction

Current advanced World Wide Web-based applications are more than networks of static hypertext
pages. They offer a rather complex interface with a number of different windows, subwindows
(frames), forms, and buttons. What is often missing is adaptivity and adaptability. Users of these
applications with different abilities, Web experience, knowledge, and background get the same
pages in the same context. The class of users who need adaptivity really urgently comprises mil-
lions of Web newcomers. These users, who have almost no Web experience (and often no general
computer experience), just cannot deal with complex interfaces of advanced Web-based applica-
tions. The problem of how to help novice users of advanced WWW applications is the first one
that has to be solved on the way to adaptive Web-based systems, and this paper is centered around
this problem.

A good example of advanced Web-based applications is found in interbooks. These are adap-
tive electronic textbooks (AET) that are developed with InterBook, a tool for the authoring and
delivery of Web-based AETs (see http://www.contrib.andrew.cmu.edu/plb/InterBook.html; and
Brusilovsky et al., 1996). AETs served on the Web by InterBook have a powerful and complicated
interface. InterBook uses several separate windows, further subdivided into frames, to provide the
user with useful tools, orientation support, navigation support, and other interface features that are
known to be useful from the research literature (Figure 1). InterBook is being used to develop
AETs for courses offered at Carnegie Mellon University. Communicating with people involved in
teaching various courses, we have found that the InterBook interface is too complex for many
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users. Some interface features, such as the separate table of contents, were misunderstood. Such
helpful features of InterBook as the search interface or prerequisite help have never been used.

Figure 1. This picture shows a complex interface of InterBook. All features are switched on. The com-
plexity of the interface often confuses novices. At the top right corner you can find the �Hint� and the
�Interface� button, which are used for interface customization.

We think that InterBook provides a good case for investigating the problem of novice users
working with complicated interfaces on the Web. The WWW context adds new dimensions to this
classic problem of human-computer interaction. Generally speaking, there is a whole tree of com-
puter-supported solutions (not mutually exclusive) for this problem. Either the user has to adapt to
the complex interface by learning it, or the system has to adapt to the user�s level of knowledge
and skills. In turn, an interface could be learned in advance (comprehensively) using some kind of
on-line tutorial; or at work (incrementally) using some kind of on-line help. Experimental research
shows that some users prefer the comprehensive and others the incremental way of learning
(Fischer, 1988; van der Veer, 1990). On-line help could be static (i.e., non-adaptive) or adaptive.

We have already tried two non-adaptive options within this taxonomy in InterBook. From the
very beginning, InterBook was available together with the �InterBook manual�, a combination of
on-line tutorial and on-line help. Unfortunately, very few users have ever tried to read this manual.
Either users are too eager to start real work as soon as possible in the WWW context, or the read-
ing of the Web-based manual was a complicated task in itself. This paper presents our efforts to
investigate two adaptive options: incremental learning with adaptive help; and an adaptive inter-
face.
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2 A Review of Relevant Work

2.1 Adaptive Help Systems for Incremental Learning

The problem of incremental learning of complex interfaces has traditionally been addressed by the
research on adaptive help systems (more often called intelligent help systems, IHSs). The goal of
intelligent help systems is to provide personalized help to a user working with a complex interface
by diagnosing errors and suboptimal user behavior, identifying missing pieces of knowledge about
the interface, and providing on-demand incremental learning to extend the user�s knowledge (for a
review see Breuker, 1990; Wasson and Akselsen, 1992).

The area of intelligent help systems has been well investigated. The first wave of research on
intelligent help was initiated when UNIX systems, with their complicated interface, were distrib-
uted widely in universities and came to the workplaces of many computer-naive users. Due to this
fact, almost all early research on intelligent help systems was focused on UNIX and its utilities
(Breuker, 1990; Jones et al., 1988; Matthews and Nolan, 1985; Nessen, 1989; Wilensky et al.,
1984; Wolz et al., 1989). The appearance of �friendly� WIMP interfaces created a pause in IHS
research, but in just a few years even these interfaces had reached the level of complexity where
intelligent help is really important. The current second wave of research on IHSs investigates
useful ways of providing intelligent help in modern application systems (Encarnação, 1995; Fox et
al., 1993). Probably, a third wave will be created by advanced WWW applications.

Traditionally, IHSs are divided into two classes: active and passive help systems. In a passive
help system, it is the user who initiates the next help session by asking for help. An active help
system initiates the help session itself. �Passive-active� and �static-adaptive� are two different
dimensions of classification. A well-known example of active but non-adaptive help is �did you
know� (DYK) help, which offers users random pieces of knowledge (called hints) during their
work. A number of modern applications (like Microsoft Word) usually suggest DYK help at the
beginning of a session.

Adaptive passive help systems support incremental learning by suggesting the next piece of
knowledge to be learned by the user when help is requested. The main problem for these systems
is how to decide what to say. The suggested piece of knowledge has to be both new and relevant to
the user�s current goal (otherwise the user will not be interested in learning it!). To determine what
is new and relevant, IHSs track the user�s goals and the user�s knowledge about the interface. This
information about the user is stored in the user model (Chin, 1989; Nessen, 1989; Winkels, 1990).
The user model is often initialized through a short interview with a user and then kept updated
through automatic user modeling. IHS researchers have investigated a number of effective tech-
niques of automatic user modeling. Most of them are variants of two basic technologies which
were tried in the very first IHS projects (Matthews and Nolan, 1985; Zissos and Witten, 1985):
(1) tracking the user�s actions to understand which commands and concepts are known to the user
and which are not and (2) using task models to deduce the goal of the user. The first technology is
reasonably simple�the system just records all used commands and parameters, assuming that
�used means known�. The second technology is much more complicated; it is based on plan rec-
ognition (Goodman and Litman, 1992) and advanced domain knowledge representation in a �goal-
plan-action� tree or some other form of task model (Hoppe, 1993). To identify missing pieces of
knowledge, the system (1) infers the user�s goal from an observed sequence of commands, (2) tries
to find a more efficient sequence of commands to achieve this goal, (3) identifies knowledge ele-
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ments required to build this more efficient sequence but not required to make the original (less
efficient) sequence. Presumably, the lack of this knowledge prevented the user from applying the
more efficient sequence. These knowledge elements are declared to be unknown (unless they were
recorded as known on the basis of the simpler technology) and become the best candidates for
knowledge extension on demand.

Adaptive active help systems make all decisions that adaptive passive help systems make plus
one more decision: when to interrupt the user�s work and suggest help. The problem of when to
interrupt is older than IHSs themselves. This problem is known in the area of intelligent tutoring
systems (ITSs) as the problem of coaching (Burton and Brown, 1979), and here IHSs apply the
ideas developed by earlier ITSs (Breuker, 1988; Fischer, 1988). The secret of good coaching is
not to interrupt the user�s work in each situation when the user makes an error or demonstrated
suboptimal behavior and the system has something to say about it. A good coach will interrupt the
user only if the work situation is relevant for correcting the user or suggesting a new piece of
knowledge. Usually, a set of heuristic rules (mostly domain-dependent) is used to determine
whether the situation is relevant.

2.2 Adaptive Interfaces

Interface adaptation to users with different levels of knowledge about interface features is not a
mainstream direction of research on adaptive interfaces (Dieterich et al., 1993). The only relevant
technology developed so far is that of incremental interfaces. The idea of incremental interfaces is
the following one: A novice user starts with some subset of a complex interface, and then more
advanced interface features are enabled incrementally as soon as the user needs them and is ready
to use them. Incremental interfaces were developed for two intelligent learning environments:
ITEM/IP (Brusilovsky, 1993) and ELM-PE (Brusilovsky et al., 1995). Both systems have no
model of user knowledge about interface features and use a model of user knowledge on the sub-
ject being learned (a programming language) to decide which interface features to enable. For
example, if a particular LISP function becomes known to the user of ELM-PE, the button for this
function in an adaptive structure editor is enabled.

3 User as Student: Applying Adaptive Sequencing Technology

3.1 The Architecture and the Problem of Sequencing

The work discussed above on adaptive help systems and adaptive interfaces suggests a clear way
of implementing both incremental learning and an incremental interface. Two decision-making
mechanisms have to be implemented. The �what� mechanism has to decide which unknown inter-
face features the user could and would like to learn next. With incremental learning, these features
will be introduced and explained to the user. With the incremental interface, these features will be
enabled (and probably explained). The �when� mechanism has to decide whether a particular
moment of time is appropriate one at which to interrupt the user and introduce the next set of new
features. The work discussed above shows that the �when� mechanism does not pose a real prob-
lem. First, it is always possible to implement a simple �when� mechanism on the basis of a small
set of domain-dependent heuristics or just to use the non-adaptive DYK style. Second, the mecha-
nism is used only in active help systems. The key problem is the �what� mechanism, or sequencing
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mechanism. It is used for both passive and active help, and it is where the main �intelligence� of
an adaptive interface is.

The work discussed above shows several ways of implementing an adaptive sequencing
mechanism. However, we have found that existing experience cannot be applied directly in the
Web context because current Web-based interfaces are different. What we call an �interface� in a
Web-based application is not a conventional interface. For example, what looks like a button is
nothing more than an iconized hyperlink. In essence, a Web-based interface supports hypertext
navigation with some amount of form-filling. The problem is that watching what the user is doing
in hypermedia provides insufficient information for user modeling (Brusilovsky, 1996). Most
known plan-recognition-based techniques of automatic user modeling can hardly be applied in this
area. The only information about the user�s actions which the system can record is the user�s path
through the hyperspace and the time spent on each node. The bandwidth of this channel is much
lower than in UNIX-like command-based interfaces (Breuker, 1990; Jones et al., 1988; Wolz et
al., 1989), action-based interfaces (Encarnação, 1995; Fox et al., 1993) or natural language inter-
faces (Wilensky et al., 1984).

3.2 Our Solution: The User-as-Student Metaphor

Our solution to the problem of novice users working with complicated interfaces on the Web is to
apply the known technologies of incremental interfaces and incremental learning but to use a dif-
ferent sequencing mechanism. Rather then using sequencing based on plan recognition, which is
not very suitable for current Web-based interfaces, we use sequencing based on the internal logic
of the domain which is represented in a domain model. Domain-model-based sequencing is a
classic technology of intelligent tutoring systems (Polson and Richardson, 1988). The heart of this
technology is a domain model represented as a network of domain concepts (a concept in ITS is an
elementary piece of knowledge). Links between concepts represent the logic of the domain: vari-
ous semantic relationships between concepts, such as is-a, part-of, or prerequisite. The domain
model is used in parallel with an overlay student model of domain knowledge which stores sepa-
rately the student�s level of understanding of each domain model concept. Using domain and
student models, an ITS could perform concept sequencing, i.e., build a dynamic personalized
sequence of concepts to be learned based on the internal logic of the domain and the student�s
knowledge. Most advanced ITSs could also perform learning unit sequencing or task sequencing,
where a learning unit is an educational task of any kind: an explanation, a test, an example, a
problem, etc. (Barr et al., 1976; Brusilovsky, 1992; Capell and Dannenberg, 1993; Vassileva,
1990).

Our idea is to treat a user as a student and an interface as a domain to be learned. Driven by
this metaphor, we suggest (1) using an ITS-like domain and student knowledge representation,
with each interface feature treated as a domain concept and each hint as a learning unit; (2) apply-
ing a well-developed task sequencing technology to build a sequence of interface features to be
learned or enabled and a sequence of hints to be presented. We think that this way is a good alter-
native solution to the sequencing problem for Web-based interfaces in general. Some additional
benefits of this solution for InterBook are that this adaptive educational system already has a for-
malism for domain modeling, student modeling and indexing and that it has some already
implemented sequencing mechanisms. In the following sections, we describe briefly the original
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domain-independent sequencing mechanism implemented in InterBook and explain in detail how
we have used this mechanism to implement incremental learning and an incremental interface.

4 An Adaptable and Adaptive Interface in InterBook

As an advanced WWW-application, the InterBook system provides a suitable basis for imple-
menting our ideas. The InterBook system is described in more detail elsewhere (Brusilovsky et al.,
1996). Here we provide the minimal description that is required to understand how the incremental
interface and the adaptive on-line documentation inherited the adaptation techniques that are al-
ready used for adaptive hypermedia in general.

4.1 Adaptive Electronic Textbooks and Techniques

The keys to adaptivity in InterBook are the domain model and the overlay student model. The
domain model is a set of concepts that describe the educational domain. All pages of InterBook-
based hypertext books can be indexed with domain model concepts by the course author. For each
page, an author can provide a list of related concepts, which describe the educational contents in
terms of the domain model. Each concept in the index has different roles, being either an outcome
concept or a prerequisite of the page. A concept is an outcome concept of a page if this page pres-
ents the piece of knowledge designated by the concept. A concept is a prerequisite concept if a
user has to know this concept to understand the content of the page. The overlay model keeps
track of the individual student�s knowledge by assigning to each concept from the domain model
scores for reading pages about these concepts and solving tests or problems. It is updated when-
ever a student reads a related page or solves a test or problem that deals with the particular
concept. Indexing is a relatively simple but powerful mechanism, because it provides the system
with knowledge about the content of its pages: The system knows which concepts are presented in
each section and which concepts have to be learned before starting to learn each section.

Sequencing is one of the applications of the student model in InterBook. The goal of sequenc-
ing is to determine the next page that should be learned by the student. This is done in three steps.
First, the system computes overall scores for the supposed state of knowledge for each concept.
On the basis of these scores, the system can decide whether a concept is already well-learned or
should still be the subject of further teaching operations. Second, the system decides for all pages,
on the basis of the computed knowledge scores, which pages contain suggested teaching opera-
tions or which have missing prerequisites. The results of the second step are used for adaptive
annotation of links: Links to concepts and sections of different educational states are annotated by
different icons (Figure 1). Third, the system selects the most optimal page from among all avail-
able pages that introduce unknown concepts and that are missing no prerequisites. For this
purpose, all pages are assigned a certain priority for presentation that is based upon a default value
and modified according to the supposed state of knowledge of the required and introduced con-
cepts.
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Figure 2. A simplified interface of InterBook that meets the purposes of novices. Disabled features are
introduced incrementally with hints. The hint displayed here introduces �Concept References� (Table 1).

4.2 Incremental Interface Learning

According to our original idea of looking at the interface as a domain to be learned, we have cre-
ated a domain model for the interface. A concept in this model is either an atomic interface feature
that could be disabled or enabled independently (like �glossary button�) or a more high-level
interface-related concept (like �concept-based navigation�). Our interface model has more than
fifty interface features. This model is dynamically extendible, since it relies on similar domain-
independent mechanisms which are implemented for the electronic textbooks themselves. The
interface concepts do not differ from other InterBook concepts that are created by authors of vari-
ous InterBook-based electronic textbooks. In fact, we have re-indexed the InterBook manual,
which is an electronic textbook itself, with a set of interface concepts to integrate the common
adaptive electronic textbook with the adaptive interface documentation. In InterBook, incremental
learning and interface documentation are implemented with hints (Figure 2). A hint is a textual
explanation of one or more interface features (Table 1). Unlike common instructional information,
interface documentation has to provide more than �know that� and �know how� aspects of con-
cepts, which explain the location and nature as well as the functionality of the interface features.
Interface documentation in an adaptable and adaptive context also has to introduce the user to the
�know why� aspect of an interface feature, which explains why the user should switch on and use a
certain feature. A hint is presented to the user at the bottom of the corresponding InterBook win-
dow, in which the introduced feature is located. Hints appear in separate frames, which are
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scrollable independently from the main window. This enables the user to work with the original
window, which remains unchanged without being disturbed by the hints. Furthermore, this tech-
nique binds the hint directly to the relevant window, in which the interface feature is visible. To
provide more detailed information about an interface feature, hints can be authored with hyper-
links, which may point to deeper explanations, or related hints, which describe features that might
enhance or replace the current feature. In this way, the author of the on-line documentation can
create a separate hyperspace of hints for the on-line documentation of the interface.

Table 1. This table illustrates the overall structure of a hint. It implements didactic relations and the doc-
umentation itself as well as additional information for event-driven appearance and adaptive sequencing.

Slot Example Function

prerequisites Concepts,
concept bar

These concepts or interface features must be
known before the hint is presented.

outcome Concept hot-links This feature or concept in introduced in this
hint.

windows Textbook window,
Glossary window

The hint is appropriate for these windows.

features Concept hot-links,
concept bar

These features are relevant to the hint, because
the user might want to switch them on or off,
when he or she learns about new features and
functionalities.

title Hint about ��Glossary
window�

The title of the hint by which it can be identi-
fied by system and user.

documentation �You have just opened
the glossary window...�

The text describing new interface features and
their functionality.

appearance �Current page contains a
hot-link to a concept�

Rule that describes when a hint should be
presented.

priority 10 The default priority by which the hint is chosen
by the sequencing algorithm.

Hints can be presented in both active and passive modes. Active mode means that hints can
appear when a particular window is updated if the sequencing mechanism suggests its presenta-
tion. Passive mode means that at any time the user can request a hint himself or herself by using
the button �Hint� (Figure 1). This causes the system to present the next most relevant hint. The
decision which hint to present is made by the sequencing mechanism. The user can override sys-
tem's selection by using the �Interface� button, which will bring up a list of all available features.
Each feature in this list has attached links, which point to the most relevant hint.
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The incremental interface is driven by a simple sequencing mechanism, which chooses a hint if
all prerequisites are already known and new outcome concepts are introduced. If the rule that
determines the occurrence of a hint applies, the hint will be selected based upon its priority (see
Table 1), since several hints might apply in the same situation.

The sequencing mechanism has to made two decisions. The first decision is what kind of in-
formation the user might be interested in. This decision is made by the general sequencing
mechanism based on outcome and prerequisites that is used in InterBook. The second even more
important decision, when to present this information, is made by simple rules, which enable event-
driven occurrence of hints. These rules are implemented by LISP-functions, which are called with
an identifier of the contents of the relevant window and the user model. Further, these rules have
full access to information about the contents of the window the identifier refers to. This informa-
tion can be taken into account for the computation of these rules.

An important piece of information for the when decision, is the window or interface element a
feature might appear in. For instance, features which are specific to the table of contents will be
presented only in the contents window. This basic mechanism has been made generic and is ex-
plicitly encoded into the structure of a hint (Table 1).

4.3 The Incremental Interface

The incremental interface is linked to incremental learning in that both are integrated into the
structure of the hints (see Table 1). Each hint is indexed not only by concepts of the interface
domain but also by interface features which are relevant to the hint. For example, when a new
feature is introduced, this feature is listed in this slot. Currently, the incremental interface is an
option. If the incremental interface is disabled, a hint simply draws the user�s attention to new
interface features and describes them, leaving the choice to enable them to the user. If the incre-
mental interface is active, the hint also triggers the state of the features that the hint explains. These
features are enabled in an InterBook window simultaneously with a display of the hint about them
in the bottom frame of this window (Figure 2).

In active or passive mode, users always have the opportunity to enable and disable certain in-
terface features. The features relevant to a hint are listed as links at the bottom of each hint, and
their settings can be altered by using those links. Changes in the settings will appear immediately
in the assigned window. In this way, the student can systematically explore the look of the inter-
face with and without certain features enabled. Once the user has chosen his settings and
deselected the hint, he or she is still able to modify the current settings using the interface button.
Selecting this button, the user is provided with a list of all features that are relevant to the current
window. Each feature is attached to a link that alters the setting as well as to a link to a relevant
hint.

4.4 Default Settings and Stereotyped User Models

In an adaptable and adaptive interface, the user model is divided into two parts: One part tracks
users� knowledge about concepts in the overlay model, and another one the current settings for the
interface. To meet each user�s need from the very beginning, InterBook provides a mechanism for
loading both a default overlay model and some default interface settings. The course author has
the opportunity to encode both into the subscription page of the system, in which the user has to
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register him- or herself. During that registration, the user can choose his or her individual level of
experience with advanced Web-based applications. Each selection is associated with a stereotype,
i.e., a set of domain concepts and default settings, that will be loaded when the user subscribes
(Figure 3).

Figure 3. The user must register to allow InterBook to provide individual support. During that dialog, the
user can choose his or her individual level of experience with Web-based applications. This selection is
associated with default interface settings and the user model.

Figure 4. Through the maintenance interface of InterBook, instructors can change the current interface
settings of individual students.
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A second way of changing the user�s interface setting from the side of the course author is pro-
vided by a maintenance interface. This interface allows the maintainer of the server to alter each
student�s setting at any moment via the WWW. Each interface setting can be either enabled or
disabled�or even marked as being forbidden for certain students, if the teacher dislikes certain
interface features of InterBook (Figure 4).

5 Conclusion

This paper is centered around the problem of novice users working with complex interfaces of
advanced Web-based applications. It investigates two possible adaptive ways to help these users:
incremental learning and an incremental interface. An analysis of existing relevant research shows
that the key problem to be solved is how to build an adaptive sequence of interface features to
introduce or to enable. Classic plan-recognition-based sequencing mechanisms are not very suit-
able in the WWW context. The main theoretical contribution of the paper is the suggestion to use
a domain-logic-driven sequencing mechanism which is known in the area of intelligent tutoring
systems. The slogan is to treat a user as a student and an interface as a domain to be learned. It
implies that we use an ITS-like knowledge representation with an interface feature treated as a
domain concept and a hint as a learning unit and to apply task sequencing technology developed in
the area of ITS. The practical contribution of the paper is an implementation of domain-logic-
driven sequencing of hints in InterBook, a shell for developing adaptive electronic textbooks on
the WWW. InterBook is an intelligent educational system and it has an embedded sequencing
mechanism which was originally applied for course sequencing. In the second part of the paper we
described briefly the original domain-independent sequencing mechanism implemented in Inter-
Book and explained in detail how we have re-used this mechanism to implement incremental
learning and an incremental interface. We think that InterBook provides a good model for other
researchers working on adaptive interfaces for Web-based applications.
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